**A HYBRID METHODOLOGY FOR INVENTORY CLASSIFICATION WITH THE APPLICATION OF MACHINE LEARNING ALGORITHMS**
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## Abstract

The motivation behind this study is to build up a hybrid approach that incorporates ABC analysis, Machine Learning (ML) algorithms with Multi-Criteria Decision-Making (MCDM) techniques to adequately direct multi-attribute inventory analysis. In our approached methodology, firstly, we will do ABC analysis, which is a famous and compelling strategy used to classify inventory items into explicit categories, based on Pareto distribution using different MCDM methods (i.e., Simple Additive Weighting, Analytical Hierarchy Process, and VIKOR) which are employed to determine the appropriate class for each of the inventory items. Succeeding this, Artificial Neural Network (ANN), Gaussian Process Classification (GPC), K-Nearest Neighbors (KNN), and Support Vector Machine (SVM) algorithms are actualized to anticipate classes of initially decided inventory items. Then, the accuracies of algorithms were determined for each method. The outcomes showed that AI-based methods exhibit overall exactness to MCDM. The results additionally uncovered that ANNs, GPCs, KNNs, and SVMs are, on the whole, prepared to effectively manage the unbalanced data issues related to Pareto distribution, and each of these algorithms performed well against all analyzed measures, along these lines approving the way that ML algorithms are exceptionally pertinent to inventory analysis issues. There are a few numbers of research where MCDM methods are combined with machine learning algorithms effectively and applied to various inventory settings. Moreover, this study gives an extension of the previous researches by introducing different machine learning algorithms and the classification of existing inventory items with the assistance of combining the classes of three MCDM methods into one and the accuracy comparison of machine learning models.

# Chapter 1

## Introduction

Efficient inventory management has assumed a significant job in the accomplishment of supply chain management. For industries that keep up a great number of inventory items, it is quite impossible to give equivalent thought to every inventory item. Managers are needed to classify these things to fittingly control each inventory class, as indicated by its significance rating.

ABC analysis is one of the most commonly utilized inventory classification procedures. Customary ABC classification was introduced for use by General Electric during the 1950s. The classification plot depends on the Pareto rule or the 80/20 principle, which utilizes the accompanying dependable guideline: "vital few and trivial many." The procedure of ABC analysis groups inventory items into A, B, or C classifications depending on the alleged annual dollar usage. Inventory items are then organized by the descending order of their annual dollar usage. Class A items are generally little in number, yet represent the best sum of annual dollar usage. Conversely, class C items are usually huge in number, yet make up a somewhat limited quantity of annual dollar usage. Items between classes A and C are arranged as class B.

Despite the fact that ABC analysis is renowned for its convenience, it has been scrutinized for its restrictive spotlight on dollar usage. Other features such as manufacturing cost, fixed cost, selling price, raw material availability have likewise been perceived as essential for inventory management. In our research, we are going to classify the inventory items considering these issues using ABC Analysis. ABC analysis is an essential method in inventory management. By definition, ABC analysis does the categorization of items into three categories (A, B, and C) to determine levels of significance of an item. Thus, the inventory is assembled into three classifications (A, B, and C) arranged by their assessed significance. The primary utilization of ABC analysis is to improve the capacity to manage enormous and complex data indexes by breaking them down into three sections. These sections characterize the need for the data inside whatever zone we are utilizing them in. When the information is separated into sections, it is simpler to concentrate on the data and use it in a meaningful manner. Breaking down the data into these sections makes the data more self-evident. It additionally helps in organizing the various segments. ABC analysis is, likewise, a phenomenal tool for inventory control. It is especially helpful for figuring out which of the inventory things sway your stock expense the most. It also gives a system to decide the ideal approaches to oversee and control the inventory. In this report, MCDM (Multi-Criteria Decision-Making) methods will be applied to the multiple features (i.e., demand, manufacturing cost, raw material availability, selling price, fixed cost) of the inventory item dataset. Then ABC analysis for the existing inventory items will be conducted based on the performance of each item gained from MCDM models. Later, the future prediction will be done by Machine Learning Techniques where the features will be the input and the classes of ABC Analysis will be the label.

Most of the MCDM methods were focused on weight determination. It contains simple additive weighting (SAW), Analytic Hierarchy Process (AHP), VIšekriterijumsko KOmpromisno Rangiranje (VIKOR), fuzzy conjunctive/disjunctive methods, fuzzy outranking methods, and max-min methods. It appears that the methods of SAW, AHP, and VIKOR are the MCDM methods utilized for weight determinations and inclinations.

Simple Additive Weighting (SAW), which is also known as weighted linear combination or scoring methods, is a simple and most often used multi-attribute decision technique. The method is based on the weighted average.

According to Triantaphyllou and Mann[1], the excellent mathematical properties of AHP have attracted many researchers' interest. The Analytical Hierarchy Process (AHP), created under Multi-Criteria Decision Making (MCDM) method, is composed of suitable techniques for ranking critical management problems. The Analytic Hierarchy Process (AHP) was introduced by Saaty [2] in the 1970s. The AHP method is a ranking process that is used in making group decisions and is widely used around the world in a variety of fields such as business, inventory management, government, industry, education, health, and others.

The VIKOR method was introduced as an applicable technique to implement as an MCDM model. It focuses on ranking and selecting from a set of alternatives in the presence of conflicting criteria and to achieve a compromised solution. The compromise solution is a feasible solution that is the closest to the ideal solution, and a compromise means an agreement established by mutual concession. [3]

Artificial Neural Network is the combination of many mathematical models and research. It mimics the human brain through a set of algorithms. It is a supervised machine learning algorithm inspired by the connections of neurons of animal brains. An ANN is based on a collection of connected units or nodes called artificial neurons. Each connection, like the synapses in a biological brain, can transmit a signal to other neurons. An artificial neuron receives real number data as input and passes the data through a non-linear function known as node. It is used both in regression and classification problems. ANN consists of four components inputs, weights, a bias, & an output, and also multiple layers known as the input, hidden, and output layer. Each layer consists of multiple nodes named neurons and the summation of nodes of each layer is the input of the next layer. Backpropagation is done to determine the error of ANN. In this era, the use of ANN in industrial automation is increasing day by day. [4]

Support Vector Machine (SVM) is an ML algorithm with the capability of solving classification and regression problems. In SVM hyperplanes are used for a better understanding of the data points. A hyperplane with the largest distance to the nearest training data point of any class is considered as a good separation plane. This distance is also called the functional margin, it is considered that if the margin is large then the generalization error of the classifier will be low. SVM with a good separation plan gives higher accuracy.[5]

Later, models dependent on the Gaussian process (GP) priors have pulled in much consideration in the AI community. Gaussian processes are attractive models for probabilistic classification, but unfortunately, exact inference is analytically intractable. Though surmising in the GP regression model with Gaussian noise should be possible scientifically, probabilistic arrangement utilizing GPs is logically unmanageable. [6]

K-Nearest Neighbors (K-NN) algorithm is a non-parametric classification method. It was first developed by Evelyn Fix and Joseph Hodges in 1951,[7] later on expanded by Thomas Cover [8]. KNN is a supervised machine learning algorithm, can solve regression and classification problems. KNN classifies data points based on the points that are most similar to them. The similarities of data points are measured by the Euclidean distance from a point to point. Data points with similar properties or values are considered in the same class. This” K” or the number of classes is defined by the user.

The rest of the report is organized as follows. In Chapter 2, previous research work on different machine learning techniques, and MCDM methods are discussed. The techniques –ABC Analysis, Simple Additive Weighting (SAW), Analytical Hierarchy Process (AHP), VIKOR, Support Vector Machine (SVM), K-Nearest Neighbors (KNN), Artificial Neural Network (ANN), and Gaussian Process Classification (GPC) are explained in Chapter 3. The proposed methodology is described in Chapter 4. In Chapter 5, the sources, characteristics, and features of the inventory items datasets are described thoroughly. In Chapter 6, we examine the datasets with three different MCDM methods and four other machine learning techniques and determine the performance measures. The machine learning techniques that are better used in the multi-criteria inventory classification have been discussed in Chapter 7.

# Chapter 2

## Literature review

The application of MCDM methods with machine learning techniques related to classifying inventory items was discussed in several research papers. Various works have been done based on this topic. In this chapter, we will probably draw out all conditions of craftsmanship by multiple authors and analysts.

F. Lolli et al. [9] proposed that supervised machine learning classifiers could be applied in cutting-edge inventory classification systems, as their trial analysis of two large datasets indicated a brilliant precision. Multi-Criteria Inventory Classification (MCIC) methods, Deep Neural Network (DNN), and Support Vector Machine (SVM) were utilized as inventory classifiers. SVM with Gaussian kernel and DNN results showed significant improvements in the classification accuracy in comparison with a theoretical approach.

A pioneering contribution to Inventory Classification was provided by Flores, Olson, and Dorai (1992). [10] They applied the Analytical Hierarchy Process (AHP) to classify items in terms of average unit cost, criticality, annual usage value, and lead-time. This represented one of the early attempts to overcome the weakness shown by the mono-criterion classification on usage value in describing the whole criticality of an item. This paper proposed the utilization of the Analytic Hierarchy Process (AHP) to lessen this multi-criterion to a univariate and predictable measure to consider multiple inventory management focuses.

Ramanathan et al. proposed a simple classification scheme in their paper using weighted linear optimization. The proposed model is similar to linear programming models employed in data envelopment analysis (DEA). Later on, they compared the result of the proposed model result with the Conventional ABC Analysis outcome and MCDM (i.e., AHP) outcome. [11]

Sabaei et al. [12] proposed a critical comparative analysis of different MCDM methods (AHP, PROMETHEE (Preference Ranking Organization Method for Enrichment of Evaluations), ELECTRE(ELimination Et Choice Translating REality)) from the maintenance point of view. A set of criteria (Data type, Uncertainty, Outranking method) was proposed by the authors to evaluate the methods. Then the above MCDM methods were evaluated based on the criteria and hence provided a framework for the selection approaches to improve their decision efficiency and effectiveness.

Opricovic et al. [13] had shown a comparison analysis between VIKOR and TOPSIS (Technique for Order of Preference by Similarity to Ideal Solution) based on their approach to “closeness to ideal” behavior. Linear and vector normalization was used to eliminate the units of the criterion functions respectively for VIKOR and TOPSIS. A compromise solution was determined for the VIKOR method, providing a maximum ‘group utility’ for the ‘majority and a minimum of individual regret of the ‘opponent’. Thus, the normalized value in the VIKOR method did not depend on the evaluation unit of a criterion function.

Kartal and Cebi [14] investigated the SVMs (i.e., Poly kernel SVM and Normalised Poly kernel SVM) performance in inventory classification based on multi-attributes. They used the ABC analysis utilizing the Simple Additive Weighting (SAW) technique was used to decide inventory classes of items held in the inventory of an enormous automobile company.

Wan Lung Ng [15] discussed a model which is relative to the MCDM model 'SAW.' Later on, this model was compared to the DEA-like model and traditional ABC classification model. This model can be adopted directly if the categorical measures of the data are converted to continuous measures.

Partovi et al. [16] utilized ANNs for ABC classification of Stock Keeping Units(SKUs) in a pharmaceuticals company. . To classify inventory items, two learning methods were used, namely, BP (backpropagation) and GA (genetic algorithm). The reliability of the model was tested by two different datasets and also compared with the multiple discriminate analysis (MDA) technique. It was observed that the ANN had more accuracy than MDA. Besides, the results had shown us a very small difference between the two models (BP and GA).

Marcello Bragila et al. [17] proposed a methodology based on two techniques named after RCM Analysis and AHP model, which lead the methodology to an inventory management policy matrix. To start with, likewise to RCM analysis, a decision outline drives the researcher towards the best criticality classification of the items through a set of choice nodes. To help the researcher during the decision in each node, several (reduced) AHP models are proposed. Second, to join a proper inventory strategy for each class, an inventory management policy matrix is created.

Kumar et al. [18] have given us the progression of applying different MCDM techniques (SAW, AHP, VIKOR, TOPSIS, ELECTRE, PROMETHEE, etc.) towards sustainable renewable energy. Multiple indicators (social, technical, organizational, economical, environmental) were identified by the authors which were evaluated by the MCDM models. Strengths and weaknesses were also identified in each MCDM model. But no proper technique was found in their analysis. A hybrid MCDM model was suggested to consider all the indicators.

Asadabadi et al. [19] focused on the argument of the efficiency of MCDM methods. They have done a detailed analysis of AHP and ANP (a version of the AHP) method. They have shown a real-life scenario and how to rank it with the help of AHP. After completing the analysis, they have found this method is less efficient. Hence, we want to apply machine learning algorithms to make this model more efficient and observe how this model fits into real-life problems.

Ali Jahan et al. [20] proposed a new version of the VIKOR method, which covers all types of criteria. They have focused on the material selection process. They eliminated some numerical difficulties of the traditional VIKOR method by using a novel normalization technique. They have demonstrated their theory on five different datasets and compared it with the conventional VIKOR way. From this paper, we get to understand the variation and difficulties of the VIKOR method and how it can be removed.

Zied Babai et al. [21] utilized five ML techniques to perform inventory classification and to decrease the class imbalance caused by six multi-criteria inventory classification techniques. The viability of these ML techniques was surveyed through three measures: class distribution, accuracy, and total inventory cost. They had tended to the imbalanced class issue that emerges in inventory classification by proposing another algorithm targeting adjusting ML classifiers to the specific attribute of inventory data. At the research work, They found that a good accuracy doesn't methodically mean a good class distribution, and a similar precision esteems can be related to various inventory costs.

Stelios H. Zanakis et al. [22] have shown us the comparative analysis of different MCDM methods on the same datasets. They have focused on the results of the various ways of analysis on the same datasets and the variation of the products. They have worked with eight types of plans: ELECTRE, TOPSIS, Multiplicative Exponential Weighting (MEW), Simple Additive Weighting (SAW), and four versions of AHP. From this paper, we have understood the results of different types of analysis may vary if we apply them to the same datasets.

Hedi Cherif et al. [23] presented another methodology for the ABC Multi-Criteria Inventory Classification issue dependent on the Artificial Bee Colony (ABC) algorithm with the Multi-Criteria Decision-Making technique, specifically VIKOR. The principal commitment of the proposed work was to exploit the effectiveness of the ABC algorithm and the strategy VIKOR on a half and half to group the inventory items dependent on target weights and to diminish the inventory cost. In the end, they just compared their outcomes with other researchers' proposed models' outcomes who worked with the same data set but using a different multi-criteria inventory classification model.

Cover and Hart [24] presented that K-NN is a non-parametric procedure for classifying perceptions. Calculations of the measure of distance or similitude between perceptions are directed prior to classification. A recently presented thing is at that point classified to the group where most of the k-NNs have a place. The utilization of k-NN requires a fitting value of k.

Loftgaarden and Queensberry [25] recommended that a sensible k could be gotten by ascertaining the square root of the number of perceptions in a group. A trial and error technique may be more viable in distinguishing the value of k that acquires the lowest classification blunder. [26] A sensitivity analysis can be led to analyze the characterization precision among different estimations of k to reason that an estimation of 3 gives that most noteworthy correct classification.

Amir Atiya et al. [27] have proposed a new Monte Carlo-based algorithm for the Gaussian process classification problem. When GPC is applied to classification problems, intractable integrals are encountered which can only be solved by some approximations or using lengthy algorithms. This problem has shrunk the opportunity to apply the GPC on a large-scale dataset despite having very good results. Based on some bootstrap sampling and acceptance-rejection they developed a new Monte Carlo algorithm that converted the problem into a ratio of two orthant integrals of a multivariate Gaussian density.

# Chapter 3

## Techniques

There are several techniques to classify inventory items. ABC Analysis is a traditional way to approach the classification of inventory items. ABC analysis is a methodology for classifying inventory items depending on the item's annual costs. ABC analysis is a straightforward structure to work out which inventory items are the most significant and should subsequently devour a large portion of time regarding stock control and management. Basically, ABC Analysis works with a single feature (annual cost). Therefore, it has been an issue for modern inventory management. Here come the MCDM Methods, which functions with multi-attributes to identify the classification of inventory items. Some of the additional MCDM techniques have been developed as a method for supporting ABC analysis. They have become mainstream as the immediate result of their capacity to consolidate additional criteria into inventory management, including manufacturing cost, selling cost, demand, fixed cost, raw material availability, etc. MCDM techniques usually generate priority performance for every single item. Though ABC Analysis can work with a single attribute, so in this report, the priority performance has been used as that single attribute to classify the items. Then for future class prediction, Machine learning techniques have been implemented. As of now, we live in the crude period of machines while the future of machines is vast and is beyond the scope of imagination, it is the need of time for the machines to begin learning the pattern of the work from their experience. Machine learning is a technique for data analysis that automates the analytical model structure. It is a part of artificial intelligence that frameworks can learn from data, recognize patterns, and make choices with insignificant human inclusion. The center of machine learning and the way to Artificial Intelligence lies in perceiving and separating any pattern by the program itself with no human assistance. As machine learning offers the accuracy performance of the future prediction so the machine learning models of this research were evaluated to find out which model fits the data and predicts the newly added item class most accurately.

In our study, we have used two different inventory item datasets and analyzed two datasets with three MCDM techniques, such as Simple Additive Weighting (SAW), Analytic Hierarchy Process (AHP), and VIšekriterijumsko KOmpromisno Rangiranje (VIKOR), and four machine learning techniques such as Support Vector Machine (SVM), Artificial Neural Network (ANN), K-nearest neighbors (KNN) and Gaussian Process Classification (GPC).

### 3.1 Multi-Criteria Decision-Making Methods (MCDM)

#### 3.1.1 Simple Additive Weighting (SAW)

The Simple Additive Weighting (SAW) technique, otherwise called the weighted sum technique, is the most popular and most broadly utilized MCDM technique. The algorithm of SAW is described below,

1. Firstly, a Multi-criteria dataset is taken as input, and beneficial and non-beneficial criteria are identified by the user
2. Secondly, the beneficial and non-beneficial criteria are normalized by the equation (01) or, (02). Where x is denoted as criteria, and is the value of the ith row and jth column.
3. Then, user-defined weights of each criterion will be multiplied to the respective criteria of the dataset. Weight is denoted by w and is the weight of the jth column.
4. Next, the row-wise summation of the dataset will be measured by the equation  (03). This row-wise summation is known as the performance of the respective item.
5. Finally, the performance of each item is sorted in descending order. The item with the highest performance value is considered as a high priority item and the rest items have respective priority.

|  |  |
| --- | --- |
| Linear Normalization,  =1, 2……., m; =1, 2…. n. | (01) |

Or,

|  |  |
| --- | --- |
| Max-Min Normalization,  =1,2,…….,m ; =1,2,….n. | (02) |

where  (0 ≤ ≤ 1) is characterized as the normalized performance rating. This normalization process changes all the evaluations in a linear (proportional) or maximum-minimum normalization way so that the relative order of magnitude of the ratings stays equivalent. The general preference value of every alternative is gained by-

|  |  |
| --- | --- |
| ; =1, 2,…m. | (03) |

The alternative with the maximum value of V will be recognized as the best alternative. Exploration results have indicated that the linear or max-min form of compromises between attributes utilized by the SAW technique creates amazingly close approximations to muddled non-linear structures while being far simpler to use and comprehend. [28] Both of the normalization equations were utilized based on the data characteristics.

#### 3.1.2 Analytic Hierarchy Process (AHP)

AHP is a supervised MCDM technique. The essential thoughts of this technique are inclined towards the pair-wise correlation dependent on the eigenvector. Marcus and Minc[29] characterized eigenvector as: " eigenvectors are a unique set of vectors related to a linear system of equations (i.e., a matrix equation) that are some of the time otherwise called characteristic vectors, proper vectors, or latent vectors. It is broadly being used for subjective evaluations by specialists and academics [30]. As a piece of structuring the problem in this methodology, the decision problem should structure into a hierarchical model. The model must represent the connection between the goal, criteria, and alternatives [31]. AHP methodology can be described in some steps as below –

1. Formation of pair-wise comparison matrix of criteria with the help of Saaty’s scale (illustrated in Table - 3.1)
2. Evaluation of the pair-wise comparison matrix as it is consistent or not. If not consistent then the input of the pair-wise matrix must be changed for making the matrix consistent.
3. If the matrix is consistent, then determined weights of the criteria (which are the byproduct of the consistency evaluation calculation) will be applied to the inventory item dataset (and the dataset must have the same criteria as the pair-wise matrix has).
4. Finally, the performance of each item will be measured after some calculations.

And the implementation of the AHP method is shown in Chapter-4 section-4.3.2.2.

##### Table 3.1: Saaty's Scale for AHP

|  |  |
| --- | --- |
| **Rank** | **Description** |
| 1.00 | Equally Important |
| 3.00 | Moderately Important |
| 5.00 | Strongly Important |
| 7.00 | Significantly Important |
| 9.00 | Extremely Important |

#### 3.1.3 VIšekriterijumsko KOmpromisno Rangiranje (VIKOR)

VIKOR is a multicriteria decision-making technique developed by Serafim Opricovic in 1998 [13].  VIKOR means Multicriteria Optimization and Compromise Solution. VIKOR solves the problem between conflicting criteria by an agreement established by mutual concession means a compromise solution. In VIKOR compromise solution is the ranking of the alternatives close to the ideal solution. Lp-matric (equation 04) is the equation that is the mathematical representation of the compromise ranking.

The procedure for VIKOR is described below –

Let assume,

= value of jth alternative and ith criterion

= weight of ith criterion

And the VIKOR method utilizes the accompanying - metric as a full function:

|  |  |
| --- | --- |
| = ,  1≤ ≤∞; =1, 2, . . .,. | (04) |

The compromise solution is an attainable solution that is the ‘closest’ to the ideal , and compromise implies an arrangement built up by standard concessions, as is outlined in Fig 3.1 by-

0![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEA3ADcAAD/2wBDAAIBAQEBAQIBAQECAgICAgQDAgICAgUEBAMEBgUGBgYFBgYGBwkIBgcJBwYGCAsICQoKCgoKBggLDAsKDAkKCgr/2wBDAQICAgICAgUDAwUKBwYHCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgr/wAARCAHMAuIDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9/KKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKRm2ruNAC0Vx/hX9oH4GeO/HepfC7wR8ZfCuseJtFMg1nw7pXiK2uL6w8uQRyedBG5ki2uQjblGGIBwTiuwBzzQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAU2QAoQRTqR/u0Afg5/wAELQD/AMHP/wC2so/57eMv/UptK/eQccV+Df8AwQr/AOVoD9tb/rt4y/8AUptK/eSgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigApH+7S0j/doA/Bz/AIIV/wDK0B+2t/128Zf+pTaV+8lfg3/wQr/5WgP21v8Art4y/wDUptK/eSgAooooAKKKKACiiigAooooAKKKKACikLAcGhWDdKAFooooAKKRnVeppQwYZFABRRRQAUUm4A4o3r60ALRQrBhkUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABSP92lpH+7QB+Dn/AAQr/wCVoD9tb/rt4y/9Sm0r95K/Bv8A4IV/8rQH7a3/AF28Zf8AqU2lfvJQAUUUUAFFFFAASAMmvG/23P24vhF+wJ8F7r4//HDQPFF14Z0+VU1O88NaL9tayVjgSSLvUhM4GRnk17FJu28CvI/2zfB3hn4gfB1fBXjPRoNQ0vVvEelWmo2VygaOaF7yNWQg9QQaAOf0L/gpJ+zn43/ZF0z9tj4WR+IfGHgnVFjMZ8M6SLm8gLOI9ssO9SjKxAZScjPpXt+h6/Hrmj2ur/2bd2f2mBZPst7CEmhyM7XUE4Ydxk1+DGpaJ8WP+CB/7Y2u/sS3NrqOtfs8ftBatbyfDu8+ZhoWqNdxHyM5wCv3W/vJtOCVJr6w/aV/bR/aF+Ln/BQj49fsy+CPijrngnQfgb8D5vFGkt4fuPJl1HVvIknSSc4/eRDywvln5SCc0AfqF9pixnn8qBcRtwM/lX4m6v8A8FRP2yv2k7X9gTxP4E+MmreBrj436hqOj/ESPTreNobx7VkR7hInUqpYmQqe2V64r2j/AIJ6/wDBUD4lfBH4EftGax+1dcfEr4uW/wAIf2mdW8DeH7rwx4bOr65PYqE8nzYYim5UIcs/RQ4HQCgD78/a7/a2+DH7FnwguPjX8ctfksdJivILK2ht4fMuLy6mkEcUESZG52YjA/E8A0/9lr9pnwz+1D4E1Dxx4d8I+IND/snxJfaJqGn+JNMa1nS6tZNkhUN/rIySNsg4YdOlfkd/wX5/ao8K/t4/sE/Bf47+APC3xP8ABOn2v7SVhoMug+O/D8mi3U0n2R5Tc/ZmZiyrlRHJnqZB2r6e/bV/az+MXhz/AIKKfD3/AIJv/CfxB4yjtrj4W6pr19ceGZoY9T1bUI4mWz3TyyR/IroXkw2W7g0Afo8bqMetH2qL3r8r/j/+0t/wUE8BfBr4X6Z+0f8AEgeCtcv/AIV+IX8UeG/C95jxJqHiK1hke1uoRbgoLVUQPKzOiA5BzkCvG73/AIKlft3f8Ogf2d/24ddg8UeKNFj8V3sPxw1DwbN9l1SXToSYoJxJGCYxvyzkDaxUBiA2aAP1Q+OX7bfwl+BX7SHwr/Zf8X6frkniH4uTajF4bmsdLaW1iazgE0nnyDiPKnC+/pVD9jn/AIKG/AH9tzxR8SfA/wAH7bxHbat8J/FLeHvGtj4i0f7I9rqCtKjRr87BwGhkBI4496/O61/bo8f+Lf22/wBgWH4N/tO6l408D/Fa319tb1DUrdPM1DyIptgkVgTDMh/dyBCMtFjoK+d/AfiH46/CHRv+CoP7T3wB+PGveD/EHw3/AGh7rWdOh0xkFvfmLUr4yRXKkfvUeLcm08And1oA/Zzxr/wUL/Z/+H37afhX9gvxNF4gh8deNNGn1Pw+66RusJ4IVZpMz7vlZQh429x617gLuI/3vyr8ZPEXx51T4z/8Fjf2G/2lfFGl+TfeI/2b9R1/UrVI9oE8um+fIqD0LFtvtiu7/YB/bU/b5/bNvfB37T3w1tPFWt6PefGvWdI8faXLNaxaPp/hqImOBIYml3C5jbazPsDNk8mgD9Ev2l/2rfhl+zJpuhv4yN7fav4q1hdK8KeG9IgEt9q94VLmKFCQDtQFmJICqMmsj4AftleB/jx8UvEXwXt/Bfijw34q8J6TZahr2i+JtL+zvDDdSTpCVYMyyAm3c5UkYx34Hzj/AMFu/wBhzx3+214a+Hg/Zn+NsXg343/DnV7rxL8NTcTtGl4yIiXCFgOONg3YIG7BGDXyp+zt/wAFkf2ovhb8Iv2lLX9ub9m+28PftJfBH4VwynXobRfL161E0iWTyKvylI7i68wlTtdZWwBg0Afs4LqJE3OcY5b2rJ8B/EnwR8T/AA6vi3wD4it9V01ry6tVvrR90bTW1xJbTqD32TRSIe2VOK/LXwV8V/2+PiD+yv4h+KV54m8ezfDTxn+xjceI7/xtqmp2yXFn40W3Nz5th5UrPDazW7EBFChSq/KpJr2T/g2b8L3th/wR5+E/jDUfGms6nJr9hqU0lrqV8ZYbRl1i/VvKB+5vPzN6tzQB+gQO4ZFFNThABTqACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKCQBk0E4Ga5v4q/E7wh8Hvh1rXxT+IGsx6fofh/TJr/VLyRgBFDGpZjz3wOB3OBQB0XmLjNDSKRjNfIv7Lv8AwVD1v9qD4eXvx50z9kjxh4d+G8mgR6t4X8Ya1qNmy65C1yYAscELu8ch++I2+cggBckCvev2dPjd/wANBfC6w+J6+CNU8O/bpJkfRdbVBd2zRyMm2RUJCN8udpO5c4IB4oA/F3/ghX/ytAftrf8AXbxl/wCpTaV+8lfg3/wQubZ/wc//ALazH/nt4y/9Sm0r94BOlAElFM85aBOhoAfRTfOTGc0nnx9jQArqWGBXmP7Tn7O3iH9ovwpp/hbRvjz4q8BnT9atdS+3+E4bB5p3gkEkcb/bLaddm5VyFA3AYJIJB9MWdWpfPQUAeTftLfsbfCn9rT4YaX8NPjbayar/AGNqljqmm6wyRx3UF9ayI6XKlFCqxZfmAUKdxGAMAeZ/tO/8Erfhz+0H8aNZ+PvhX4r+Jfh/4m8WeDJPCfja/wDC8Nm51zSHBUwyi6glCOELKsqbXAY89MfUhnUHGKUTqevagD45+J//AARW/Z78c+LPgD4i8HfEnxf4Ks/2cVUfD/Q/DbWDWrHKBzcG5tZZJN6IqNh14yRhiTXY/sF/8E0vCH7A/iP4oeJPCPxv8ZeLn+LHjKTxV4kt/Fi6f5UOqSljPPALS1g2+YCoKklQI12gc5+lfOT1o89e/wDOgD5o/wCCkn/BMX4bf8FMPA/hH4e/E/4r+LPC+m+DvFcXiKxj8J/YVa4vokZImlNzbTHaod/lXaCW5zgYyf21P+CUHw9/bI+Inw7+PD/Gvxn4H+Jnw1Zl0T4geELi2hvZoXA8yKZGhaEqxG75UGD0wCRX1aZgBn+tBnQDNAHx98bf+CMPwE+O/wAafAvxy8V/Fr4iWureDPCd74fujpviZoTr1rdqRObyQL5jF8ktsZARwRgYqn8JP+CNXhD9n39nHw3+zf8AA39qT4iaFpnhm41hrW4n/s6+Fxb6iV820mgubR4JIV2jYDHuB5JJyT9meenrTvOTOCaAPhnw3/wQV/Zv8DfEP4C/ED4efGDx1oP/AAz1DOPB+l2D6c1tdzXMjveT3Xm2ju7TmR9wVkVQfkCVDrn/AAQb+Bura38V47L45+OrHwz8ePGjeJPjD4TguLU2/iCb+0Z75IBKYPOtYh55gbyXRniVdxLZY/dfnL6UCdO5oA+UvH3/AASW+E3jT9s74a/toaZ8VvFmg6h8KvDY0Dwr4S0iPThpCacYzG8DpJaPKQ0ZCHEgKhRtKnNZv7L/APwR0+E/7In7QPir4sfBz43+PrPwj4r16TXbz4Uvqsf9hx6k5JacKIxKV3Et5ZkK5PIIAA+v/PTFJ56YzQB4h+07+xPB+0X8SvBXxj0f43eLfA3iXwDHejQdR8LzQYY3IjEgnjnikSeMiMAxspU5z1AIw9A/4Js/CfU7v4leJvj7rt/8RvEHxY8Pr4f8YazrUUNsX0dUdEsYY7RIkhjXe7blHmFm3FyQMfRnnp3pBcIRnFAHyT+xl/wSN+Hv7I3wR1j9nHVPj34/+Ifgq60S80Tw/wCH/GWqRNBoOmXSus9vbrBHGCXWQr5j7mVflQqGYN6B/wAE9P2CfBn/AATo/Zz0/wDZm+G/xN8WeJtB0e4nOkP4svo5ZLKCSeSf7PGsMccaqHlkbdt3sW+ZiFUD3YToeh/I0GdAcZoAeg2qBilphnUcmjzlHUUAPophnQd6Tz1oAkophnUHmgzxjvQA+imecoo85OxoAfRTPPXO2jzl7UAPoqP7QmM0Cdc4xQBJRTBOhOBQJ4z0agB9FR/aF7jH1oE6EUASUVH569DR9ojxmgCSgkAZNRidCcZ96DMrDA9M8UAODqe9HmrnbXxj/wAFcf8Agpz8TP8AgnNd/B/R/hZ8DNG8d6p8WvHy+FrLT9U8TS6a1vcSBPKlUpbTb03NtfoVymAcnGx4Y/a3/b+0Xxb8StA+PH7HHhvTdL8GeC4dY0PxL4Q8V3+q2ut3UjyKbKNW06JzJGInZwASuYwdocMAD63DqTgGlry39jn40+Ov2hP2efC/xg+IvgAeGNU1zR7e7uNH8yRvK8yFH3fOgwCWJADSALt+djkD1KgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigBGxt5Nfnh/wAHO3i6x8Of8EpfFWhyXeoLqHibWNP0PSYdP1KW28ye6nWMeYI2HmxjOTG2VPcGv0OkzsOK/OH/AIK/fBf4m/8ABQP9qD4G/sUeBPAeuSeF/Dfje38YfEvxM9o0dhbWMAJigEp+WSVpAMKMnj3oA+kv+Cef7Kvwo/YS/Yy8K/D7w5qGoWlhF4fsrrWJNe16e6SK4eBPMCGd2EMe8kCNNqjsK9N+AXx8+DX7R3gQfEf4CeN7HxD4eXU7vTo9U0shreSe1meCZUbowWRGGRwccV0/ivTPBsnhGex8aaVY3GjxQqbi1vrVZoQqEMMowIO0qCODggHtXxX/AMG+k1vpv7Ctx4PvLC4sNRtfiV4quZNPvLGSB44JtZunhfa6j5WT5lx1FAH4c+JtD+J//D3D9tHx/wDCP46+LvAutaH8SvEf2CTwXdPDc6xdNq9xNBYTyrcQmO1ke2/eNuYghPkbqv15q3/BQr9sXxn468ceKNW8ceLNItvjt4J/s7xZpum63MIvhnf2+mJbQz6H/pYyZpw00hAhIbuT81Zn/BJX4O/Dv9oD/g4+/bW+F/xZ8OR6ton9veK9T+wyuyr9qh8SRxRyZUg5CXEw9Pnr9krb/gmp+xVan5fgJpbcY+eSU/8As9BScT8VLP8A4KIf8FHIvF/gD4ry69rrXvhLw7ceCtS8LnxRcfYNW09rP7PHr9wPtGJNQyTLyCQ4B3Z5pvhH9uf/AIKC/DP4beFfCGm/E7xT4jvvhD4wl1fw9q2teKLlpfHtvLDsNpqubkkxIzFlUs4yo4HWv3CsP+Cf37HOnD/Rv2fvD4yoB3Qu3GPdjVr/AIYT/ZEA4+AHh3/wEP8AjU+8O8T8JviF+2L+3/4w0n4ifDLTfjR420rSvGmur4x07xJY+Krpb/RL9IAo0K1Iuh5diz5ztKjPOyu30f8A4KIfto+IfiRr3j3xh4u8T6ba/GL4eTeGPGOi6frszQ/D6aHSja2+qaODdAG5knPnOQIiGH3yfmH7PT/sFfsfXUTQz/s/+HircNttmX+RrMuf+Ccn7F1yx3/s/wCjcjnY0o/9no5QvE/FrRP+CiH7fWiap8JPim/ifxPfa18I/O8HTeFrjxBKdN8aaEdO+yjXtTJuz5mpCRml2srjeqt5mRmtLwb+1X+0/wDDj4Q3Xwr079qr4ha9N8JfHFt4v+G/iXX766N98RGNs4m0bVSL1/JsxKwwGeRTsB288fsDd/8ABL39iO+jKSfA2xj4wvl3Uy4/8frltd/4I4/sU6yWMPhLWLHd/wA+OrsuP++laizH+7PzL8X/ALRH7RnxT8U+OPhxY/tqeKPDvh34taJa+KNQ8UW+pX0dz4G162tM/wBhacoulxazTfK8ilFxyQcV6f8AA/4tftZeP/HfhT4q+Jv2vtNsbr4keC5PBPxG8Gf8Jwxt/A8MNg8MOv2Qa8xPeSylZG2qrBhnfnkfWfiH/ghh+zVfAnw54z8TaeT/AM9Jo5/5qtcR4j/4IJ6O8ZPhX473CtzhL7S1259yrZ/Sj3g5aZ45oXwy/wCCtWheHvh38RvBnxg/4SrXvgb4nbw5ofhm48dH7L8S9Aks2iOtaqxvSGuFdy4jcSHcqnIxmt7Sf2CP+CsPgr4deLvgTof7T/i7xFZfDfxppvxI+F/j6+8ST/bvHt6ljK0/hW9BvS0GnG4dYyWdkITJQ5GDxD/wRH/am8KTm58C/FDQ77a26M21zLbOP++gOaybn9lz/grZ8BUF14Z1bxReRJjYmka99tCgY/gcnA/D1qhcq6M6nxt+x9/wVv8Aib4/8RaBJ8Z/EHhvw/8AH/wXpeq+NtY0zxHMZfhTrdjp7Z03R0F4paK4uQFkkj8sEMCQ23Jf8Hf2b/8AgsNaeJfhr8cPiJ4w1WHU9T8ORfDz4geA28USy2OjabFBJGPFCN9rKz6hIWRmAXfuGd57cnpn7ef/AAU/+BsrDx5oGoX0MZxKuv8AhtmCj/fjC4+vNd54F/4LweJ7O4SD4lfA62miDbZ5NLvisnvhXAH60BySOVf9lf8A4LO+AvA/he78NfELWvEWr/ALxhHa+D7W/wDFUqr8VNKlR/NutXY3h2tGz/Kj+YTtX0qe1/YF/wCCsmk6B45+CkX7Tfi+80vT9bsPiL4N8cT+I7j7dqmrRwvJL4UZTfbotPaVljLbthAzsI4H018Ov+Cyv7IXjOSGz8Qajqnh6aXj/iZWZaOP/edMgV7/AOBP2i/gJ8S44z4F+LOg6k0nMccGoJub8CQSaBcsj4B1/wDZO/4K0/E/4k3Nvq/xY1rwrof7Q3gTTYviZe6X4glZvg/qlhYycaMi3i+Ybm42rK8fl5ByS2M1k/AP9nP/AILNeGtR+Cv7Q3xB8S6rN4g8N6bYfDHxt8NbrxZLNp91oMKzCTxjPKbsrPqbB03KUZyVBLnoP1LzFgYP/wBek2Rk5UfmM0En5Uz/ALHv/BY/4e/DDTvB/hL4teIPE1/+z742s9Q+Hepaj4nmjm+LVnLJLLcw6wzXjGOOIyCNVkMm5UAx6WLb9gj/AIKxX/8Awnvwhvf2mvF1tofir+z/AB7pvjaPxFcG80rXIi08vhe3T7duSxZsQs4ZVK4OwgYr9UDbgj5eKd5O7kgflQB+Zerfs0f8Fc/iL4603xHq/j3VfDdr8avAdroXxQsdN8RStF8L7m1ikxfaWFu182ed9gcpsODyxxXO/BL9mb/gs/4B1D4Q/HbxX4w1fVtc+HN9a+AdY+HupeLJZLHxL4d8yUzeKb2Q3ZWS+COP3bI7EqvzcYr9VvIUcYpBbgDHFAH5Wah+xZ/wV+8C/Ci6+FHhL44eJPEc3wE8faT4t+FfifUPEk8d58WhJc3Fze6Rq5N6TDaxGVIQrs6vHGBtxgB9v+wd/wAFZvGPiHx58MvEX7Sni7Q/Dvxi0PS/GeoeL7LxJcNc+AfEMNw9zL4a02MXwb7G3+paRCishHykDB/VH7OCeg6+lC24XjatAH5mzfs/f8Fe/Gnijwb8Tdb8TX2g3PxO8Cx+C/ip4bsfEcjWvgFIZpSNdsMXYE15Inl7ioDckFz0HH/DT9k//gtH8PbX4efE3UPiHrut6z8HNeHhiz8Jal4sma28faHNcu0muak5vCDcxxsNsbq7YAGeK/WL7OPagQKB0FAH5Z+If2J/+Ctfhj4f+Jvg/wCEPj14m1iH4c+MdP8AHXw48W3HiSeO98b3L3Mlxc+Hr7N4WisY9yxDczKyLjZg4Edv+wr/AMFa/ij4z8ZeAPG37R3ivwl4b/aC8IaVr3irxVpPiS4km+FGv212bqTR9HjW+DNBKFELyRtGGR+hC7T+qBgHYCg24J56fzoA/M/Tfgp/wWG8Qal8Lfjjr19daTrnirwR/wAK1+LHgO38TSPYeFrFdUnkHiy3YXQWbUjbeSDhd+CRvx8o4Twl+x1/wWm+Hfhjwrrdp8WPEXiDVPgF4vmsPCOk6p4sm2fFTSLu/Mkl/q7m9IV4IuI45BIdp2gjFfrX9nyOfWjyB6L+XSgD8vfFn7EP/BVmz8L/ABA+C3hj9oTxReabZ65b/EHwP42PiKeO/wBR1N7vz5fC7j7ZujsEXEQbdsK/wY4rPH7F/wDwV9+K3xB1uHxx8cPEng/Sfj94Kt38dXmkeJZ3/wCFUapb3HmCHSI1vR5glVQrvH5fyvjnHP6pG3BOc0fZx1IFAH5m+Hfgj/wWGtbj4V/GnUdSujr39iyfDTx94Fk8SSNYWuitqTN/wlwb7Vtl1JbcJhdpfkjf2rgbP9iv/gtL8PvAGnafoPxm8TeItR/Zx8ezXfw1OpeLJw/xm0+/1TzphrTm9PlJawriOOTzPkYoNtfrh9nUnOBQLcfxUAfmL42/Yb/4KlahZ/Fj4IaJ+0b4qXQfGEn/AAsbw346h8QTpqGka82oJOfCVuv2zdHp6xIYxICqFXPyY+U4s37JX/BY74sfEp/F/jH4o674Ptfjt4Fn0f4jafoviaZrf4U3UU48m70lFvB5s0iICzIEI3sM1+qnkLjBUUG3XHAFAH5jeG/gF/wWH8NaX8N/iq+vX2oeIvB8l34D1jwdeeJpGs9b0Ka6AXxPcP8AasNfxwjcqEMwJxuFcVqv7EH/AAWZ8HeD77wn4R+OXinXH+CPjhvEXwx1K88WTrP8Uo7u+WSXTtUJvSYbe3jGEVy4K5UAV+tpt+cg0q26gYIFAH5k+MP2F/8AgqF4wh+MHwOT9pLxVpfh34waC/juy8eWGvzrqHgbxKNSgnXwtpyi8DLZGCF4/NQxrtlPy8FWw9Q/Zm/4LOfFr4laV8YvFnjbVfB8vxu8A6p4M+KHhbRfFErWHwuAuES11zTFW8UT3rxJ5mUCMhZxu5zX6pC3A6CmyQxg7mx+PegD8v8Aw9+zf/wWL8A+EPAvjyx8X6prniT4Q69qfhOw8M6l4nlNv480G6ljjTX9QY3ZAuoYg8iRsHYE4DDvzPjn9h3/AILBaB4d8Y/Dfwj+0J4qvtM+HPi+Txv8OfFFz4sniuvGs086O+hXpN7mCyhQELuLLjPyjNfpf+0D+0L8Ff2YPhjqPxg+O/xB03w34f0uFpLnUNSuFjU4Gdq55Zj2Ucmvy61746ft/wD/AAcAeJbj4d/srf2z8Ff2ZFuDDrfxGuoWg1fxVD0aO0XgrGemQRx1PagD4Q/b/wD+CpP/AAUS8DftB+Pv2Sv2Z/2j/wDhML/426xprahF4b1rUZrvwJrcske7RdLu4rnyoAsi7SY8hkdsheQPun9jj9pP9v7wZ/wUU+Hel/tOaP8AEjxR8SNS8Dx+Gfix8MfD1vct4X8I28l1ataeJXm817eSWSBDvCruQu4Zxkg/ef7MP/BKj9iP9kv4aeF/hx8L/gfpf/FK6xHq9nrV9CJb6bUlieL7XLMfmdysj8H5RngcCvFP2n/FHxjtv+CqXgHQfG/7dPgv4Y+A31Cy/wCET8GaasDa742viLfz9PvASXEOceWcLxIcZ7AHz9/wV70e+/bL/wCC+37JX7D+jfEK88OL4L8Oar46bWtGjt5riyv8SzW77J0eMsjaVGQJEYYlPBzX6LfsC/s5/EL9lv8AZp0v4R/Fj4rzeN/FC6tqmo694snyG1Ke7v57kOQQNuI5EXaAFBXCgDAqwv7BP7IT/tMf8NiH4I6X/wALOByPGXnz/a/9T5G3/WbdvlEpt27cHpXsMcXlnigBsELRkl33ZP5VJRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAjDcu3NRi1UH7xqWigCOWESp5bdMYqOOxit/mT+VWKR/u0Afg5/wQt+b/g6A/bWz/wA9fGX/AKlNpX7yV+Df/BCv/laA/bW/67eMv/UptK/eSgAooooAKKKKACkKkn71LRQAgBHVqUjNFFADfK9TTTCv8ZqSgru60AVbvS7DUIGtb+COaJlw0c0QZWHoQa8/8Y/sffsy+Pg3/CWfBHw7dNJ95v7OVCf++MV6UFA7UHd2NAHx38R/+CKf7Jni6aa88Lza14elmYsFs7zzI0PsjjgV8/8Aj3/ghx8ZfC97Jqvwf+L+n3zQnfaJeK9rMP8AganAPuK/UPB7mkMSt94UF+0kj8h4tT/4Kx/seXv2y4i8UXOn2jFXSVDqVpIo7kDLFfc4r0T4Sf8ABc/x3od7/Zfx2+EtvdqBhrrSZDDMrd8o2Vx7Cv0xe1jkRo5EVlYYKtyDXmnxa/Y9/Z1+Nlg1n8QvhPpF43Jjuo7URzxk91kTDA/SptYfNHqjh/gx/wAFP/2RfjJDDDafEWLRb6ZgPsGvL9nYN7MflI98ivfNL13S9atEv9J1C3uoJBmOa2mEiMPUFcg18HfGf/ghb8NNcuJdT+CvxIvtBkYEpp+pR/aYQfQNkOPxJrwDVP2eP+Cm/wCwheSeJfBF3rF5pdu2HuPDt017byL23wEbsevykD1phyxezP16EoZdwFOByM4r8zfgf/wXC8X6BJD4e/aM+GS3jRsEutT0f9zOnqWhb5SR6DbX2x8Av22f2bf2jbNR8NPiXZzXvAbSr6T7PdKT28t/vfVdwpkyhKJ61RUYuo24wR/vU5X3dqCR1FNLH+7TgcjpQAUUUUAFFFFABRRRQAUUUUAFFFFABQTjmgnHNVb3U7WxtZrm+uEt44Y2aSaZtqRqBksSeAAOee1AExnG3divkv8A4KUf8Fe/2cf+CeGj23hbWhdeMfiZrm2Lwn8MvDK/aNT1GVzhCyKCYoyf4mGT2B5x86ftcf8ABZj41/tM/GDUP2Cf+CJ/guHx548jZ7bxZ8WLhf8AinfCShtrssxBSeQc4IyDj5Fk6j2H/gmz/wAEWfhN+xbrl1+0D8ZvFl18WPjlrzGfxH8TvFAMsyyO25o7VHLeQmfcse56AAHgf7Pv/BLD9q//AIKb/E/S/wBsL/gtHrjQ6PazR3ngv4A6TcMunaaobcjXoB/eyYxlTknue1fqT4W8F+GvBGgWfhTwjolppum6fbrBY2NjbrFFBGowFVVAAFaMcJXafSpKAGyfcxX5l/H7w1ZD/guFouv/AAc/4J4ap428TSJo6/ET4peJJJhpeh6aFg8i600cRm4jG8PgsflHHWv01cnaa/Nv9ty5+Hjf8FZvhFb/AB4/4KMX2jWq+IrI/Db4L+D7eNrptUxbeYNVZSzi2n+QpvVOC21jg0AfpBCRu496lqGA/N0qagAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACkf7tLSP92gD8HP+CFf/K0B+2t/128Zf+pTaV+8lfg3/wAEK/8AlaA/bW/67eMv/UptK/eSgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKMDOaKKAGtGHbJpklqkgw3epaMHOc0AeS/HD9iT9mT9oVJJPib8KtNurySPYNUt4/IukGOMSx4bj3JHtXxH8eP+CH3jjw7O3iL9mX4mf2gqFmXSddkEFwvoEnQbWJ6fMq+7V+m2Pam+XzktQVGUkfkb4Q/bv/AOChP7DPiCPwf8d9A1LVNNQ+VFp3i6Bm3he8F2DlsDgEM6Ac7e9fa37M/wDwVZ/Zi/aCFvomo67/AMIjr0iL5ml6/KqRPIeqxXHCPyeN2xjn7vUD6B8dfDrwV8StCk8L+PvC2n6zp83+tstTtEmjY44O1gcEdiORXxF+0v8A8EQfhx4m8/xD+zX4rfw1elmb+xdVkeezbP8ACknMkXPrvHpgUFe7I+9YrpJUEiEMrcqwbqPUVKrbhnFfj74Z+O//AAUJ/wCCZ/iCDwl4+02/uvDqyeXBpeubrmxmRT/y7Tgny+OynA7rX3B+yz/wVQ/Zw/aLa38P6tqv/CJ+I5nEaaPrUoCzsf8AnjNwsnPY4b2oFyStc+oqKhju4pgJI2VlPKsD1qYEkZIoICiiigAooooAKKKDQAUhJFRyXARthHJ7V8b/APBSr/gsh8D/ANhW7s/gv4I8P3nxM+NXiHZD4T+FfhX99ezyyZEclxtB8iLI6kbmAO0HnAB9A/tR/tb/AAC/Yy+EWpfHL9pH4laf4X8OabGS13fSfPcSYysMMY+aWVuiooJPsMmvzDvNc/4KG/8ABxZqsmn+Fj4g/Z//AGQZJ2R9U4h8ReP7fII2KciKBgM5wYxnH74j5e//AGW/+CP3x/8A21/jBpv7dX/BbzxRB4s8QW7LdeCPghZyH/hH/Cqk5VZoc7Z5hxuHzAkfOXIAH6g6bpttpllFp9nBHDDBGI4YYYwqogGAoA4AA4wKAPLv2RP2L/2cP2IfhBY/BD9mn4Yaf4Z0Oz+eRbWPM15NgBp55TlppW2jLuSTgc8V6uEIIOadRQAUUUUANf7hr4L+IcH7To/4K8Jcfs4/8E/vCttpP9naWnxO+PPjA3TPrGlYhxaaZtRIlubf5wQzybsDhdpB+9JM7OBX5R/t1H9j/wD4fhfCZ/2hP2k/iN4y8UJr+lj4d/CLwvZp/ZvgfUyLXGo3sktzjybr5WKxQhjsOScDIB+rMIGcBvcipajiK7tu35u9SUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUj/dpaR/u0Afg5/wAEK/8AlaA/bW/67eMv/UptK/eSvwb/AOCFf/K0B+2t/wBdvGX/AKlNpX7yUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFACFQTk0jRK3U06igDJ8W+BPCHjzRJvDfjPw7Z6pYXClZrS/t1ljbI9GB59+tfCv7Vn/BFXwb4g+1eLv2YtYbRb5VLjw/fSFreVuuI5D80Z+uRnuK+/ip/vUnlHdu30mrjUpLY/I/4R/ty/tkf8E/fFUfwo+PXhjUNW0W1bZ/ZutMfNRc/et7g53D0UkjGMEV+iP7Mn7avwM/ao0QX3w38WR/2hGqm80W8IjuoDjOCn8Q6/MuQcHmuw+MXwF+Ffx48NSeFPip4Ps9Ws3U7PPjHmRN/eR/vKfofrmvzi/ac/4JU/Gr9mzxD/AMLj/ZI8S6hqFnp7CaO1tZiuo2fzc7cf61QOvfGcgjihKxfu1D9TBLxjvTwSRk1+c/7G/wDwWOltb2D4YftbWDWt1Ey2qeJI4SpVgdp+0x/wkd2HQg5Ar9BvDni3w/4u0e38QeGdWt7+xu4w9rdWswdJF9QRTIcbGlRRknkUwy4OMUCHlgOpqjrmv6T4e0m41zXtTt7OytIWlurq5mCRxIBkszHgADvXlP7aX7dn7NP7BXwgvvjN+0t8RLTQ9Nt43+x2rSBrrUZAP9TbxD5pHPTAGBkZxX5v6Z8Mv+Ch3/Bwjr0fiX43PrnwF/ZRW6f+zvCNq7W+v+NIQVKvcHgxwsMf7P3hhqAO2/aQ/wCCtv7SX7fHxX1D9ib/AIIp+G11m8t5Ta+NPjtfQ/8AEk8Ox79sn2dmGLiUDOG5XJG0McgfRH/BNT/gj38A/wDgn/BdfEbWNTvPiF8XNezL4u+KXigma+upnOWWHeWMEfbg7iBycfKPoT9nH9lv4G/sk/CzTfgx+zz8OdM8M+HdLjCwWOn24XzG7ySNjdI57sxJ/DAr0Dyuc7qAGi3QMG9KkoooAKKKKACiiigBH+4a+Gfj1B+2FH/wU98K3Pwp8K/Cz4b+Bmksx4k+IGuLbtrfxCtv3G/SISIjMrwHcF3OVO4fdwK+5m+70r8uv2l9R/ZBvv8Aguj4X0fxN8M/id8U/iNZPpEkOk27ONA+He4W/k6su59pMgxv2r1TnPFAH6hREE5A7VJUUAAPPWpaACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAoY4GaKa5G35hQBn634u8NeGoFufEev2OnxyOEjkvrtIlZj2BYjJrz34p/tr/st/Bf4g6V8Kfif8ZNL0nxBrdxYwabpsiyyNLJeTNDaIWjRljM0isqByu4qccAmvys8NT/ABR/4Kp/8FzPin4D+NvwFttc+GHwk0dfCl94fuPHEkdvpTSNubUI1SD9/O5VCFBQpuPzGvr79kL9l/8Aab+B/wC2T8XtP+IXwL8L+IvAPjb4gR6/ofxAvvEQa5sNNgtEjsrCOyMDsZYHQAOZEAyzAEnkA+BP+CFrqP8Ag5+/bWbP/LTxkf8Ay6bSv3hM8fZq/m4/4J4/FT9pv4Wf8HQH7R8/7Ofwu0XxJZal8SfEtv8AEy51qSRBovhYeJYJL+/g2Om64RVURod4ZmxtPUfdFz/wXn/aT8VfDn/hPPhJ8HfA+oD4zfEW10D9kFdQjvIx4stY9Wex1OXVAJ82rxBQY8bAxPII4oA/V4XEfdqDcRYzur84tS/4Lc+I7ZPij8TbTwV4fb4c/Dmws/Cj6w1rdfa3+JEl99jk0to/N5sRIVAmAB5zuNZF5/wWl/aM+GvxS0v4dfHb4S+C9L/4Vn4F/wCEi/asbTVu5W8LpLcGK2GmHziLkNmPIO8gk80AfpqJ4ieH6daDPH2avzU+Fn/BYD9rL4k6J8LfAdp8GfA4+JnxO1j/AISXT9ERrsWf/CukvHim1MSGYlb0RBWEJJBYn5cVyPjX/gvR+0HP8PNe+Jfwh+EfgrUtN+JPxCsPB/7JMmpR3iN4r1Eav9g1JNUUTg2wjHMbLsDN1yOKAP1Y+0R5xuFHnx93FfnFff8ABb3WtD1v4qfEDxH4O0GH4X/A3wfDoXxQ12K1umvbD4nPqq6e2kQx+bibTwXQ+cBu5J3kDFZmo/8ABYr9rT4b/Efwj8Gvjd8FvA2meKfBfgu98Z/tUWenG7lh8L6Cl75UE+lv55+0StCyMyNv+Y8Y6UAfpi08Sn79L58Wdu6vzJ+Hn/BZn9qP4n+CvBej+Fvg54Jk+IHxc8W3OofCXR5PtaWepeBra9EdxqNw5nzFeLB84jyAW4244rH+K/8AwXh+NGheE/H3xV+F/wALPB+oeE9W8XQ+Cf2eL7UIbtZvEPidL9bW8tdQRZh5MKbiVkUJk9yKAP1O8+L+/SGeMfxV+by/8FuvF3hfxX48174m+B/Dtj4C+BfgZbf49atZ2t093o3jd71LWPTrRPNIntCZFzJgsP71Z97/AMFfP2zfBnjP4c/BD4nfA/wFZeP9J8Kap8Q/2lNLs5LuS28NeBLbUUiS/wBNk88+fdG1cSGJi/z8AY4oA/TD7RH0LUoniJxur8v/AAj/AMFtf2lPib8MdLvfht8IPBN14x+NHxC1SH9l/TLpLyO18SeFdP1COK6vtRbzs21ytszOEBUFwBtxxT/jl/wXW+J/gKx+LvxY8B/DbwtffDnQNZl8DfCrV7+3uxeav48huY4ZtPvI1mGy1G84lULnjmgD9PvPi7vTTcRD+MV+bem/8FrPiX4a8f65pPxe+HnhnT9D+CngWa7/AGmbzT4LqSbw7rrPGLa1sAZSLmBhIu5iGI/vCqNz/wAFf/2y9Kv/AIcfCzW/gd4Ci+IWrWWoeN/iLpMcl21rpnw9t7hNupW0nn/PeG2beYWLDdwF7UAfpmJ4+7UvnxZxvr8sdK/4Ln/tEfET4T3XiT4QfCLwXf8AiP4vfELUtH/ZBsL6O8jt/FmnadfRRXs2qnzwbWVLdnddpQM4AxjIroP2i/8AguP40+EWpfHj4reGPAfhu6+EXwrl1HwHofiG9trr+0Lz4oWssCHSZ4llA+wfveZlCnphqAP0t86P+/R9oiAzvr819G/4LP8Axw8OfFFfhv8AGn4X+E9Nm+D/AID1DX/2sjpsd3J/wiziKKaxXTCZiLpZI5VL53kHgEVSvf8AgsH+2a+kfD3wNofwN8Ay/Ebx9qWpeKLHRppLsWf/AAru2KSjU/M8/K3pt2LGEkjdgBRQB+mwmj7vTTcR5wGr8sbb/gvH8avGngHxN43+FPws8H3yePvHlz4X/ZT+3Q3kY8U3NpJGLoamPOBttqM5BUoCQK6n46/8FtvHfwa1D4yfE258A+GW+Fvwb0G88N6/r0lvdNfJ8SUWExaV5SyjfYky/NMoBx/EKAP0mWaNhndSmeIfx1+Z/hz/AILL/tI6H8VvD/wU+Mnwi8G6b4g+GfgHXPGv7Xtvpq3cieE9GitYbvTZdKYzEXTywTBpFbeQeBtPFQ6j/wAFiP2xdd8C+CdE+GXwQ8B33xE+MXjDVtX+DujXzXaWWqfDu0gjuhqly/ngw3xgdmMW7aSAAooA/TT7RHnGaUTxEZ31+WE3/BfX4meIvD3xE+I/w0+HHhO98Lax42fwR+zTeXlvdpN4l8SRQRSTW+pL5w8iIM0gEi7MgCu2+J//AAWb+JPwp8Q+PvE/if4e+GY/AXwY8ItY/F7VlhumutM8byWscttp9uglxPaMz4aQAkD+IUAfowZ4cH5qjZLdxljyOa/Mvwf/AMFn/wBqdPHPgn4OfFL4NeB9P8YaL4V1Pxx+0JY2Au3h8PeEo7VLqzu9Pcznzp3ifLxtvweABUur/wDBYv8Aa68YfC/w3H+z/wDBXwLq3xC+OXxA1dv2ZdH1ZruKy8Q+C7GzjvJNQv3E4Ntd+UZDs3Kp2gBc0AfTP7ZP/BNb4MftS2Nxr+mWUXh7xWVYwazYwgLOx5xOgxvBPfrzXw14N+LH7ZX/AASq+I48IeMtOnvfDMk/FncM0ljeR55eB/4Gx24PPIrsdf8A+DgDxfc/8Lk+KXgDwB4ZvPhlY+Lh8OfgFrV5a3a3niHx6NLhun0/UIxNiK1ErSr5qBPlVec81sfH/wD4KTav4juPEvgD9o34JeDbrwX8H/h7HcftNXH2a5kuPDfiS601bqxttN/e/voHkOGfDMoH3geaLFxn3Ptv9lf9sv4QftZeEhrfw+1kR6hDGp1DRbpgLi1Y+o/iX/aHH0r8/v8AgrN/wcY6j+wj+2pp/wCxj8BPhRp/jrX7rQ/IvFk1EQi21u6dUsoGbO0KAdzgkHLAZGK+Jfhh4v8A2+vhp8QvDvjb4Q/D3TRq1l5Gu+N/+EP1JrmPwzoN4glsHlzMXZ3Rl3oQ5QH5gM5r7h/Ya8E/8Epf2rvi7deNf2hP2UvCMvxl1e++3XWveJLX7YNUucjMsTzlvLlz0QdP4fQAnHqjof2M/wDgjJ8SvjZ8WbT9vT/gsF44h+JXxImb7V4d8C7t+g+Fo3UERJCfkldfXG0YHU81+lUZ0/S7aO3by7eONQsacKoAGAAPpT7O3tbK3jtbKJY4oowkUaj5VUDAAr8nv+Dsb4haJZ/Av4D/AAKt/G9x4b8Q+PPjRbRW+u2jTeZY6XFA0d7LiAGRkD3NoSiglscAkCgk/WC51/SLS2kvbnU7eOGGMyTSyTKqxoOrEk4AA5J7Vj/D34v/AAq+Ldpcah8K/iX4f8TW9pIsd1P4f1qC9SF2GQrtCzBSRyAcEivyX8Q/shfDz9pv4AfED9qf/gkponjK/wBF1Sa18D33gsatJpcfinTbPVbW41S4s2u5FKNPEslr+88vd5cittB5/Tz9mf4bfDXwT4Zutf8AAP7OkHw2k1prdtQ0f7Haw3TiGFYovtAtXeLeqDYAruAFHzGgD1CiiigAooooAKKKKAEf7tfnl+1sf2kNK/4KufDa71H9rbwL8Kvh7fatZR6Lo1lGG134gTj7N9p0y62R7hEpI8ss+B5nTnj9DJeUNfm78fvD3wj17/gtD4fuPhz/AME99e+JXj6xGlXHjn4heJroQ6N4R08CD7Nf6b50uyS5QbvMESCQFBjdk4AP0fh+9n61LUUIAbP1qWgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooACTjis3xPr9n4a0G98Q6k223sLOS5uG9ERSzH8hWkRng1xnx9+CPh79oj4Uax8HvFfiXX9J03XLU21/deGdVayvDC3DosygsgYZU45wTyKAPzy/4NpdK1D4l+CPj5+2l4ii86++Knxp1SW3vGU/Na2rmFFB7jAB+tey/tS/E39qP4Y/8FUv2b/BEHx//AOLe/ES88TQXfgbS/D8dvHiy02KWOS4uGeSW4kMkpPBjjAVcR7tzt9UfAX4A/Cf9mL4SaH8D/gj4Th0Pwz4dsltdL0+Fi2xB3ZjlnYnksSSSa4P43fsSeGPjn+0f8Of2mNf+KnijT9X+FtxfzeFdN037ELNTeQRwXAlEls8kgZIx/GMEnGOMAH5E/wDBDGNJv+Dn39tZZEyryeMgwPQg+KbTiv3ZTQNGRIUTS7dRbtut9sC/uiTkleOOfSvwn/4IWf8AK0B+2oGPSTxkPu4z/wAVTaV+8lAFP/hHtE8p4P7JtfLkk8yRPs64d853EY5PvSy6FpE7TPNpluzTrtmLQqfMX0bjkfWrdFAFVNF0pJI5U063Voo/LjZYVBRP7oOOB7U0eHtDCRxjSbbbDJvhX7OuI2znI44Oe9XKKAKbeHtEeGaB9JtilxJ5lwv2dcStnO5uOTnnJp0miaVNLJPNp8DPNH5crtCpLr/dJxyPbpVqigComh6TEY3i063VoVKwssKjy1PULxwPpSf8I9onlrF/ZNttjk8yNfs64V853AY6+/WrlFAFN/D+jSJNG+l25W5bdcg26/vT6tx834059G0uWVp5NPhaSSLypJDCNzR/3Ce6+3SrVFAFOPQNGi8nytLtl+z5Fvtt1HlA9QvHy59qD4d0RovIbSbYp5vmbTAuN/8Ae6dffrVyigCm/h/RpPO8zS7dvtH/AB8boFPm/wC9xz+NO/sXSzJ5xsId/l+Xv8lc7P7vTp7dKtUUAU4/D+ixCERaXbr9nYm32wL+6z128cZ9qH8PaLJE8Emk2rJJN5sitbrh5P7x45Pv1q5RQBUfQtHdppH0y3ZrhcXDmFcyj0bjn8aUaJpasjjT4N0cZjjbyVyqH+EccD2q1RQBSXw7oiLEiaTbKsDFoVW3UeWx6kccH3FLJoGjzRSQzaZbuk0nmTK0CkO394jHJ96uUUAU20HR3lmnfTLcyXEey4fyFzIvoxxyPY05NF0tGiZdPtwYI9kLCFf3a4xtXjgY7CrVFAFIeHdDEaRDSLULHJvjUW64V/7w46+9Ok0LSJUljl06BluG3Tq0KkSH1bjn8at0UAVDoekGV7j+zbfzJI/LkfyVyyY+6Tjke3Slj0TSYWheLTbdTbAi32wr+6BGCF4+XjjirVFAFH/hHNB8oQDRrXy1m81U+zrgSf38Y+979aW40TSnSYvp1uftGPtGYV/e46buOfxq7TZvuUAflz47n+Hei/8ABanRdI+Lul698B7jWPEcUPgfUPCPnvafG6QQfPa6otvAyJHCucfaHVTsGDXdf8FAP+CT5upbr45fsoaZ9j1KFmub7wvZvsEjD5jLaDjbJ1JjyAf4eeDybp8QLr/gtZcH9nPxbpPxWsofEFufi5ofxAiDSfDG28n93LoRuJ48SSnG7yEkOGORX6bPbxyD5h3zQNScT86/2Av+CrV3aX1r8Bf2uL6SzuoW+yab4rvQUO4Hb5N3nG1gflEnr97H3jlft6fsn/tf/tUf8FsP2ZPi/bfsu6hqvwJ+DP2q+1DxlD4o0ZfN1S7j3CZbSW9W4eCCSGy3Hyt7bZiiOAm/2f8A4KG/8EzfDH7SGl3nxP8AhBYWuleOIImkmVEWOLWdoJ2P0CzHosnfo3XcPnz9gb/go74y/Zl8T/8ADL37V0N9FpOn3X2Oy1DUEYXGhyKSvkyg/M0AxtHePGBleFCrc2qP0s8CfDvwb8N9Bbwx4G8NWmk6e1/d3rWdlCI4zcXVxJc3EuBxukmmkkY92cmttYlWquka1Za5p0OraXeQ3FtcRrJb3ELhkkRhkMCOCMVcoICiiigAooooAKKKKAEflDX5w/ta+NL3Sf8Agrt8OvD/AMa/+CpY8E+FrvVNPj+HHwR8Dee2pa1qhFv51vrItbU4s5vlMf2qUJ8zbNo31+jshwuSK/Ob9oDwj8V1/wCCyXh7xZ+z7/wTU0XVZJm0qP4nfHTx55r276Wog8saOJrmOBLu3w4YxRvKcLwecgH6LQgFt2OfX1qWoovvAr75qWgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACmsBjOKdSP92gD8HP+CFZx/wAHQH7a2P8Anr4y/wDUptK/eSvwb/4IV/8AK0B+2t/128Zf+pTaV+8lABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAU2b7lOps2fL4oA/Mr4wWnha4/4LN+CLj9qL4bXnh+SPxSp+Cmv/Dhh/xPrjyP3v8Ab/lRsfLUbgnmMvQYNfpuOlfmL4V1+70r/gtn4m0r9mj4qx6XNd69ar8ZtD+JH+r1CHyR5KeH/MYDzPul/LBPXNfp0M45oAa0Ktz/AJFfL/8AwUE/4J4eDP2tfDs3jDwzbw6X44sbbFhqSKFW9VQSIJ/UE8B+q9OnA+oqjkiQjnP4UDi+V3Pyw/YK/bp8f/sefEGT9lv9qCG8t9DgvTbQyX4PmaPJnHBPWFjj6ZyOMiv1H0vWLHW7GHVNJvYri2uI1khnhYMkiEZDAjqCK+af+Ch3/BPvwx+1l4SbxP4Vhg0/xtptuf7PvtuFvFA/1MuOo9G7H2r5j/4Jw/t1+Lv2c/HbfslftLvcWdlDefZdPutRzu0ybOPKYn/lkex7Z9KC372qP0+ByM0VBbXkd1Ek8EiyLIoKsp4IPcVPQZhRRRQAUUUUANf7tfmj+2Nd/s56l/wWH+GOl/Hf9snxpqmr2er2Enw/+Dfgu2Ih8P6i4ts3epyRxsxtrjCECQgfK2GGDX6XSfcNfn/8adS/av0f/gr3o5+FnwW+GngrwffQ6bD4k+KHipo/7T8a2v7jzNNsQ8gImgJIGxSSGXPbIB9/RjDVJUURy2QMetS0AFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUj/dpaR/u0Afg5/wQr/5WgP21v8Art4y/wDUptK/eSvwb/4IV/8AK0B+2t/128Zf+pTaV+8lABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAU2b7lOpsvKUAfmF8cNK1O+/4LR/D69/aB+FMXxDsLXxYrfCnVfAG4S+A5fJPmz655KHKPyE80qPmGK/T8dK/MvTz4Kj/4LS6p/wAKv+JOofA/WG162/4Tiz8WQ7rf4xL5I8u10szzIFaLgt5COflORX6aDpQAUUUUANMa9favjn/gpt/wT1sv2h/D0vxd+GNgkPjTS7ctJHCNv9pxKM7D/tj+E9e1fZB5GKjaCNlw60DT5Xc/Pf8A4JW/t+and6in7Kvx91CSHVbFjb+H7y/ysjleDayFudwxxn6V+hEchYZFfnh/wVc/YOvbG9k/a2+BGnPb31jILjxJa2PyvuB4u0wfvD+LHPfnmvYv+CZH7d9t+1D8P18CeNr+OPxr4ft0W/jYhft0I4Fwvv2YDoeeARQW1zao+saKTcD900tBmFFFFADZDhDX5Y/tiWX7H+o/8Fw/h2fGNh8UviZ8RLXUtKe08KaGZBo3w6bba+Tq02yM5SYYL7mC/Ic44r9T3IC8ivhz9pC4/ayX/gpT4Hhm/aG+GPwf+GLXlsdJa5aA6/8AEyf/AEf7Ro5WaZCBGfuNErMPNGVbK0Afb8R+bpUtQwt8wzU1ABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFI/3aWkf7tAH4Of8EK/+VoD9tb/rt4y/9Sm0r95K/Bv/AIIV/wDK0B+2t/128Zf+pTaV+8lABRRRQAUUUUANdioyK8/+PH7U37Pv7L+i2/ib9oj4xeHvBem3c/k22oeJNTjs4JJP7geQhdx7DOT2FehEA8EV+Yv/AAdqoi/8EkNWkEYLDxxoW31/4/I6APtD4ff8FEf2I/it470/4YfDf9qjwLrXiLV136Xomn+JIJLq6XG7dHGG3MMc8A8V7PHIWPIr4K/YZ+N9j8ftB07Tvjb+zrqnhSx+B/w48Naz4b1rxFYwfabonTd0t3bSIzkQFIyMBgzDO4DgV5f+yX/wXW8a/tI/Hj4fpozeFdW8J/EzxdrOhWvhHRdPn/tbwzHaKzWt9d3bSmOVbnYV2eVFsLKNzUAfqRmmzSGNN2O2a/KKL/gtV+2d4J/bN+CHwp+OPw18L6Dp/wAYPHmseHb74Yz6XLHr/hi3gmWOyvpbs3LJOJwwfYYIgFBwTwT3fwQ/4KzfGf8AaB/4KR/Eb9jHSPGvgfw1feCviNqGgQfD3xB4buRqt9olvaSKmu2t2bpIrvN1td7RYlZbddwkOQxAPsPUf2+/2NNI8E6r8SdR/ab8Ew+H9D8SyeHtY1uTxFALWy1VCFaylkztjmDEDaSDyPUCvTLvxl4dtPCzeNZdYtxpK2P2xr/zB5X2fZv83d027ec+nNfz6/Ef41X3xn/4N/P2stTv/hB4B8K6jpf7T9rZah/wgOj3Nja6rcrrOltJeSpPcXDLJIxPyqwRVwFUYyfu74F/8FA/2nPAH7YOj/8ABOj9pnRfB95ovjT4DL4j+H2t+F7W4hks/JsGMtnc+c7eewRQRKqxglgNnoAffvwT/aF+Cn7SHhJvHvwG+KWheLtFW7ktX1Xw/qUd1AsyHDx74yRuXuM5FdjK7KMqfrX4S/8ABLz/AIKI6V/wT2/4JQy61a3Gkw+IPHX7SmteHtBudc3mysTJdZlu5lQhnSJPm2BlLcDcOtfpj/wTF/bi8Xftj+GviDpXjqbSdSv/AIfeNptCh8WeHdPltdP8R23lpLFfW8MryNErK+0r5jjcpwxoA9g+KX7YP7NHwT8Sf8If8Wfjl4Z8P6otkl5PZ6rq0cL29sz+Ws8uTiGIv8okcqpPGa7rwr4s8P8AjXQ7fxN4V1m11HTryPfZ31lcLLDOmSNyOpIYccEEg1+OH7cH7T/7Z/8AwRo/4KLfFf8Aar8Wfs6yfFv9m342SWB8RXunxrJdaPcW9qtq1u7YKKqqkiiGUBHUqQ6kOD7b49/4Kz/s3fs8/s4/svfDb9hPxZ4f0Hwj8aLe9g8GeKvFlnJNp/hbR9NXNzHJbrJE8k6OVtI4S6bXB3sduGAP0su72O1TzJZFVR1ZmwKkgkaRNxFfhv8Atm/8FUP2yv2r/gZ+zbL8Lte0XwXdeKPj4fCHjSG50K4a31PUrCZJoLqIGRZP7PlXy5TGG3Nv2eYQpLftr4CtvF9n4P061+IGp2N7rkdrGurXml2j29tNcbRveON3dkQnOFLMQOpNAGvRRRQAUUUUAFFFFABRRRQAU2b7lOps3+roA/M3xXeeN5/+Cz+l2uu+E9D/AGhtJh8SQ/2SmnyRR3fwHzD813cbIJHk87oA7xff61+mgzjmvyz+JOl+DbL/AILeeGL7V73xB8Ab+68VR/YbvTzcSWvxycQf8e0+yWONFhHPzrICU6V+pg6UAFFFFABRRRQBXv8ATrTUbSSyvoUlhmjKSxSKCrqRggg9QRX5Qftt/ALx9/wTl/ac0z9pD4DpJb+Hb7UTPYKufJt5TzLZS458tlzjPVTwSy8frORkdK4j48/BPwZ+0F8MNW+FPj2wEun6nbbfMC/PbyD7kqHsynn36HgkUFRl0M79mH9ozwT+058ItL+Kvge5Ux3i7L6zZh5llcqP3kLjsQfzBBHBFekV+R37LPxY8a/8ExP2ydU+B/xZuZB4Y1O/W01aTJ8pFY/6NqCD0wy7v9gnjKiv1psbyG9ijuLa4WSORAyOjAhlPII9sUBKPKWKKKKCRr52Gvy0/aCb9l//AIf0aKng79hrxt8XPip5eiN4y8TX2pQw6H8PrELB9l1a0jW3lkllwT5m54gCvBO4lf1Mc4Umvzx/bZl+LUX/AAVI+ES/En/gpRpvw28AyeIrX/hA/hb4bW7bU/Fl+Ps32my1ERNHH9nckeWzmTAkI2cmgD9CoOOMVLUceA+ABUlABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFI/3aWkf7tAH4Of8ABCv/AJWgP21v+u3jL/1KbSv3kr8G/wDghX/ytAftrf8AXbxl/wCpTaV+8lABRRRQAUUUUANlYgcV8ef8Fpv+Cfnxa/4Kafsn/wDDLvw08c+H/Dkd1rlnqN9q2uLO5T7NMsqpGkSHO4rg5Ix2zX2KVDdRTfLT+7QB5X8EPgVd+G/2edJ+EnxVstHudTtfBdv4b1i90YyGO7t47YW/DOqtyoJwRwTXy7/wTh/4Jq/tjf8ABP6DxB+z9on7TPhm++DJ16+1Twjax6LKdasPtG4/ZmLfuvLV2DZBYnaBwCa+9wijkLSeXH/cFAH5G+Af+Dfb9rLQ/Gnwl+IHjn9sPwvrWqfC74yan4xS6n8Ozm51OC9ljklFxcFt00w8pFUEBVXgMQBXuHxZ/wCCSHxC+PP7dvw9/bH+ImueCbPVPhn481LXtJ8TeH47m31jWNOaSd9P0i9AQRtDEJI0aUMzmNGQAg1+gRjQ9VoEaDolAH5T+DP+CBXxxt/+Cffxu/Yd8Y/HXwurfFz4wWvjW317S7O4k/s7F/bXE9uySKu8hbYKhBwSecV7V8Lf+CYPxik/awt/2yPj1458L33iTwr8IR4F8B6Voa3BtIswNFNf3DSIGDyKR+7VWCjoTX3cY0P8NBRD1WgD8ldB/wCDeT4yWf7Bi/s3Xfx+8M2Xj7wx8Xbjx/8AD3xhptrcNb2l5LKJGhnjdAduQBlc5A6V+jf7MHhX9pXw38No0/as+IHh/XvFUmz7S/hWxkgsogqBcJ5vzsWILEkDBbAGK9PEaD+GlCKOgoA+R7L9mb9tDwifin4P0/xP8PPGXg34keK9W1Cx0LxhHcoNDtr1m3Q4jidbmMklyjYw0jAEjBHz58Rf+CBvib4e/s8/sz+Ff2Jfjza6D8Qf2YtUvr/w5rXimyeSy1qS/uFub9bhIssqyTA4VeiMyk96/Toxoeq0eWn92gD4T/bb/wCCY/7QX7aHg74Q+KPE3x50G3+Inwx+JFv4uklbTJP7JlZY/LaziUDzFiA5VmyzNknaGwPuLQE1KPSYI9ZuI5rpYlFxJCpVGfHJUHoM9KteVH/cFOChfuigAooooAKKKKACiiigAooooAKbN9ynUyf/AFdAH5waU3jHWP8Agsdq0Pwj1fQfjFZ6drlu3jzSfFiwrcfCaIw/JNphkVmZ5TjOwqcMa/SIdK/LX4wXXh7Qf+C3PgiP9ovwTq3gRtU8WIvwh1vwCz+X42nEB81Nc2MB5aDO3eGGQK/UodKACiiigAooooAKayKVIxTqKAPkb/gq1+xbF+0b8Im+I3gvTvM8YeE7V5rVY1+e/tAd0lv7sOXQdzlf4q5D/gjp+2ZN8TvAzfs4ePNTL654ZtgdFmuG+e609eNnu0ZwPXYR/dJr7maKMqQV/hr8n/27/hN4s/YA/bH0f9p34QWTW2iavqJvraOJT5UNxkm4tTjgI6klV9GYD7tBcdVY/WFDuXNLXH/A34w+F/jp8LtF+KPg+6EljrFmsyrkExP/ABxtjoVbIrsKCBG+7X53/F/SDff8Fl7G8+DH/BOaz8T+IobXSn+Ivxh8YTILSw00CDyJNLDhgbqEbg20K3yjBPNfog33etfl/wDtmeJvhxpf/BaL4ZaZ8c/28fFq29zrOmR/Dv4M+C45/LsNTK22+XVGRlX7NcfKQG3dG4HOQD9PIeTnd+lS1HETuwakoAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigApH+7S0j/doA/Bz/AIIV/wDK0B+2t/128Zf+pTaV+8lfg3/wQr/5WgP21v8Art4y/wDUptK/eSgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKbN9ynU2b7lAH5kaWmrXn/BazWG/ZW+J9neSW+v23/C8tC+I4X/AES38keSNA8xGPmE7S+wqevNfpyOlfmt8Vt1x/wWJ8G/8NZ/BifxdZQ+JkPwH8QfDVZ2fwxceT+/l8Q+VLGixn5gnmLKORwK/SkccUAFFFFABRRRQAUUUUAIwGCfavKP2x/2c9D/AGnPgDrXwv1GONbqaDztJupE3fZrtATG479eD6gkV6xUcsYK5AoBH5o/8EeP2htb+FHxQ1v9j/4mu9k815M2mwXTBfIvYztlh5/vAcepUY61+l0UhfB3d6/MH/grZ8Cda/Z/+POg/tffC+JrNdSvozqEkCEeTqEWCshP+2owegyvqTX39+y/8cdI/aF+CPh74r6Qcf2pZKbuLgGGdflkQjt8wJx1wRQXLXU9Df7hr4C+Pvhf9pl/+CsfhvxF8Df2Vfhv4e0Fm09fHnxg8XS2pv8AxTp4EH+g2AZWlWe3+cDAXOVwwwK+/JPu5Br8yf2q9Z/Y01L/AILVeA/D/wAYvH3xe+JXjnT7zTZfCfw18M2d6dB+HV24timr3UiyRReXcbVLY81cod6g7chB+mkIOc1JUcR5xUlABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFI/3aWkf7tAH4Of8ABCv/AJWgP21v+u3jL/1KbSv3kr8G/wDghX/ytAftrf8AXbxl/wCpTaV+8lABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAU2b7lOps33KAPy0sdS8N+Hv+C5eqQ/s5fFxvhHq2qeIrVPjBpnxBW2aL4oxCDMVtoX2hZHDx/KX8gxH5Tkmv1NU5Ga/NH4o6P4x8T/8FkPCV38TfAFp8cNJ0bxMj+CbjwvJNFN8G2MPz3OpeRtWUS8hRNvA3DGK/S4dKACiiigAooooAKKKKACkb7tLRQB5b+178A9I/aQ+AHiH4W6lbq093ZmTTZOf3V0nzRsMf7QH1718R/8ABFr48aj4D+IfiP8AZO8c3CwtJcS3GlwyMcx3URKTRDsAQM+5FfpZIgZeOK/Kn/gpN4H1X9j/APbj8P8A7S3gW1mtrHVrqPUWaBQq+ehxOnpl17fjQaQ10P1UZ8pgGvz7/aT1P9snw7/wVn8GyeE/GPwW+D/w31W5sIJ/E+tQ6R/wkvxTUC38/RYzP5l3ugJxH5axcSD52OzH3R8OPGelfEfwPpfjnQpVks9WsI7m3ZWz8rqD/XFfnH+1P4c/ZQ17/gtl4Kubb9mz4pfFz4nWN5pc2rTQ6hdx+Hvh1Bi2+z6vGkcao7OP9ZmRl/d/MoyKDM/TiHqBUlRxfeqSgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACkf7tLSP92gD8HP+CFf/ACtAftrf9dvGX/qU2lfvJX4N/wDBCv8A5WgP21v+u3jL/wBSm0r95KACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAps33KdTZvuUAfmLez+ANL/4LX7Y/EOp/AjVr7xFbiSSZVeD41MIeLaPeSU8kcnaB92v08HSvzG1Q/Ea8/4LUxp8OpdL+N2mW/iKD/hLNP1jKzfByHyfluLXpuaY4zjd96v05HTigAooooAKKKKACiiigAooooAR/u18zf8ABVD4A/8AC8/2WNUn02w87VvDX/Ez0/b97CD94v4pn8q+mqratpljq+l3Gk6hbrJb3ULRTxsvDowwQfqDQxp2Pi7/AIIq/Hub4gfAO9+EesXW6+8I3my33SZZrST5k47BTuUfSuZ/ae8UfGK1/wCCp/gLQfG37dXgz4Y+Am1CyHhHwXpiwNrvja+It/P067yS4hJx5ZwuN5xnt5B+ydf337Ff/BT7VPhFqoEGl65fzaZ87bU8uQ+ZbuPXnCj/AHq6n4++G7Af8FwdF8QfBz/gnlqvjfxLIujr8RPil4kkmGl6FpqrB5F1po4jNxGN4kwWPyjjrQOW9z9MYRhuT/8AWqWoYeGC57VNQSFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUj/AHaWkf7tAH4Of8EK/wDlaA/bW/67eMv/AFKbSv3kr8G/+CFf/K0B+2t/128Zf+pTaV+8lABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAU2b7lOps33KAPy9+Mlh4Cs/+C13ga8+P/hvUPhRe3HitP+FV6x4OkjZPidceQfMi1UAMypEM7c7OVFfqIvSvzd+Hes+Orj/gsp420r9kX4mQeMbeHV7T/hfnh74hLcgeELUxDyW0LaFjMjnbv3FxgnpX6RDpQAUUUUAFFFFABRRRQAUUUUAFI/3TS02X7hoA/Mv/AILZfDa5+H3xf8F/tGeF7QwXF0qxXF0g63Ns4eNj6HbtHvtrH+NnxL+F/wAWP+ChP7PvxB+NP/BRW+0TT9YuNKu/hn8FfCEMTXX9qSR2hlXVWVmb7NOdpXeqdW2scGvrD/grP8JE+Kf7HGt3lurm88NzxarbiOMMXCHY6+w2uWOP7tfnv/wS08dftI+JP2ttL0L9nb9ijwa9voi2lv8AFP41eLpbp7m80R5EaGzsAgWOO4gHmfeaQMAvC7DuDR6wP2ig3EKfb8qkqOHOeRUlBmFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUj/AHaWmzEiMkUAfg7/AMELP+VoD9tb/rt4y/8AUptK/eSv5qda+HP/AAXM/YD/AOCwn7SH7YH7D/7APibxJH468b+JLOx1PWPAt3f2N7pdzq/2pJ4fKljzu8mIq24gqTwc5HsQ/wCCtX/B3GP+cXtr/wCGg1T/AOTaAP30or8C/wDh7Z/wdx/9IvLX/wAM/qn/AMm0f8PbP+DuP/pF5a/+Gf1T/wCTaAP30or8C/8Ah7Z/wdx/9IvLX/wz+qf/ACbR/wAPbP8Ag7j/AOkXlr/4Z/VP/k2gD99KK/Av/h7Z/wAHcf8A0i8tf/DP6p/8m0f8PbP+DuP/AKReWv8A4Z/VP/k2gD99KK/Av/h7Z/wdx/8ASLy1/wDDP6p/8m0f8PbP+DuP/pF5a/8Ahn9U/wDk2gD99KK/Av8A4e2f8Hcf/SLy1/8ADP6p/wDJtH/D2z/g7j/6ReWv/hn9U/8Ak2gD99KK/Av/AIe2f8Hcf/SLy1/8M/qn/wAm0f8AD2z/AIO4/wDpF5a/+Gf1T/5NoA/fSivwL/4e2f8AB3H/ANIvLX/wz+qf/JtH/D2z/g7j/wCkXlr/AOGf1T/5NoA/fSivwL/4e2f8Hcf/AEi8tf8Awz+qf/JtH/D2z/g7j/6ReWv/AIZ/VP8A5NoA/fSivwL/AOHtn/B3H/0i8tf/AAz+qf8AybR/w9s/4O4/+kXlr/4Z/VP/AJNoA/fSivwL/wCHtn/B3H/0i8tf/DP6p/8AJtH/AA9s/wCDuP8A6ReWv/hn9U/+TaAP30or8C/+Htn/AAdx/wDSLy1/8M/qn/ybR/w9s/4O4/8ApF5a/wDhn9U/+TaAP30or8C/+Htn/B3H/wBIvLX/AMM/qn/ybR/w9s/4O4/+kXlr/wCGf1T/AOTaAP30or8C/wDh7Z/wdx/9IvLX/wAM/qn/AMm0f8PbP+DuP/pF5a/+Gf1T/wCTaAP30pk/+rr8Dv8Ah7Z/wdx/9IvLX/wz+qf/ACbSN/wVp/4O4iMN/wAEvbX/AMNBqn/ybQB9TftIQ+H7f/gtx8KZf2yPg+zrL4wH/DPPiD4ciASfavIPnvr5eXeYwNwTauelfqeOnSv5nfAXx8/4OjPhn+0/4s/av8Ef8E9fElj4g8cTQyeJtN/4VrfSafeeUoVUEUk7NGvGT5bqSe9e3f8AD2z/AIO4hx/w68tf/DQap/8AJtAH76UV+Bf/AA9s/wCDuP8A6ReWv/hn9U/+TaP+Htn/AAdx/wDSLy1/8M/qn/ybQB++lFfgX/w9s/4O4/8ApF5a/wDhn9U/+TaP+Htn/B3H/wBIvLX/AMM/qn/ybQB++lFfgX/w9s/4O4/+kXlr/wCGf1T/AOTaP+Htn/B3H/0i8tf/AAz+qf8AybQB++lFfgX/AMPbP+DuP/pF5a/+Gf1T/wCTaP8Ah7Z/wdx/9IvLX/wz+qf/ACbQB++lFfgX/wAPbP8Ag7j/AOkXlr/4Z/VP/k2j/h7Z/wAHcf8A0i8tf/DP6p/8m0Afu9458M2vjTwdq3hG+RWh1TTZrSYN02yIUP6Gv54f2btF/Zz8Df8ABaPwP4I/ad8SeOdU1zTvGNtB4F8I+GVjW38P60k8IS5vTJIM27qpLhF3fKOuM16A3/BWv/g7jI5/4JeWv/hoNU/+Ta8fk1n/AIL9+GPjvpP7b/w0/wCCcniDR/iheTXt34qSH4X3bW15NJIyi3ZSTJ5LRncF83gnqCBQUpH9J9upAzipa/AlP+Cs/wDwdwKNyf8ABLy19v8Ai0Oqf/JtO/4e2f8AB3H/ANIvLX/wz+qf/JtBJ++lFfgX/wAPbP8Ag7j/AOkXlr/4Z/VP/k2j/h7Z/wAHcf8A0i8tf/DP6p/8m0AfvpRX4F/8PbP+DuP/AKReWv8A4Z/VP/k2j/h7Z/wdx/8ASLy1/wDDP6p/8m0AfvpRX4F/8PbP+DuP/pF5a/8Ahn9U/wDk2g/8Fa/+DuM/84vLX/w0Gqf/ACbQB++maM1+U/8AwSO/b3/4L8ftDftg23w6/wCCin7EkPgP4cv4dvribX4/h/faaVvUCeRF501zIvzEt8u3Jx1FfqpFu3EkUASUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFNeQKu6nVT1Ca5gtJpra382WONmjh3bd7AcLntmgCrrXjXwn4aeCLxB4i0/T3upBHbLe3iRGV/7q7iNx9hzXND9on4Hr8TV+Do+Jmkt4okdkj0Nboec7qgdlA/vKpDFc5AIyOa/Jb9gmw+Jv/BVj/gpT+0J8T/2jPhPLqng/wb4lt9C8KSyeKWMHhW+sW82JYYkUCdnkQ73GOODmvsT/AIJQ/s3/ABe+EXhXV/CH7T/7N8Nn4q0Hxxq+pp8QtQ12K/k1u5vJizXVt8vmRxGIomGII27cYANAH2+rblyBS02P7gp1ABRRRQAUUUUAFFFFABRRRQAZo3D1pshAQ5NfBfxy/wCCpfx+8Xftu+Lf2EP+Cf8A8LvA/irxR4A8NWup+JtU8beIJLezkuLh4/L0+38g7jKImlkYncB5TLgHmgD72znpRXkHwl+Kfx98S/HnxB4H8f8Awut9N8K2NjLJoviCCZmN9Kt28exkP+q/dhCOX8zlh5Ywp9fDA9DQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABXG/tAePdO+FnwO8X/EjVdTjsbfQ/Dd5eyXkrYWLy4XYMfxArsq8t/aw/ZX8A/tkfCW8+Bfxc1HXY/C+qSKNb0/Q9Xez/ALTtx962mdPnML9GVSuRxnFAHxf/AMGynw28ZaL/AMEx5PjB4ptfsmtfFTxrrXihLuaMM80dxMfLkYdT8wc4Paup0vxv+2TpP/BQv4Y/A74e/tHSfESHSNNv7j9pC1bToINK0uGVWawaBVBaC7Z9qiAOR5SlmALAn7V8AfDPwn8Kvh1p3ws+GmgW+h6LoumrY6NY2MYEdnCi4QKDkce+cnrnJr5V+Af/AASx+NvwR/aFtvjZe/8ABTH4w+JNKXxHdaxqXgfU/sMem6lJOsgMcwihV2UFww56xr6UAfZkX+rGKdTYxtTGKdQAUUUUAFFFFABRRRQAUZopHGVxigCK9aIQsZXUJt+YseAO9fkX/wAG63wA+CHxk+Pv7TP/AAUN0n4f6Y6at8cdQ0/4e3UlkPM06xgR9zwHqgcXbxnHZMV+kn7ZfiL4zeHf2b/Ff/CgfhLqPjPxlf6NcWHh7RdNvrS1IupomjjnkmupYo0ijYhmO7dgYAJNeUf8EeP2Cdf/AOCc/wCwj4V/Z58a6pa3fijzrrVfFt3ZtuifUbuZppURuN6R7xGrEAkRg96AH6j/AMFZP2dPDXjP4UeG/HHgnx74dsfjR4qn8OeAfEGtaFDHaXepJIYo4ZUW4a4h86QbY2eELyC5Qc19SWzFzvCbRX5haR+0/wDF74uf8FJtD+J/xK/4JhftLajDo3iiDwx8MZvEHgiLT/C3guxubpbW+8RyzCeV57qSBpZvOMSCODbbKF/eXMn6e2eSm4jHbrn/APXQBNRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFBOO1FFADXjD80PGHABPSnUUANaIGPy80kcYjAUU+igAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAP/2Q==)

###### Figure 3.1: Ideal and compromise solutions

and .

The steps of the compromise ranking algorithm VIKOR:

1. The and respectively presents the best and the worst values of all criteria. B and C represent beneficial and non-beneficial criteria respectively by equations (05) & (06). [23]

|  |  |
| --- | --- |
| = {({}|j ∈ B, {}j ∈ C)} | (05) |
| = {({}|j ∈ B, {}j ∈ C)} | (06) |
|  |  |

1. The next step is to calculate , , =1, 2…., , by the equations (07) & (08) respectively,

|  |  |
| --- | --- |
|  | (07) |
|  | (08) |

1. Later on, is calculated which is the VIKOR Index by the equation (09) below,

|  |  |
| --- | --- |
|  | (09) |

Where

maximum group utility

weight of the individual regret,

In is research value of is 0.5

, ,

, .

1. The alternatives are ranked, arranged by the values S, R, and Q, in descendent order. The outcomes arethree ranking lists**.**

The best alternative has the minimum value of Q.[13]

### 3.2 Machine Learning Algorithms

#### 3.2.1 Support Vector Machine (SVM)

SVM, a set of interrelated machine learning methods, basically depends on the statical learning theory of Vladimir Vapnik. The algorithms utilized for SVMs began developing with more noteworthy processing power accessibility, preparing for various useful applications. The conventional SVM manages two-class issues, yet it tends to be produced for multi-class arrangement. But now SVM deals with multi-class problems. SVM is now a supervised AI method for both regression and classification problems and is generally utilized for classification issues. An SVM classifier takes a set of data as input, which has a place with various classes, manufactures a model that predicts any provided instance has a place with which class. It measures an ideal hyperplane to isolate multiple classes in the data set. The hyperplane is put at the maximum distances from the closest points of a given data set.[14]

An SVM model proposes the training models into isolated classes in a mapped space as specific points. By utilizing Lagrange multipliers, identifying the hyperplane needs to tackle a quadratic optimization problem in that space. Those hyperplane determining points are called Support Vectors. In this way, the vectors are essential components to train the classifying algorithm. It decides an optimal hyperplane to isolate various classes in a data set.

The conditions for the SVM classifications are represented by the equation (10) & (11),

|  |  |
| --- | --- |
|  | (10) |
|  | (11) |

Where,

|  |  |
| --- | --- |
| is the feature of the ith example | is the binary output of the th example |
| is the given weight | is the bias |
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###### Figure 3.2: Maximum-margin hyperplane and margins for an SVM

On the off chance that these conditions in (10) and (11) are considered for each set of (, ) while =1, 2… m, we can frame it as in (12)

|  |  |
| --- | --- |
|  | (12) |

So as to decide the hyperplane, which was set up as a long way from the support vectors as could reasonably be expected, the margin expected to be maximized. Hence maximization of the margin is proportional to the depreciation of . We may get the least by quadratic programming, as demonstrated in equation (13) & (14),

|  |  |
| --- | --- |
|  | (13) |
| Subject to and =1, 2..., m | (14) |

Presenting Lagrange multipliers utilizing the Karush-Kuhn-Tucker hypothesis can settle this quadratic issue in equation (15). C in equation (16) is a penalty parameter. [32]

|  |  |
| --- | --- |
|  | (15) |
| Subject to =1, 2…., m | (16) |

To decrease the multifaceted nature of issues, SVM algorithms use, likewise kernels as mapping them in a high dimensional space[33]. A kernel function makes it simpler to classify the inputs utilizing the kernel trick as the following equation (17),

|  |  |
| --- | --- |
|  | (17) |

We can change the issue to locate the optimal hyperplane in another quadratic model by following equation (18) & (19),

|  |  |
| --- | --- |
|  | (18) |
| Subject to  and =1, 2…..., m | (19) |

For each of the n support vectors, the decision function D(x) in equation (20), which isn't an extent, yet the sign becomes as in (11).

|  |  |
| --- | --- |
|  | (20) |

For example, SVM's different kernel functions outspread essential capacity, sigmoid capacity, and polynomial work. More data on SVM calculations and applications can be found in[34], and the measurable learning hypothesis's subtleties are accessible in[33].

#### 3.2.2 Artificial Neural Network (ANN)

Being an equal, dynamic arrangement of profoundly interconnected and collaborating parts dependent on neurobiological models, an ANN is a supervised machine learning algorithm. It is a mathematical model that integrates neurons. The neurobiological sensory or nervous system comprises individuals however profoundly interconnected nerve cells called neurons. These neurons usually get data or stimuli from the external condition like how the neuron in an organic eye enlists the intensity of light in a particular room. These stimuli go through the network created by neurons delivering synapses to the neighboring neurons. The associations between the neurons are also called neurotransmitters. The stimuli can either energize the neuron or restrain it. It will fire when it gets the input and give the data to other neighboring neurons if its data energize the accepting neuron. The data's information is hosed and not passed on because the neuron is repressed. As such, the neurons process the data and pass it on just in the event that it is viewed as significant.
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###### Figure 3.3: The model of Artificial Neural Network (ANN)

An ANN developed to mirror the neurons in the human cerebrum comprises lots of neurons, which are disseminated in various hierarchical or progressive layers. One of the most generally executed neural network designs is the multilayer perceptron’s ( MLP ) model. This network has a three-layer, hierarchical, feedforward structure. The absolute number of neurons, the number of neurons on each layer, just as the number of layers decides the network model's precision. An ordinary MLP has appeared in Fig 3.3. The neurons in the input layer speak to the properties of stimuli in a data set. These inputs ( , , ..., ) start the actuations into the network. As outlined in Fig 3.3, these inputs are consolidated in the lower part of the neuron. [16]The upper part of the neuron takes this total and computes how much the total is significantly utilizing a transfer function () in equation (21), delivering an individual output,

|  |  |
| --- | --- |
|  | (21) |

Where is weight vector [, , ..., ], and is the input vector [, , ..., ] for a specific neuron.

The transfer function fills in as a faint switch for turning on and off, depending on the neurons' input. The transfer function's choice ordinarily relies upon the type of the network's output. In such a manner, there are various other options, including the step function, Softsign function, Rectified Linear Unit (ReLU) function sigmoid function, hyperbolic tangent function, and linear function, among others. As this study has a multi-class output and the output ranges between 0 and 1, this study uses the Softmax function in equation (22) as the output activation function. This Softmax activation function is mostly utilized in multi-class models where it returns probabilities of each class, with the objective class having the most elevated probability.

|  |  |
| --- | --- |
|  | (22) |

In this study, the Rectified Linear Unit (ReLU) function represented in equation (23) was used as the activation function for hidden layers. Being one of the most popular activation functions, the ReLU function ensures quicker calculation – it doesn't process exponentials and divisions, accordingly boosting the general calculation speed.

|  |  |
| --- | --- |
|  | (23) |

Since the inventory classification issues are naturally non-linear, it is necessary to make an ANN, which can rough complex non-linear functions. This is accomplished by including hidden layers (for example, a few layers of sigmoidal capacities), which comprise neurons that get inputs from the neighboring cells and give outputs to resulting cell layers. Even though a solitary hidden layer is enough to tackle any function approximation issue in principle, a few problems might be simpler to tackle utilizing more than a solitary hidden layer. [16]

In rundown, every connection in the ANN has a weight created from the input values and changed over to an output value by a transfer function. The output value of a neuron is a function of the weighted sum of its inputs. The weights speak to both the quality and nature of the connection between neurons. A substantial positive value will affect the following neuron to enact, while an enormous negative value will repress the activation of the following neuron. The assurance of these weights is an essential segment of the learning cycle. It is produced by an iterative training measure where case models with known decision outputs are over and again presented to the network[16]. An optimization algorithm Adam (Adaptive Moment Estimation) can be utilized for optimizing the value of weights () and bias () in ANN.

#### 3.2.3 K-Nearest Neighbors (KNN)

The k-nearest neighbors’ algorithm (k-NN) is a non-parametric technique proposed by Thomas Cover utilized for classification and regression.[1] In the two cases, the input comprises the k nearest training models in the component space. k-NN is a kind of occasion-based learning, or lazy learning, where the function is just approximated locally, and all calculation is conceded until function assessment. Since this algorithm depends on distance for classification, normalizing the training data can develop its accuracy drastically. Despite the fact that there have been a few learning algorithms uniquely intended for multi-label learning, creating lazy learning approach for multi-label issues is an unsolved issue. [35]
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###### Figure 3.4: K-nearest neighbors visual representation

K-nearest neighbors algorithm has a place with a specific family called instance-based learnings (the system is called instance-based learning). It varies from different methodologies since it doesn't function with a real numerical model. The induction is actually performed by a direct comparison of new examples with existing ones (characterized as instances). KNN is a methodology that can be handily utilized to tackle clustering, grouping, classification, and regression issues. The fundamental thought behind the clustering algorithm is straightforward. [36] Now we consider a data generating process and specify a dataset in equation (24) drawn from this appropriation:

|  |  |
| --- | --- |
| where | (24) |

Each point has a dimensionality equivalent to. Here; it would now be able to present a distance function , which, as a rule, can be summed up with the Minkowski distance in equation (25),

|  |  |
| --- | --- |
|  | (25) |

At the point when = 2, speaks to the convectional Euclidean distance, which is regularly the default decision in practically any situation. In specific cases, it tends to be useful to utilize different variations, for example, = 1 (which is otherwise called Manhattan distance) or > 2. Regardless of whether all the properties of a measurement matrix function stay unaltered, various final results can be semantically assorted.

The distance diminishes monotonically with and merges to the most prominent part supreme distinction when. This way, at whatever point, it's critical to weigh all the parts similarly so as to have a predictable metric, little values of are best (for instance, = 1 or 2). This outcome has additionally been contemplated and formalized by Aggarwal, Hinneburg, and Keim. [37]

On the off chance that we consider a conventional distribution of focuses , a distance function dependent on the standard, and the largest and least distance (calculated utilizing the standard) between two points, and drawn from and the origin , the accompanying disparity holds in equation (26):

|  |  |
| --- | --- |
| where | (26) |

Obviously, when the input data dimensionality is exceptionally high and , the desired value gets limited between two constants, and

, decreasing the real impact of any particular distance. Actually, given two nonexclusive couples of points and drawn from G, the accompanying disparity's general result is when , autonomously of their relative positions. This significant outcome confirms the dataset's dimensionality indicates the significance of picking the correct metric and that is the most ideal decision when , while can create conflicting outcomes due to the incapability of the metric. [36]

#### 3.2.4 Gaussian Process Classification (GPC)

Gaussian Processes (GP) can be defined as a generic supervised learning method designed to solve regression and probabilistic classification problems.

Suppose, we have a data set D of data points with binary class labels with this data set, we want to find the correct class label for a new data point. We can do this by computing the class probability. Here,

Let us assume that the class label is obtained by transforming some real-valued latent variables , which is the value of some latent function f(˙) evaluated at . We will put a Gaussian process prior to this function which indicates that any number of points evaluated from the function have a multivariate Gaussian density. [38] We can assume that this Gaussian process prior is parameterized by 𝛳 which we will call this the hyperparameters. We can find the probability of interest given 𝛳 as in equation (27)

|  |  |
| --- | --- |
|  | (27) |

There in equation (27) the probability of the class label at a new data point given data D and hyperparameters, has been represented.

The second part of equation (27) is obtained by another integration over [, , ..., ], the values of the latent function at the info points in equation (28),

|  |  |
| --- | --- |
|  | (28) |

Where and

|  |  |
| --- | --- |
|  |  |
| **.˙.** | (29) |

Between two terms in equation (29), the first term is the likelihood: the probability for each observed class given the latent function value, while the second term is the GP prior over functions evaluated at the data. [38] Writing the dependence of on x implicitly, the GP prior over functions can be written as following equation (30),

|  |  |
| --- | --- |
|  | (30) |

Where,  
the mean, = zero vector = 0

each term of a covariance matrix = a function of and , i.e.,

One form for the likelihood term , which related to monotonically to the probability of = +1, is presented in equation (31)

|  |  |
| --- | --- |
|  | (31) |

Other possible forms for the likelihood:

- a sigmoid function

- a step function (),

- a step function with labeling error

### 3.3 Voting System

A voting system is a set of rules that determine how elections and selection processes are conducted and how their results are determined.

Here we have 3 sets of classes. They are-

1. AHP based ABC Classes

2. SAW based ABC Classes &

3. VIKOR based ABC Classes.

So, we have taken an approach to combine them into one set of class. And the approach is the voting system. If two of three class is same then that will be taken as a final class. In table 3.2 it is shown.

##### Table 3.2: Sample of VOTING System

| **Idem\_Number** | **AHP\_Class** | **SAW\_Class** | **VIKOR\_Class** | **Combo\_Class** |
| --- | --- | --- | --- | --- |
| 1 | C | C | C | C |
| 2 | B | A | A | A |
| 3 | A | A | A | A |
| 4 | A | A | A | A |
| 5 | C | B | A | B |

Here for Item number - 2

AHP Class: B

SAW Class: A

VIKOR Class: A

So, as per the definition, the combined class result will be A, cause class A got 2 votes of 3.

But in the Case of Item\_number - 5, this voting system can't be applied. Cause none of them are similar to each other.

In this special case, we took another approach for assigning a class to this type of inventory item. And the second approach is, firstly we will determine the average of the test, train accuracy, and run time by using 4 ML algorithms on 3 MCDM based ABC Classes. Each MCDM model has 4 ML models’ corresponding train, test accuracies, and runtimes. On these 3 (train, test accuracies, and runtimes) criteria, the corresponding MCDM model will be applied to identify the best ML model performance on the particular MCDM model (described in table 6.1 to 6.6 ). Then we will identify which ML model gave the highest performance on which MCDM method. Suppose, ANN gives the highest performance on the SAW method. So, here Combined class for Item\_number - 5 will be the class of SAW for that particular item and the combined class for Item\_number - 5 will be "B".

Example:

AHP class: C; highest performance: 97%; ML MODEL: KNN

SAW class: B; highest performance: 98%; ML MODEL: ANN

VIKOR class: A; highest performance: 96%; ML MODEL: SVM

So, the Combined Class will be “B". (As the class of Item number - 5)

# Chapter 4

## Methodology

### 4.1 Overview

This research study's motivation is to inspect the degree to which Multi-Criteria Decision-Making strategies in alliance with Machine Learning models can be used in the ABC Analysis. The performance of Artificial Neural Network (ANN), Gaussian Process Classification (GPC), and K-Nearest Neighbors (KNN) and Support Vector Machine (SVM) methods are assessed. The accuracy of the classifications or combined classifications they produce inside a real case investigation that looks at an inventory analysis issue is analyzed. The first step of the research includes taking the inventory items' dataset as input to be analyzed before selecting features based on a strong relationship with item properties. These selected features set the foundation for the MCDM methods (i.e., Simple Additive Weighting (SAW), Analytical Hierarchy Process (AHP), and VIKOR) to lead the ABC Analysis. When the data is sorted and the measures distinguished, SAW-, AHP- and VIKOR-based MCDM techniques are applied to the inventory items to recognize the A, B, and C classes. After that, the recognized A, B, and C classes of three MCDM methods are combined into One by VOTING System. This result is providing a particular class (A, B, or C) to each inventory item.

Following this, machine learning algorithms are implemented on both the inventory classes that are previously recognized by the Multi-Criteria Decision-Making techniques and combined classes that are generated by the VOTING system. The algorithms are trained and tested, utilizing the initially decided classes. Cross-validation, Train-Test accuracy, and run-time measure are used to recognize the perfectly fitted algorithm model to classify the inventory items.

### 4.2 Research Procedure Flowchart

A flowchart identifying every step of the proposed strategy is portrayed in Figure 4.1:
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###### Figure 4.1: Flowchart of the proposed methodology

### 4.3 Research Procedure

#### 4.3.1 Data Segmentation

Firstly, we select the most effective features among all the features available in the data set. Those features are selected which have a strong relationship with inventory item properties and the correlation coefficient of the features with each other. The features are Manufacturing Cost, Fixed Cost, Demand, Raw Material Availability, etc. are shown in table 4.1.

Secondly, the features with the categorical object data value are converted into numerical values by weightings like High = 3, Medium = 2, and Low = 1.

After that, the MCDM methods are applied.

##### Table 4.1: Data Set

| **Item\_number** | **mfg** | **sell** | **demand** | **fcost** | **rma** |
| --- | --- | --- | --- | --- | --- |
| **0** | 144 | 318.24 | 1537 | 100.8 | 1 |
| **1** | 166 | 366.86 | 4290 | 116.2 | 3 |
| **2** | 287 | 634.27 | 4017 | 200.9 | 2 |
| **3** | 286 | 632.06 | 4925 | 200.2 | 2 |
| **4** | 205 | 453.05 | 2846 | 143.5 | 2 |

#### 4.3.2 Implementation of Multi-Criteria Decision-Making Techniques

4.3.2.1 Application of Simple Additive Weighting (SAW)

The Simple Additive Weighting Method or SAW is a Multi-Criteria Decision-Making method. In the Simple Additive Weighting method, the selected features may be normalized with Max-Min or Linear normalization method. In normalization, the Beneficial and Non-beneficial features must be defined like, manufacturing cost must be low and selling price must be high, so here manufacturing cost (mfg) will be Non-beneficial and selling cost (sell) will be defined as a beneficial feature.

Here, for this study, Beneficial and Non-beneficial features are shown in table 4.2

##### Table 4.2: Feature Catagories

|  |  |
| --- | --- |
| **Features Category** | **Features** |
| 1. Beneficial | 1. Demand(demand), 2. Raw Material Availability(rma), 3. Selling Price(sell) |
| 1. Non-beneficial | 1. Manufacturing Cost(mfg), 2. Fixed Cost(fcost) |

The result of normalization is shown in table 4.3.

##### Table 4.3: Normalized Value

| **Item\_number** | **mfg** | **sell** | **demand** | **fcost** | **rma** |
| --- | --- | --- | --- | --- | --- |
| **0** | 0.790646 | 0.209354 | 0.006728 | 0.790646 | 0.0 |
| **1** | 0.741648 | 0.258352 | 0.507365 | 0.741648 | 1.0 |
| **2** | 0.472160 | 0.527840 | 0.457720 | 0.472160 | 0.5 |
| **3** | 0.474388 | 0.525612 | 0.622841 | 0.474388 | 0.5 |
| **4** | 0.654788 | 0.345212 | 0.244772 | 0.654788 | 0.5 |

After that, user-defined weights of each feature will be multiplied to the corresponding features like table 4.4 and the summation of the weights will be equal to 1.

##### Table 4.4: Weighted features

| **Item\_number** | **mfg** | **sell** | **demand** | **fcost** | **rma** |
| --- | --- | --- | --- | --- | --- |
| **0** | 0.118597 | 0.041871 | 0.002019 | 0.118597 | 0.0 |
| **1** | 0.111247 | 0.051670 | 0.152209 | 0.111247 | 0.2 |
| **2** | 0.070824 | 0.105568 | 0.137316 | 0.070824 | 0.1 |
| **3** | 0.071158 | 0.105122 | 0.186852 | 0.071158 | 0.1 |
| **4** | 0.098218 | 0.069042 | 0.073432 | 0.098218 | 0.1 |

Finally, the performance of each item is measured by summing all of the features row-wise of the dataset as table 4.5. in table 4.5, the item with the highest performance value will be given top priority.

| **Item\_number** | **mfg** | **sell** | **demand** | **fcost** | **rma** | **performance** |
| --- | --- | --- | --- | --- | --- | --- |
| **0** | 0.118597 | 0.041871 | 0.002019 | 0.118597 | 0.0 | 0.281083 |
| **1** | 0.111247 | 0.051670 | 0.152209 | 0.111247 | 0.2 | 0.626374 |
| **2** | 0.070824 | 0.105568 | 0.137316 | 0.070824 | 0.1 | 0.484532 |
| **3** | 0.071158 | 0.105122 | 0.186852 | 0.071158 | 0.1 | 0.534291 |
| **4** | 0.098218 | 0.069042 | 0.073432 | 0.098218 | 0.1 | 0.438910 |

##### Table 4.5: Determination of item performance

4.3.2.2 Implementation of Analytic Hierarchy Process (AHP)

Analytic Hierarchy Process also is known as AHP is a very used and appreciated Multi-criteria decision-making method by many authors. In this method, a user-defined pare-wise matrix is formed (shown in table 4.6) by using the feature. Basically, this matrix is a weighting process of each two features, and the weighting value is from 1 to 9 (described in table 3.1).

##### Table 4.6: Pair-Wise Matrix

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | mfg | sell | demand | fcost | rma |
| mfg | 1 | 1/7 | 1/5 | 2 | 1/3 |
| sell | 7 | 1 | 2 | 9 | 3 |
| demand | 5 | 1/2 | 1 | 7 | 3 |
| fcost | 1/2 | 1/9 | 1/7 | 1 | 1/5 |
| rma | 3 | 1/3 | 1/3 | 5 | 1 |

Then all the features will be divided by their summation shown in table 4.7.

##### Table 4.7: Normalizing the values

|  | **mfg** | **sell** | **demand** | **fcost** | **rma** |
| --- | --- | --- | --- | --- | --- |
| **mfg** | 0.060606 | 0.068519 | 0.054407 | 0.083333 | 0.044205 |
| **sell** | 0.424242 | 0.479157 | 0.544070 | 0.375000 | 0.398248 |
| **demand** | 0.303030 | 0.239578 | 0.272035 | 0.291667 | 0.398248 |
| **fcost** | 0.030303 | 0.053186 | 0.038901 | 0.041667 | 0.026550 |
| **rma** | 0.181818 | 0.159559 | 0.090588 | 0.208333 | 0.132749 |

Following that, criteria weight is measured averaging each row shown in table 4.8,

Table 4.8: Determining the feature weight

|  | **mfg** | **sell** | **demand** | **fcost** | **rma** | **criteria\_weight** |
| --- | --- | --- | --- | --- | --- | --- |
| **mfg** | 0.060606 | 0.068519 | 0.054407 | 0.083333 | 0.044205 | 0.062214 |
| **sell** | 0.424242 | 0.479157 | 0.544070 | 0.375000 | 0.398248 | 0.444143 |
| **demand** | 0.303030 | 0.239578 | 0.272035 | 0.291667 | 0.398248 | 0.300912 |
| **fcost** | 0.030303 | 0.053186 | 0.038901 | 0.041667 | 0.026550 | 0.038121 |
| **rma** | 0.181818 | 0.159559 | 0.090588 | 0.208333 | 0.132749 | 0.154610 |

##### 

By multiplying the feature weight with each feature of the pair-wise matrix and some calculation the consistency of the pair-wise matrix is checked. If it is found that the pair-wise matrix is consistent, then the feature weights are considered valid weights that can be used for future calculations.

Then Normalization of the data set is done, which is already described above in SAW (paragraph 4.3.2.1 and Table 4.3).

After normalization, the previously measured “criteria\_weights” from table 4.8 are multiplied with respective features of the normalized data set.

Finally, the performance of each item is measured by summing all the features row-wise of the data set (like previously discussed in SAW, paragraph 4.3.2.1) in table 4.9 and the item with a higher performance value will be given the top priority,

##### Table 4.9: Determination of each products’ performance

| **Item\_number** | **mfg** | **sell** | **demand** | **fcost** | **rma** | **performance** |
| --- | --- | --- | --- | --- | --- | --- |
| **0** | 0.049189 | 0.092983 | 0.002025 | 0.030141 | 0.000000 | 0.174338 |
| **1** | 0.046141 | 0.114745 | 0.152672 | 0.028273 | 0.154610 | 0.496440 |
| **2** | 0.029375 | 0.234436 | 0.137733 | 0.017999 | 0.077305 | 0.496849 |
| **3** | 0.029514 | 0.233447 | 0.187420 | 0.018084 | 0.077305 | 0.545770 |
| **4** | 0.040737 | 0.153323 | 0.073655 | 0.024961 | 0.077305 | 0.369981 |

4.3.2.3 Implementation of VlseKriterijumska Optimizacija I Kompromisno Resenje (VIKOR)

VlseKriterijumska Optimizacija I Kompromisno Resenje,' meaning multi-criteria optimization and compromise solution also known as VIKOR. Normalization and user-defined weight multiplication with the data set’s respective features, VIKOR remains the same as SAW (discussed in paragraph 4.3.2.1). Then summation (Si) and maximum value (Ri) of features are measured row-wise respectively shown in table 4.10,

##### Table 4.10: Determination of Si & Ri value

| **Item\_number** | **mfg** | **sell** | **demand** | **fcost** | **rma** | **si** | **ri** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 0.118597 | 0.041871 | 0.002019 | 0.118597 | 0.0 | 0.281083 | 0.118597 |
| **1** | 0.111247 | 0.051670 | 0.152209 | 0.111247 | 0.2 | 0.626374 | 0.152209 |
| **2** | 0.070824 | 0.105568 | 0.137316 | 0.070824 | 0.1 | 0.484532 | 0.137316 |
| **3** | 0.071158 | 0.105122 | 0.186852 | 0.071158 | 0.1 | 0.534291 | 0.186852 |
| **4** | 0.098218 | 0.069042 | 0.073432 | 0.098218 | 0.1 | 0.438910 | 0.098218 |

By using these two sets of values & another set of values is measured by equation (09) (paragraph 3.1.3). And the item with a lower value of will place to a higher rank, means will get top priority. This procedure has lead us to the following table 4.11,

##### Table 4.11: Finding using &

| **Item\_number** | **mfg** | **sell** | **demand** | **fcost** | **rma** |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 0.118597 | 0.041871 | 0.002019 | 0.118597 | 0.0 | 0.281083 | 0.118597 | 0.142616 |
| **1** | 0.111247 | 0.051670 | 0.152209 | 0.111247 | 0.2 | 0.626374 | 0.152209 | 0.511825 |
| **2** | 0.070824 | 0.105568 | 0.137316 | 0.070824 | 0.1 | 0.484532 | 0.137316 | 0.357622 |
| **3** | 0.071158 | 0.105122 | 0.186852 | 0.071158 | 0.1 | 0.534291 | 0.186852 | 0.515180 |
| **4** | 0.098218 | 0.069042 | 0.073432 | 0.098218 | 0.1 | 0.438910 | 0.098218 | 0.227921 |

##### 

#### 4.3.3 ABC Analysis with MCDM Backend

4.3.3.1 SAW based ABC classification

Rearranging the performance by ascending order and then cumulative sum and cumulative percentage are measured respectively. Based on the cumulative percentage classification is done. Here Pareto distribution 80-20 rule is applied to the top 50% and the bottom 20% is taken as class C & class A respectively and the rest of the items are given class B shown in table 4.12,

##### Table 4.12: SAW based ABC classification

| **Item\_number** | **mfg** | **sell** | **demand** | **fcost** | **rma** | **performance** | **RunCumCost** | **RunCostPerc** | **Class** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **4658** | 491 | 1085.11 | 1513 | 343.7 | 1 | 0.202491 | 0.202491 | 0.004051 | C |
| **3117** | 483 | 1067.43 | 1534 | 338.1 | 1 | 0.205418 | 0.407909 | 0.008161 | C |
| **4984** | 495 | 1093.95 | 1605 | 346.5 | 1 | 0.206619 | 0.614528 | 0.012295 | C |
| **767** | 471 | 1040.91 | 1557 | 329.7 | 1 | 0.209346 | 0.823874 | 0.016483 | C |
| **2396** | 469 | 1036.49 | 1564 | 328.3 | 1 | 0.210173 | 1.034047 | 0.020688 | C |
| ... | ... | ... | ... | ... | ... | ... | ... | ... | ... |
| **8113** | 438 | 967.98 | 6350 | 306.6 | 2 | 0.578179 | 3212.532568 | 64.272401 | B |
| **473** | 410 | 906.10 | 6236 | 287.0 | 2 | 0.578196 | 3213.110764 | 64.283969 | B |
| **3153** | 440 | 972.40 | 6359 | 308.0 | 2 | 0.578225 | 3213.688989 | 64.295537 | B |
| ... | ... | ... | ... | ... | ... | ... | ... | ... | ... |
| **9900** | 52 | 114.92 | 6913 | 36.4 | 3 | 0.794863 | 4997.511705 | 99.984068 | A |
| **265** | 53 | 117.13 | 6944 | 37.1 | 3 | 0.796331 | 4998.308036 | 100.000000 | A |

4.3.3.2 AHP based ABC classification

In AHP, the performance is also rearranged in ascending order then cumulative sum, and the cumulative percentage is measured based on the performance. After that ranking is done based on cumulative percentage. Then the cumulative item sum and cumulative item percentage are measured. Based on cumulative item percentage class is given and Pareto distribution 80-20 rule is followed where op 50% and bottom 20% is taken as class C & class A respectively and rest of the items are given class B [25] shown in table 4.13,

##### Table 4.13: AHP based ABC classification

| **Item**  **number** | **mfg** | **sell** | **demand** | **fcost** | **rma** | **Perfor**  **mance** | **RunCum**  **Cost** | **RunCost**  **Perc** | **Rank** | **RunItem**  **Cum** | **RunItem**  **Perc** | **Class** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **3414** | 56 | 123.7 | 1544 | 39.2 | 1 | 0.1073 | 0.107338 | 0.002146 | 1.0 | 1.0 | 0.000002 | C |
| **2883** | 58 | 128.1 | 1517 | 40.6 | 1 | 0.1073 | 0.214729 | 0.004292 | 2.0 | 3.0 | 0.000006 | C |
| **492** | 62 | 137.0 | 1559 | 43.4 | 1 | 0.1127 | 0.327482 | 0.006546 | 3.0 | 6.0 | 0.000012 | C |
| **9861** | 56 | 123.7 | 1681 | 39.2 | 1 | 0.1148 | 0.442317 | 0.008841 | 4.0 | 10.0 | 0.000020 | C |
| **3137** | 52 | 114.9 | 1737 | 36.4 | 1 | 0.1148 | 0.557153 | 0.011137 | 5.0 | 15.0 | 0.000030 | C |
| **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** |
| **2798** | 431 | 952.5 | 2499 | 301 | 3 | 0.6013 | 3215.6343 | 64.27581 | 7396 | 27354106 | 54.70274 | B |
| **3387** | 493 | 1089 | 4458 | 345 | 1 | 0.6014 | 3216.2357 | 64.28783 | 7397 | 27361503 | 54.71753 | B |
| **8871** | 382 | 844.2 | 3187 | 267 | 3 | 0.6014 | 3216.8372 | 64.29985 | 7398 | 27368901 | 54.73232 | B |
| **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** | **...** |
| **4223** | 497 | 1098 | 6905 | 347 | 3 | 0.8929 | 5001.9716 | 99.98207 | 9999 | 49995000 | 99.98000 | A |
| **3625** | 497 | 1098 | 6978 | 347 | 3 | 0.8969 | 5002.8685 | 100.0000 | 10000 | 50005000 | 100.0000 | A |

4.3.3.3 VIKOR based ABC classification

VIKOR performance is arranged in descending order and the rest of the calculation is same as the AHP method discussed above in paragraph 4.3.3.2. And table 4.14 shows the item performance for the VIKOR method,

##### Table 4.14: VIKOR based ABC classification

| **Item**  **number** | **mfg** | **sell** | **demand** | **fcost** | **rma** | **qi** | **RunCum**  **Cost** | **RunCost**  **Perc** | **Rank** | **RunItem**  **Cum** | **RunItem**  **Perc** | **Class** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **265** | 53 | 117.13 | 6944 | 37.1 | 3 | 0.992994 | 0.992994 | 0.021034 | 1.0 | 1.0 | 0.000002 | C |
| **7364** | 105 | 232.05 | 6980 | 73.5 | 3 | 0.989482 | 1.982476 | 0.041994 | 2.0 | 3.0 | 0.000006 | C |
| **9900** | 52 | 114.92 | 6913 | 36.4 | 3 | 0.987809 | 2.970285 | 0.062919 | 3.0 | 6.0 | 0.000012 | C |
| **979** | 55 | 121.55 | 6912 | 38.5 | 3 | 0.987073 | 3.957358 | 0.083827 | 4.0 | 10.0 | 0.000020 | C |
| **2829** | 123 | 271.83 | 6981 | 86.1 | 3 | 0.986280 | 4.943638 | 0.104720 | 5.0 | 15.0 | 0.000030 | C |
| **...** | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... |
| **9528** | 422 | 932.62 | 3183 | 295.4 | 1 | 0.276077 | 4314.157406 | 91.385461 | 8008.0 | 32068036.0 | 64.129659 | B |
| **8369** | 422 | 932.62 | 3183 | 295.4 | 1 | 0.276077 | 4314.433483 | 91.391309 | 8009.0 | 32076045.0 | 64.145675 | B |
| **3752** | 78 | 172.38 | 3052 | 54.6 | 1 | 0.276065 | 4314.709548 | 91.397157 | 8010.0 | 32084055.0 | 64.161694 | B |
| **...** | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... |
| **9200** | 246 | 543.66 | 1696 | 172.2 | 1 | 0.057729 | 4720.778847 | 99.998797 | 9999.0 | 49995000.0 | 99.980002 | A |
| **4660** | 236 | 521.56 | 1606 | 165.2 | 1 | 0.056770 | 4720.835617 | 100.000000 | 10000.0 | 50005000.0 | 100.000000 | A |

#### 4.3.4 Implementation of Machine Learning

4.3.4.1 Implementation of SVM

Support Vector Machine (SVM) can be used for two types of problems, Regression and Classification. The algorithm used for classification is known as Support Vector Classifier (SVC). As our research is based on classification, we used SVC. SVM comes with many hyperparameters and various kernels. In our research, we kept all the hyperparameters as the default value and set the kernel as “Poly Kernel”.

4.3.4.2 Implementation of KNN

K-Nearest Neighbors (KNN) can perform both regression and classification. In this study classification algorithm is adopted. In KNN, a user defines the number of clusters to be used. As we are working with three classes so the cluster size has been set to three. And other hyperparameters are set to a default value.

4.3.4.3 Implementation of GPC

Gaussian Process Classifier (GPC) is a classification algorithm that is a co-domain of the Gaussian Process. It uses lazy learning and a measure of the similarity between points to predict the value for an unseen point from the training data set. One hyperparameter ‘multi\_class' is set to 'one\_vs\_one' so that our multiclass problem can be solved. In one\_vs\_one, one binary Gaussian process classifier is fitted for each pair of classes, which is trained to separate these two classes. The prediction of these binary predictors is combined into multi-class prediction. And other hyperparameters are kept default.

4.3.4.4 Implementation of ANN

An Artificial Neural Network is the virtual representation of neurons. It works like the human brain neurons. We implemented this algorithm by using “Keras” an Artificial Neural Network Python library that acts as an interface for the Backend library TensorFlow. Here Sequential Model is used with three layers, an input layer, one hidden layer, and an output layer. There are 3 neurons in the hidden layer and 3 neurons in the output layer respectively. In the input and hidden layer “ReLU” (Rectified Linear Unit) Activation Function is used for fast calculation as it's not an exponential function. On the other hand, the ‘Softmax’ function, also known as ‘Softargmax’ or ‘Normalized Exponential’ Function, is used in the output layer as it deals with multiple dimensions or multi-class output. In this neural network for weight and bias, ‘Adam’ (Adaptive Moment Estimation) optimizer and loss function for multi-class classification 'categorical\_crossentropy' is used. For training ‘mini-batch size’ = 128, and 10% test data, 10% ‘validation data’ is fitted with 20 epochs.

The datasets were randomly split as 90 to 80% training and 10 to 20% testing initially. After that, this training and testing process was run 5 times in each MCDM model and each time we measured the train, test accuracy, and total run time. And took the average of the train, test accuracy & total run time for each MCDM model for further study.

And manufacturing cost, selling price, fixed cost, demand & raw material availability are the inputs or ‘features’ of the algorithms, and ‘Class’ is the ‘target’ or ‘label’ of those features.

# Chapter 5

## Data Description

Two dummy data sets of inventory items having five features named after Manufacturing Cost per Product, Fixed Cost per Product, Selling Price, Demand per week, and Raw Material Availability, are used for this analysis. Two datasets were generated with the dimensions of

* Dataset 01 : 100000 x 5
* Dataset 02 : 150000 x 5

Properties of the features are described below,

**1.****Manufacturing Cost per Product:** It is the manufacturing cost of a product. As we generated the datasets, that’s why we could manipulate the data. Here we kept the manufacturing cost between 50 to 500BDT.

Manufacturing Cost = np.random.randint(50,500, n)

Where, n = number of items

**2.****Fixed Cost per Product: W**e kept a relation between the Manufacturing Cost and Fixed Cost,and it is

Fixed Cost = (manufacturing cost / 2) + (20% ofmanufacturing cost)

**3.****Selling Price:** The selling price is the combination of manufacturing cost and fixed cost, and the relation is

Selling Price = (manufacturing cost + fixed cost) + (manufacturing cost + fixed cost) / 2

**4.****Demand per week:** The Demand per week is 1500 to 7000 units.

Demand per Week = np.random.randint(1500, 7000, n)

**5.****Raw Material Availability:** Raw material availability of a product is a categorical data, like

a) High

b) Medium &

c) Low

and this categorical data is further converted to numerical weights as follows-

##### Table 5.1: Numerical Weights of Categorical Data

|  |  |
| --- | --- |
| High | 3 |
| Medium | 2 |
| Low | 1 |

**Data Types of The Data Sets:** The data types of the dataset is described in table 5.2

##### Table 5.2: Data Types of The Data Sets

|  |  |  |
| --- | --- | --- |
| **Features** | **Data Type** | **Data Set Type** |
| Manufacturing Cost | int64 | Discrete |
| Fixed Cost | float64 | Continuous |
| Selling Price | float64 | Continuous |
| Demand per Week | int64 | Discrete |
| Raw Material Availability | int64 | Categorical (scale of 1 to 3) |

**Reason Behind Choosing These Features:**

The above five features are the major attribute of a product as we will do ABC Classification of these products with the help of MCDM methods. That’s why the selected features should have a direct relation to the properties of the product.

These five features are directly related to the product, and any of these five can’t be ignored or overlooked.

Other properties of a product can be included with these five, and the thesis can be extended in the future.

# Chapter 6

## Numerical Illustrations

Two automatically generated datasets have been classified by three different MCDM methods and trained by four machine learning algorithms to get the best MCDM model and ML algorithm by some performance measures. The applied programing language is PYTHON.

The MCDM methods are:

1. Simple Additive Weighting (SAW)
2. Analytic Hierarchy Process (AHP)
3. VIšekriterijumsko KOmpromisno Rangiranje (VIKOR)

The machine learning algorithms are:

1. Support Vector Machine (SVM)
2. Artificial Neural Network (ANN)
3. K-nearest neighbors (KNN)
4. Gaussian Process Classification (GPC)

All the machine learning algorithms are applied under each MCDM method for individual datasets. Thus the train accuracy, test accuracy, and runtime were measured. Then on these three measures, corresponding MCDM methods were applied again to measure identify the best ML model for that particular MCDM method. Peng et al.[39] took the same approach to measure the performance of ML models and to identify the best ML model. All the individual outcomes are described below:

### 6.1 MCDM methods and Machine Learning Algorithms Application

#### 6.1.1 AHP with Machine Learning Algorithms

##### The AHP and machine learning algorithms for datasets of two different dimensions are classified by PYTHON. The data sets contain 5 attributes and one label column. Defining all the input as x and output as y, the training accuracy, testing accuracy, and runtime for each dataset is determined by running the models five times and took the average value. We took 80 to 90 percent as training data and 10 to 20 percent as testing data. We have found the average testing accuracy, average training accuracy, average run time for individual datasets. Besides, The MCDM method AHP was applied on those average results and got the performance for each ML model. Table 6.1 and Table 6.2 represents the Accuracy, Runtime, and Performance Measures of Machine Learning models on AHP for Dataset 01and 02. The results are given below:

##### Table 6.1 Accuracy, Runtime and Performance Measures of Machine Learning models on AHP for Dataset 01

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **AHP (100K)** | **train\_Acc** | **test\_Acc** | **time** | **Performance**  **By AHP** |
| **ANN** | 99.73 | 99.73 | 16.34 | 0.982 |
| **SVM** | 77.85 | 77.83 | 116.98 | 0.045 |
| **KNN** | 87.07 | 75.03 | 0.11 | 0.381 |
| **GPC** | 100 | 73.5 | 103.53 | 0.654 |

##### Table 6.2 Accuracy, Runtime and Performance Measures of Machine Learning models on AHP for Dataset 02

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **AHP**  **(150K)** | **train\_Acc** | **test\_Acc** | **time** | **Performance**  **By AHP** |
| **ANN** | 99.8 | 99.8 | 24.99 | 0.991 |
| **SVM** | 77.94 | 77.83 | 278.32 | 0.043 |
| **KNN** | 87.38 | 75.67 | 0.18 | 0.392 |
| **GPC** | 100 | 74.49 | 301.35 | 0.633 |

#### 6.1.2 SAW with Machine Learning Algorithms

The SAW and machine learning algorithms for datasets of two different dimensions are classified by PYTHON. The data sets contain 5 attributes and one label column. Defining all the input as x and output as y, the training accuracy, testing accuracy, and runtime for each dataset is determined by running the models five times and took the average value. We took 80 to 90 percent as training data and 10 to 20 percent as testing data. We have found the average testing accuracy, average training accuracy, average run time for individual datasets. Lastly, The MCDM method SAW was applied on those average results and got the performance for each ML model. The results are given below in table 6.3 & 6.4:

##### Table 6.3 Accuracy, Runtime and Performance Measures of Machine Learning models on SAW for Dataset 01

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **SAW (100K)** | **Train\_Acc** | **Test\_Acc** | **Time** | **Performance**  **By SAW** |
| **ANN** | 99.77 | 99.77 | 16.47 | 0.984 |
| **SVM** | 64.6 | 65.1 | 219.86 | 0.027 |
| **KNN** | 80.4 | 63.21 | 0.11 | 0.436 |
| **GPC** | 100 | 62.32 | 100.7 | 0.615 |

##### Table 6.4 Accuracy, Runtime and Performance Measures of Machine Learning models on SAW for Dataset 02

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **SAW (150K)** | **Train\_Acc** | **Test\_Acc** | **Time** | **Performance**  **By SAW** |
| **ANN** | 99.79 | 99.79 | 23.46 | 0.995 |
| **SVM** | 64.74 | 64.95 | 566.32 | 0.027 |
| **KNN** | 80.82 | 63.94 | 0.18 | 0.443 |
| **GPC** | 100 | 63.03 | 308.44 | 0.592 |

#### 6.1.3 VIKOR with Machine Learning Algorithms

The VIKOR and machine learning algorithms for datasets of two different dimensions are classified by PYTHON. The data sets contain 5 attributes and one label column. Defining all the input as x and output as y, the training accuracy, testing accuracy, and runtime for each dataset is determined by running the models five times and took the average value. We took 80 to 90 percent as training data and 10 to 20 percent as testing data. We have found the average testing accuracy, average training accuracy, average run time for individual datasets. Finally, The MCDM method VIKOR was applied on those average results and got the performance for each ML model. The results are given below in table 6.5 & 6.6:

##### Table 6.5 Accuracy, Runtime and Performance Measures of Machine Learning models on VIKOR for Dataset 01

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **VIKOR**  **(100K)** | **Train\_Acc** | **Test\_Acc** | **Time** | **Performance**  **By VIKOR** |
| **ANN** | 98.89 | 98.89 | 36.14 | 0.980 |
| **GPC** | 100 | 76.05 | 314.4 | 0.821 |
| **KNN** | 88.37 | 77.73 | 0.54 | 0.513 |
| **SVM** | 75.6 | 75.57 | 784.86 | 0 |

##### Table 6.6 Accuracy, Runtime and Performance Measures of Machine Learning models on VIKOR for Dataset 02

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **VIKOR**  **(150K)** | **Train\_Acc** | **Test\_Acc** | **Time** | **Performance**  **By VIKOR** |
| **ANN** | 98.26 | 98.26 | 13.56 | 0.925 |
| **GPC** | 100 | 73.42 | 113.49 | 0.701 |
| **SVM** | 91.93 | 92.04 | 117.51 | 0.335 |
| **KNN** | 88.07 | 77.2 | 0.11 | 0 |

#### 6.1.4 Combined Classification with Machine Learning Algorithms

The results from the previous classification of three MCDM models are combined into one by the voting system which is previously discussed in Chapter 3, Paragraph 3.3. There SAW with ANN had given the highest performance among other MCDM and ML algorithm combinations. To minimize the conflict of classes in the voting system, the class predicted by SAW was considered to be the final class for that particular conflict. Then four ML algorithms were applied to the combined classes for individual datasets. The average testing accuracy, average training accuracy, average run time have been found for individual datasets. Finally, The MCDM method VIKOR was applied on those average results and got the performance for each ML model. The outcomes are given below presented in table 6.7 & 6.8:

##### Table 6.7 Accuracy, Runtime and Performance Measures of Machine Learning models on Combined Class for Dataset 01

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **COMBO 100K (SAW)** | **Train\_Acc** | **Test\_Acc** | **Time** | **Performance**  **By SAW** |
| **ANN** | 98 | 98 | 18.61 | 0.944 |
| **SVM** | 77 | 78 | 206.14 | 0.047 |
| **KNN** | 87 | 76 | 0.11 | 0.436 |
| **GPC** | 100 | 75 | 121.67 | 0.588 |

##### Table 6.8 Accuracy, Runtime and Performance Measures of Machine Learning models on Combined Class for Dataset 02

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **COMBO 150K (SAW)** | **Train\_Acc** | **Test\_Acc** | **Time** | **Performance**  **By SAW** |
| **ANN** | 99 | 99 | 20.45 | 0.973 |
| **SVM** | 77 | 77 | 406.12 | 0.015 |
| **KNN** | 87 | 76 | 0.16 | 0.421 |
| **GPC** | 100 | 77 | 325.12 | 0.556 |

All tables from table 6.1 to 6.8 are presented together in figure 6.1.

###### Figure 6.1: Flowchart of the numerical illustrations

### 6.2 Results

From table 6.1 to table 6.8, all the highest performing MCDM-ML models are compiled to table 6.9. In table 6.9, the Train Accuracy and Runtime of each MCDM-ML method are utilized to get a fair performance score by Simple Additive Weighting (SAW), as Train Accuracy is a beneficial criterion and Runtime is a non-beneficial criterion. So, the Implementation of SAW was a better way out than the usual weighting average performance.

After compiling all the individual performances of MCDM-ML models for both datasets at table 6.9, it was found that Machine Learning Algorithm ANN had given higher performance value for each MCDM model among other Machine Learning Algorithms KNN, SVM, and GPC. So, ML model ANN has a great performing value regarding Accuracy and Runtime among other ML algorithms used for this study. ANN as an ML algorithm gives a satisfactory performance value whether the dataset dimension is small or large.

On the other hand, MCDM methods show an obscure output for different datasets. For a small dimensional dataset VIKOR with ANN gives the highest performing score of 0.989. where else for the large dimensional dataset, the combination of AHP, SAW, and VIKOR (by Voting System, Chapter 3, Paragraph 3) with ANN gives better feedback than individual MCDM methods. The combined MCDM model with ANN gives a performance score of 0.994.

##### Table 6.9 Overall Performance Measure by SAW for Both Datasets

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Dataset 01  (100k) | MCDM | ML | TRAIN ACCURACY | RUN TIME | INDIVIDUAL PERFORMANCE | Performance  By SAW |
| 0 | VIKOR (100K) | ANN | 98.26 | 13.56 | 0.980 | 0.989 |
| 1 | AHP (100K) | ANN | 99.73 | 16.34 | 0.982 | 0.957 |
| 2 | SAW (100K) | ANN | 99.77 | 16.47 | 0.984 | 0.956 |
| 3 | Combo (100k) (SAW) | ANN | 98 | 18.61 | 0.944 | 0.919 |
| Dataset 02  (150k) | MCDM | ML | TRAIN ACCURACY | RUN TIME | INDIVIDUAL PERFORMANCE | Performance  By SAW |
| 0 | Combo (150k) (SAW) | ANN | 99 | 20.45 | 0.973 | 0.994 |
| 1 | SAW (150k) | ANN | 99.79 | 23.46 | 0.995 | 0.968 |
| 2 | AHP (150K) | ANN | 99.8 | 24.99 | 0.991 | 0.955 |
| 3 | VIKOR (150K) | ANN | 98.89 | 36.14 | 0.925 | 0.885 |

###### Figure 6.2: Performance Value Vs MCDM Models for Dataset 01

Figure 6.2 illustrates the relationship between different MCDM-ANN models and Performance by SAW for dataset 01 where AHP and SAW showed a moderate performance, but VIKOR performed eminently.

###### Figure 6.3: Performance Value Vs MCDM Models for Dataset 02

But Figure 6.3 indicates that as a matter of the relation between performances and different MCDM-ANN models of dataset 02, a Combination of all MCDM methods showed an eminent performance over individual MCDM models.

# Chapter 7

## Discussion

Inventory item classification is a mandatory job to do for any sort of manufacturing industry. ABC Analysis is a traditional tool to classify inventory items into three basic groups. But convectional ABC Analysis works based on annual cost consumption which gives a classification with a single feature.

Now ABC Analysis with MCDM methods gives more precise and absolute feedback as this time ABC Analysis takes multiple features on the count. Furthermore, Machine Learning Algorithms in a combination with MCDM models of ABC Analysis can easily predict classes for future items included in the inventory.

In this research, ML algorithms and MCDM methods are combinedly implemented to classify two different inventory datasets of multi-features. The results show that ANN as an ML algorithm has the most balanced performance among the other three ML algorithms. Whether dataset dimension is large or small, ANN has a moderate runtime and a better train & test accuracy. So, ANN may be reliable enough to predict the class of future included items to the inventory. Now for ABC classification of existing inventory items, MCDM methods were used to count on different features of inventory items. All three MCDM methods are implemented individually and combinedly for each dataset. For small dimensional datasets, VIKOR is more efficient to classify inventory items. Whereas, the Combined approach of the three MCDM methods gives a more precise classification if the dataset has a larger dimension.

This integrated approach of ABC Analysis with MCDM models and Machine Learning Algorithms will add a new dimension to inventory classification in the supply chain. This approach will pave the way to classify inventory items more specifically and will reduce the re-work time whenever new items are included in the inventory. If researchers do the same analysis with different MCDM models or different ML Algorithms, they may acquire different performance measures.
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## Appendix

Machine Specifications:

Machine Name: Virtual Machine powered by Kaggle

Processor: 4 Core

Clockspeed : 2.2 GHz

Ram: 16 GB

The PYTHON codes for inventory Dataset 01 are shown in the next page. The same codes are followed for inventory dataset 02 for the prediction.

1.AHPML\_v4.0,100k

# Importing Libraries

In [1]:

import pandas as pd  
import numpy as np  
import seaborn as sns  
  
import tensorflow as tf  
import keras  
from keras.utils import to\_categorical  
from keras.models import Sequential  
from keras.optimizers import SGD  
from keras.layers import Dense  
  
from sklearn.svm import SVC  
from sklearn.gaussian\_process import GaussianProcessClassifier  
from sklearn.neighbors import KNeighborsClassifier  
  
from sklearn.model\_selection import cross\_val\_score  
from sklearn.model\_selection import StratifiedKFold  
from sklearn.preprocessing import LabelEncoder  
from sklearn.model\_selection import train\_test\_split  
from sklearn.preprocessing import StandardScaler  
import time

# Importing Data

In [2]:

data = pd.read\_csv('../input/thesis/dumy100000.csv')

# MCDM

# AHP

In [3]:

d\_m = pd.read\_csv('../input/pairwise/pairWiseMatrix.csv',index\_col=0)  
  
for i in range(5):  
 d\_m.iloc[:,i]=d\_m.iloc[:,i]/d\_m.iloc[:,i].sum()  
  
d\_m['criteria\_weight'] = d\_m.mean(axis=1)  
  
dmat = pd.read\_csv('../input/pairwise/pairWiseMatrix.csv',index\_col=0)  
  
for i in range(5):  
 dmat.iloc[:,i] = dmat.iloc[:,i] \* d\_m.iloc[i,5]  
  
dmat['weighted\_sum\_value'] = dmat.sum(axis=1)  
  
dmat['weighted\_sum\_value/criteria\_weight'] = dmat['weighted\_sum\_value']/d\_m['criteria\_weight']  
  
lamda = dmat['weighted\_sum\_value/criteria\_weight'].mean()  
r = len(d\_m.index)  
CI = (lamda-r)/(r-1)  
k= pd.read\_csv('../input/pairwise/RCI.csv')  
for i in range(15):  
 if i==r-1:  
 RI=k.iloc[i,1]  
  
CR=CI/RI  
  
if CR < 0.1:  
 print("The Matrix is Consistent.")  
else:  
 print("The Matrix is In-Consistent.")  
  
dn = 0  
dn = data.copy()  
del dn['Unnamed: 0']  
d1 = dn.copy()  
  
d2 = pd.DataFrame(columns = d1.columns)  
d2 = d2.T  
d2["max"] = 0  
d2["min"] = 0  
d2 = d2.T  
  
for i in range(len(d2.columns)):  
 d2.iloc[0,i] = d1.iloc[:,i].max()  
 d2.iloc[1,i] = d1.iloc[:,i].min()  
  
# max-min normalizer = 0  
# linear normalizer = 1  
normalizer = 0  
  
if normalizer == 0 :  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = (d2.iloc[0,i]-d1.iloc[:,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
 else: #Beneficial  
 d1.iloc[:,i] = (d1.iloc[:,i]-d2.iloc[1,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
else:  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = d2.iloc[1,i]/d1.iloc[:,i]  
  
 else: #Beneficial  
 d1.iloc[:,i] = d1.iloc[:,i]/ d2.iloc[0,i]  
  
w = np.array(d\_m["criteria\_weight"]).reshape(1,5)  
d1 = d1\*w  
  
d1['performance'] = d1.iloc[:].sum(axis=1)  
  
dn['performance'] = d1['performance']  
dn = dn.sort\_values(by=['performance'], ascending=True)  
  
dn['RunCumCost'] = dn['performance'].cumsum()  
TotSum = dn['performance'].sum()  
dn['RunCostPerc'] = (dn['RunCumCost']/TotSum)\*100  
  
dn['Rank'] = dn['RunCostPerc'].rank()  
dn['RunItemCum'] = dn['Rank'].cumsum()  
TotItemSum = dn['Rank'].sum()  
dn['RunItemPerc'] = (dn['RunItemCum']/TotItemSum)\*100  
  
def ABC\_segmentation(perc):  
 '''  
 A - top 20%, C - last 50% and B - between A & C  
 '''  
 if perc > 80 :  
 return 'A'  
 elif perc >= 50 and perc <= 80:  
 return 'B'  
 elif perc < 50:  
 return 'C'  
  
dn['Class'] = dn['RunCostPerc'].apply(ABC\_segmentation)  
  
ax = sns.countplot(x = dn['Class'],data = dn,label= 'Count')  
dn['Class'].value\_counts()  
  
dn['productid'] = dn.index  
dn = dn.sort\_values(by=['productid'], ascending=True)  
del dn['productid']  
AHP\_Class = dn['Class']  
  
C,B,A = dn['Class'].value\_counts()  
print(round(100\*A/dn['Class'].value\_counts().sum(),2),"% ->","A:",A)  
print(round(100\*B/dn['Class'].value\_counts().sum(),2),"% ->","B:",B)  
print(round(100\*C/dn['Class'].value\_counts().sum(),2),"% ->","C:",C)  
print("Total: ",dn['Class'].value\_counts().sum())  
dn.head()

The Matrix is Consistent.  
13.65 % -> A: 13648  
24.95 % -> B: 24953  
61.4 % -> C: 61399  
Total: 100000

Out [3]:

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | mfg | sell | demand | fcost | rma | performance | RunCumCost | RunCostPerc | Rank | RunItemCum | RunItemPerc | Class |
| 0 | 71 | 156.91 | 1595 | 49.7 | 3 | 0.276224 | 1494.307675 | 2.985227 | 6658.0 | 2.216781e+07 | 0.443352 | C |
| 1 | 474 | 1047.54 | 6877 | 331.8 | 3 | 0.873845 | 49945.574810 | 99.777899 | 99874.0 | 4.987458e+09 | 99.748160 | A |
| 2 | 70 | 154.70 | 5182 | 49.0 | 3 | 0.471743 | 15481.763973 | 30.928423 | 42637.0 | 9.089782e+08 | 18.179382 | C |
| 3 | 417 | 921.57 | 3914 | 291.9 | 3 | 0.668061 | 40135.751226 | 80.180495 | 86488.0 | 3.740130e+09 | 74.801858 | A |
| 4 | 239 | 528.19 | 4496 | 167.3 | 2 | 0.486306 | 17225.943313 | 34.412827 | 46278.0 | 1.070850e+09 | 21.416781 | C |

![](data:image/png;base64;base64,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)

# Machine Learning

In [4]:

iteration = 5  
row\_col = np.zeros([iteration,])  
  
acc = pd.DataFrame()  
acc['train\_Acc'] = row\_col  
acc['test\_Acc'] = row\_col  
acc['time'] = row\_col  
acc['test\_size'] = row\_col  
start\_time = 0  
end\_time = 0  
train\_score = 0  
test\_score = 0  
  
#split\_size   
n = .1

# ANN

In [5]:

for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class'] #.iloc[0:100,-1]   
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 y = to\_categorical(y)  
  
 X\_train,X\_test,y\_train,y\_test = train\_test\_split(X, y ,test\_size = n, random\_state=0)  
 X\_train,X\_val,y\_train,y\_val = train\_test\_split(X\_train, y\_train ,test\_size = n, random\_state=0)  
  
 sc = StandardScaler()  
 X\_train = sc.fit\_transform(X\_train)  
 X\_test = sc.fit\_transform(X\_test)  
 X\_val = sc.fit\_transform(X\_val)  
   
 #time start  
 start\_time = time.time()  
   
 model = Sequential()  
 model.add(Dense(5, activation='relu', input\_shape=(X\_train.shape[1],)))  
 model.add(Dense(3, activation='relu'))  
 model.add(Dense(3, activation='softmax'))  
 model.compile(loss='categorical\_crossentropy', optimizer='adam', metrics=['accuracy'])  
 model.fit(X\_train,y\_train,batch\_size = 128, epochs = 20, validation\_data = (X\_val,y\_val))  
  
 #time end  
 end\_time = time.time()  
   
 train\_score = model.evaluate(X\_train,y\_train,verbose=0)  
 test\_score = model.evaluate(X\_test,y\_test,verbose=0)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score[1]\*100  
 acc.iloc[i,1] = train\_score[1]\*100  
   
 #test size  
 acc.iloc[i,3] = n\*100  
   
 if n == .1:  
 n = .2  
 else :  
 n = .1

Epoch 1/20  
633/633 [==============================] - 2s 2ms/step - loss: 0.9913 - accuracy: 0.6493 - val\_loss: 0.4076 - val\_accuracy: 0.8039  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3372 - accuracy: 0.8769 - val\_loss: 0.2347 - val\_accuracy: 0.9396  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2175 - accuracy: 0.9532 - val\_loss: 0.1721 - val\_accuracy: 0.9718  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1609 - accuracy: 0.9759 - val\_loss: 0.1352 - val\_accuracy: 0.9793  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1273 - accuracy: 0.9832 - val\_loss: 0.1114 - val\_accuracy: 0.9853  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1048 - accuracy: 0.9869 - val\_loss: 0.0949 - val\_accuracy: 0.9868  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0897 - accuracy: 0.9893 - val\_loss: 0.0832 - val\_accuracy: 0.9893  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0787 - accuracy: 0.9908 - val\_loss: 0.0739 - val\_accuracy: 0.9912  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0702 - accuracy: 0.9927 - val\_loss: 0.0661 - val\_accuracy: 0.9923  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0624 - accuracy: 0.9939 - val\_loss: 0.0601 - val\_accuracy: 0.9931  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0565 - accuracy: 0.9946 - val\_loss: 0.0560 - val\_accuracy: 0.9932  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0523 - accuracy: 0.9946 - val\_loss: 0.0518 - val\_accuracy: 0.9946  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0487 - accuracy: 0.9949 - val\_loss: 0.0482 - val\_accuracy: 0.9950  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0452 - accuracy: 0.9950 - val\_loss: 0.0452 - val\_accuracy: 0.9950  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0424 - accuracy: 0.9955 - val\_loss: 0.0430 - val\_accuracy: 0.9959  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0405 - accuracy: 0.9962 - val\_loss: 0.0439 - val\_accuracy: 0.9937  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0386 - accuracy: 0.9963 - val\_loss: 0.0394 - val\_accuracy: 0.9951  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0361 - accuracy: 0.9965 - val\_loss: 0.0375 - val\_accuracy: 0.9961  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0343 - accuracy: 0.9963 - val\_loss: 0.0359 - val\_accuracy: 0.9967  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0334 - accuracy: 0.9970 - val\_loss: 0.0351 - val\_accuracy: 0.9958  
Epoch 1/20  
500/500 [==============================] - 1s 2ms/step - loss: 1.0377 - accuracy: 0.5978 - val\_loss: 0.7219 - val\_accuracy: 0.7456  
Epoch 2/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.6490 - accuracy: 0.7882 - val\_loss: 0.4521 - val\_accuracy: 0.9374  
Epoch 3/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.3987 - accuracy: 0.9487 - val\_loss: 0.2658 - val\_accuracy: 0.9659  
Epoch 4/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2369 - accuracy: 0.9743 - val\_loss: 0.1712 - val\_accuracy: 0.9758  
Epoch 5/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1553 - accuracy: 0.9796 - val\_loss: 0.1226 - val\_accuracy: 0.9804  
Epoch 6/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1125 - accuracy: 0.9833 - val\_loss: 0.0930 - val\_accuracy: 0.9861  
Epoch 7/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0877 - accuracy: 0.9863 - val\_loss: 0.0739 - val\_accuracy: 0.9896  
Epoch 8/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0692 - accuracy: 0.9901 - val\_loss: 0.0608 - val\_accuracy: 0.9909  
Epoch 9/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0568 - accuracy: 0.9930 - val\_loss: 0.0503 - val\_accuracy: 0.9926  
Epoch 10/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0468 - accuracy: 0.9941 - val\_loss: 0.0460 - val\_accuracy: 0.9891  
Epoch 11/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0414 - accuracy: 0.9942 - val\_loss: 0.0378 - val\_accuracy: 0.9933  
Epoch 12/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0357 - accuracy: 0.9957 - val\_loss: 0.0347 - val\_accuracy: 0.9929  
Epoch 13/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0313 - accuracy: 0.9961 - val\_loss: 0.0311 - val\_accuracy: 0.9947  
Epoch 14/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0286 - accuracy: 0.9960 - val\_loss: 0.0296 - val\_accuracy: 0.9914  
Epoch 15/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0260 - accuracy: 0.9967 - val\_loss: 0.0276 - val\_accuracy: 0.9912  
Epoch 16/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0234 - accuracy: 0.9970 - val\_loss: 0.0240 - val\_accuracy: 0.9941  
Epoch 17/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0215 - accuracy: 0.9971 - val\_loss: 0.0223 - val\_accuracy: 0.9951  
Epoch 18/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0201 - accuracy: 0.9976 - val\_loss: 0.0216 - val\_accuracy: 0.9939  
Epoch 19/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0188 - accuracy: 0.9976 - val\_loss: 0.0192 - val\_accuracy: 0.9959  
Epoch 20/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0175 - accuracy: 0.9976 - val\_loss: 0.0195 - val\_accuracy: 0.9935  
Epoch 1/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.9835 - accuracy: 0.5163 - val\_loss: 0.4981 - val\_accuracy: 0.8269  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.4624 - accuracy: 0.8298 - val\_loss: 0.3772 - val\_accuracy: 0.8527  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3669 - accuracy: 0.8504 - val\_loss: 0.3309 - val\_accuracy: 0.8559  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3264 - accuracy: 0.8547 - val\_loss: 0.3046 - val\_accuracy: 0.8588  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3023 - accuracy: 0.8574 - val\_loss: 0.2880 - val\_accuracy: 0.8604  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2884 - accuracy: 0.8583 - val\_loss: 0.2778 - val\_accuracy: 0.8592  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2764 - accuracy: 0.8589 - val\_loss: 0.2693 - val\_accuracy: 0.8599  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2693 - accuracy: 0.8587 - val\_loss: 0.2633 - val\_accuracy: 0.8598  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2628 - accuracy: 0.8580 - val\_loss: 0.2540 - val\_accuracy: 0.8572  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2447 - accuracy: 0.8589 - val\_loss: 0.1625 - val\_accuracy: 0.9637  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1281 - accuracy: 0.9765 - val\_loss: 0.0728 - val\_accuracy: 0.9903  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0632 - accuracy: 0.9910 - val\_loss: 0.0460 - val\_accuracy: 0.9924  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0401 - accuracy: 0.9964 - val\_loss: 0.0329 - val\_accuracy: 0.9962  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0299 - accuracy: 0.9973 - val\_loss: 0.0270 - val\_accuracy: 0.9968  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0248 - accuracy: 0.9974 - val\_loss: 0.0230 - val\_accuracy: 0.9964  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0209 - accuracy: 0.9979 - val\_loss: 0.0202 - val\_accuracy: 0.9964  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0189 - accuracy: 0.9979 - val\_loss: 0.0193 - val\_accuracy: 0.9956  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0167 - accuracy: 0.9977 - val\_loss: 0.0159 - val\_accuracy: 0.9969  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0148 - accuracy: 0.9979 - val\_loss: 0.0151 - val\_accuracy: 0.9963  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0140 - accuracy: 0.9979 - val\_loss: 0.0147 - val\_accuracy: 0.9963  
Epoch 1/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.9322 - accuracy: 0.5652 - val\_loss: 0.4591 - val\_accuracy: 0.7883  
Epoch 2/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.3938 - accuracy: 0.8237 - val\_loss: 0.2408 - val\_accuracy: 0.9298  
Epoch 3/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2071 - accuracy: 0.9368 - val\_loss: 0.1459 - val\_accuracy: 0.9522  
Epoch 4/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1306 - accuracy: 0.9592 - val\_loss: 0.0962 - val\_accuracy: 0.9711  
Epoch 5/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0861 - accuracy: 0.9741 - val\_loss: 0.0632 - val\_accuracy: 0.9898  
Epoch 6/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0583 - accuracy: 0.9919 - val\_loss: 0.0497 - val\_accuracy: 0.9891  
Epoch 7/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0465 - accuracy: 0.9956 - val\_loss: 0.0401 - val\_accuracy: 0.9947  
Epoch 8/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0375 - accuracy: 0.9969 - val\_loss: 0.0346 - val\_accuracy: 0.9930  
Epoch 9/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0326 - accuracy: 0.9968 - val\_loss: 0.0312 - val\_accuracy: 0.9931  
Epoch 10/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0277 - accuracy: 0.9974 - val\_loss: 0.0271 - val\_accuracy: 0.9954  
Epoch 11/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0263 - accuracy: 0.9973 - val\_loss: 0.0268 - val\_accuracy: 0.9919  
Epoch 12/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0234 - accuracy: 0.9974 - val\_loss: 0.0259 - val\_accuracy: 0.9904  
Epoch 13/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0216 - accuracy: 0.9977 - val\_loss: 0.0211 - val\_accuracy: 0.9961  
Epoch 14/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0208 - accuracy: 0.9976 - val\_loss: 0.0217 - val\_accuracy: 0.9933  
Epoch 15/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0187 - accuracy: 0.9978 - val\_loss: 0.0191 - val\_accuracy: 0.9946  
Epoch 16/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0182 - accuracy: 0.9975 - val\_loss: 0.0199 - val\_accuracy: 0.9928  
Epoch 17/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0165 - accuracy: 0.9979 - val\_loss: 0.0180 - val\_accuracy: 0.9944  
Epoch 18/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0157 - accuracy: 0.9979 - val\_loss: 0.0188 - val\_accuracy: 0.9927  
Epoch 19/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0151 - accuracy: 0.9977 - val\_loss: 0.0152 - val\_accuracy: 0.9953  
Epoch 20/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0147 - accuracy: 0.9981 - val\_loss: 0.0164 - val\_accuracy: 0.9940  
Epoch 1/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.8979 - accuracy: 0.5528 - val\_loss: 0.3774 - val\_accuracy: 0.8407  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3084 - accuracy: 0.8682 - val\_loss: 0.1528 - val\_accuracy: 0.9690  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1297 - accuracy: 0.9718 - val\_loss: 0.0843 - val\_accuracy: 0.9814  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0761 - accuracy: 0.9839 - val\_loss: 0.0585 - val\_accuracy: 0.9913  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0538 - accuracy: 0.9911 - val\_loss: 0.0454 - val\_accuracy: 0.9938  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0419 - accuracy: 0.9958 - val\_loss: 0.0369 - val\_accuracy: 0.9961  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0350 - accuracy: 0.9966 - val\_loss: 0.0316 - val\_accuracy: 0.9963  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0294 - accuracy: 0.9969 - val\_loss: 0.0274 - val\_accuracy: 0.9977  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0266 - accuracy: 0.9974 - val\_loss: 0.0255 - val\_accuracy: 0.9932  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0236 - accuracy: 0.9968 - val\_loss: 0.0224 - val\_accuracy: 0.9969  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0216 - accuracy: 0.9973 - val\_loss: 0.0211 - val\_accuracy: 0.9972  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0192 - accuracy: 0.9976 - val\_loss: 0.0195 - val\_accuracy: 0.9969  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0182 - accuracy: 0.9977 - val\_loss: 0.0182 - val\_accuracy: 0.9967  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0169 - accuracy: 0.9979 - val\_loss: 0.0166 - val\_accuracy: 0.9974  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0158 - accuracy: 0.9980 - val\_loss: 0.0170 - val\_accuracy: 0.9951  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0144 - accuracy: 0.9981 - val\_loss: 0.0156 - val\_accuracy: 0.9968  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0136 - accuracy: 0.9979 - val\_loss: 0.0153 - val\_accuracy: 0.9959  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0129 - accuracy: 0.9980 - val\_loss: 0.0135 - val\_accuracy: 0.9978  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0126 - accuracy: 0.9980 - val\_loss: 0.0131 - val\_accuracy: 0.9973  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0123 - accuracy: 0.9981 - val\_loss: 0.0122 - val\_accuracy: 0.9980

In [6]:

acc = acc.round(2)  
acc

Out [6]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 99.75 | 99.75 | 17.00 | 10.0 |
| 1 | 99.73 | 99.73 | 13.61 | 20.0 |
| 2 | 99.81 | 99.81 | 16.04 | 10.0 |
| 3 | 99.91 | 99.91 | 13.77 | 20.0 |
| 4 | 99.87 | 99.87 | 16.25 | 10.0 |

In [7]:

ANNAcc = acc.mean()  
ANNAcc

Out [7]:

train\_Acc 99.814  
test\_Acc 99.814  
time 15.334  
test\_size 14.000  
dtype: float64

# SVM

In [8]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class']  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
   
 #time start  
 start\_time = time.time()

model = SVC(kernel='poly')  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)  
 test\_score = model.score(X\_test,y\_test)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score\*100  
 acc.iloc[i,1] = test\_score\*100  
   
 #test size  
 acc.iloc[i,3] = n\*100  
  
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [9]:

acc = acc.round(2)  
acc

Out [9]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 77.87 | 77.82 | 122.13 | 10.0 |
| 1 | 77.83 | 77.84 | 97.32 | 20.0 |
| 2 | 77.87 | 77.82 | 123.19 | 10.0 |
| 3 | 77.83 | 77.84 | 97.60 | 20.0 |
| 4 | 77.87 | 77.82 | 122.43 | 10.0 |

In [10]:

SVMAcc = acc.mean()  
SVMAcc

Out [10]:

train\_Acc 77.854  
test\_Acc 77.828  
time 112.534  
test\_size 14.000  
dtype: float64

# KNN

In [11]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class']  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
  
   
 #time start  
 start\_time = time.time()  
   
 model = KNeighborsClassifier(n\_neighbors=3)  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)  
 test\_score = model.score(X\_test,y\_test)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score\*100  
 acc.iloc[i,1] = test\_score\*100  
   
 #test size  
 acc.iloc[i,3] = n\*100  
   
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [12]:

acc = acc.round(2)  
acc

Out [12]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 87.11 | 75.05 | 0.11 | 10.0 |
| 1 | 87.00 | 74.99 | 0.09 | 20.0 |
| 2 | 87.11 | 75.05 | 0.11 | 10.0 |
| 3 | 87.00 | 74.99 | 0.09 | 20.0 |
| 4 | 87.11 | 75.05 | 0.11 | 10.0 |

In [13]:

KNNAcc = acc.mean()  
KNNAcc

Out [13]:

train\_Acc 87.066  
test\_Acc 75.026  
time 0.102  
test\_size 14.000  
dtype: float64

# GPC

In [14]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class']  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
  
   
 #time start  
 start\_time = time.time()  
   
 model = GaussianProcessClassifier(multi\_class='one\_vs\_one')  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)  
 test\_score = model.score(X\_test,y\_test)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score\*100  
 acc.iloc[i,1] = test\_score\*100  
   
 #test size  
 acc.iloc[i,3] = n\*100  
  
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [15]:

acc = acc.round(2)  
acc

Out [15]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 100.0 | 73.60 | 105.62 | 10.0 |
| 1 | 100.0 | 73.35 | 79.16 | 20.0 |
| 2 | 100.0 | 73.60 | 106.46 | 10.0 |
| 3 | 100.0 | 73.35 | 79.50 | 20.0 |
| 4 | 100.0 | 73.60 | 105.55 | 10.0 |

In [16]:

GPCAcc = acc.mean()  
GPCAcc

Out [16]:

train\_Acc 100.000  
test\_Acc 73.500  
time 95.258  
test\_size 14.000  
dtype: float64

In [17]:

performance = {  
 "Performance" : ['Avg Train Accuracy','Avg Test Accuracy','Avg Run Time','Avg Test size'],  
 "ANN" : ANNAcc,  
 "SVM" : SVMAcc,  
 "KNN" : KNNAcc,  
 "GPC" : GPCAcc  
}  
Performance = pd.DataFrame(performance)  
Performance

Out [17]:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Performance | ANN | SVM | KNN | GPC |
| train\_Acc | Avg Train Accuracy | 99.814 | 77.854 | 87.066 | 100.000 |
| test\_Acc | Avg Test Accuracy | 99.814 | 77.828 | 75.026 | 73.500 |
| time | Avg Run Time | 15.334 | 112.534 | 0.102 | 95.258 |
| test\_size | Avg Test size | 14.000 | 14.000 | 14.000 | 14.000 |

In [18]:

pm = np.array([1,3,5,1/3,1,3,1/5,1/3,1]).reshape(3,3) #consistancy matrix  
pm = pd.DataFrame(pm)  
  
  
for i in range(3):  
 pm.iloc[:,i]=pm.iloc[:,i]/pm.iloc[:,i].sum()  
  
pm['criteria\_weight'] = pm.mean(axis=1)  
  
pmat = np.array([1,3,5,1/3,1,3,1/5,1/3,1]).reshape(3,3)#pd.read\_csv('../input/pairwise/pairWiseMatrix.csv',index\_col=0)  
pmat = pd.DataFrame(pmat)  
  
for i in range(3):  
 pmat.iloc[:,i] = pmat.iloc[:,i] \* pm.iloc[i,3]  
  
pmat['weighted\_sum\_value'] = pmat.sum(axis=1)  
  
pmat['weighted\_sum\_value/criteria\_weight'] = pmat['weighted\_sum\_value']/pm['criteria\_weight']  
  
lamda = pmat['weighted\_sum\_value/criteria\_weight'].mean()  
r = len(pm.index)  
CI = (lamda-r)/(r-1)  
k= pd.read\_csv('../input/pairwise/RCI.csv')  
for i in range(15):  
 if i==r-1:  
 RI=k.iloc[i,1]  
  
CR=CI/RI  
  
if CR < 0.1:  
 print("The Matrix is Consistent.")  
else:  
 print("The Matrix is In-Consistent.")

The Matrix is Consistent.

In [19]:

p1 = Performance.iloc[0:3,1:5].T  
p2 = pd.DataFrame(columns = p1.columns)  
p2 = p2.T  
p2["max"] = 0  
p2["min"] = 0  
p2 = p2.T  
for i in range(len(p2.columns)):  
 p2.iloc[0,i] = p1.iloc[:,i].max()  
 p2.iloc[1,i] = p1.iloc[:,i].min()  
  
# max-min normalizer = 0  
# linear normalizer = 1  
normalizer = 0  
  
if normalizer == 0 :  
 for i in range(len(p1.columns)):  
 if i==2: #Non Beneficial  
 p1.iloc[:,i] = (p2.iloc[0,i]-p1.iloc[:,i])/(p2.iloc[0,i] - p2.iloc[1,i])  
  
 else: #Beneficial  
 p1.iloc[:,i] = (p1.iloc[:,i]-p2.iloc[1,i])/(p2.iloc[0,i] - p2.iloc[1,i])  
  
else:  
 for i in range(len(p1.columns)):  
 if i==2: #Non Beneficial  
 p1.iloc[:,i] = p2.iloc[1,i]/p1.iloc[:,i]  
  
 else: #Beneficial  
 p1.iloc[:,i] = p1.iloc[:,i]/ p2.iloc[0,i]  
  
#weight = np.array(pm["criteria\_weight"]).reshape(1,3)  
weight = np.array([0.5,0.3,0.2]).reshape(3,1)  
p1["p-w"] = np.dot(p1,weight)  
p1

Out [19]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | p-w |
| ANN | 0.991601 | 1.000000 | 0.864523 | 0.968705 |
| SVM | 0.000000 | 0.164475 | 0.000000 | 0.049343 |
| KNN | 0.415967 | 0.057992 | 1.000000 | 0.425381 |
| GPC | 1.000000 | 0.000000 | 0.153657 | 0.530731 |

In [20]:

p1.round(2)

Out [20]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | p-w |
| ANN | 0.99 | 1.00 | 0.86 | 0.97 |
| SVM | 0.00 | 0.16 | 0.00 | 0.05 |
| KNN | 0.42 | 0.06 | 1.00 | 0.43 |
| GPC | 1.00 | 0.00 | 0.15 | 0.53 |

2.SAWML\_v4.0,100k

# Importing Libraries

In [1]:

import pandas as pd  
import numpy as np  
import seaborn as sns  
  
import tensorflow as tf  
import keras  
from keras.utils import to\_categorical  
from keras.models import Sequential  
from keras.optimizers import SGD  
from keras.layers import Dense  
  
from sklearn.svm import SVC  
from sklearn.gaussian\_process import GaussianProcessClassifier  
from sklearn.neighbors import KNeighborsClassifier  
  
from sklearn.model\_selection import cross\_val\_score  
from sklearn.model\_selection import StratifiedKFold  
from sklearn.preprocessing import LabelEncoder  
from sklearn.model\_selection import train\_test\_split  
from sklearn.preprocessing import StandardScaler  
import time

# Importing Data

In [2]:

data = pd.read\_csv('../input/thesis/dumy100000.csv')

# MCDM

# SAW

In [3]:

dn = 0  
dn = data.copy()  
del dn['Unnamed: 0']  
d1 = dn.copy()  
  
d2 = pd.DataFrame(columns = d1.columns)  
d2 = d2.T  
d2["max"] = 0  
d2["min"] = 0  
d2 = d2.T  
  
for i in range(len(d2.columns)):  
 d2.iloc[0,i] = d1.iloc[:,i].max()  
 d2.iloc[1,i] = d1.iloc[:,i].min()  
  
# max-min normalizer = 0  
# linear normalizer = 1  
normalizer = 0  
  
if normalizer == 0 :  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = (d2.iloc[0,i]-d1.iloc[:,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
 else: #Beneficial  
 d1.iloc[:,i] = (d1.iloc[:,i]-d2.iloc[1,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
else:  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = d2.iloc[1,i]/d1.iloc[:,i]  
  
 else: #Beneficial  
 d1.iloc[:,i] = d1.iloc[:,i]/ d2.iloc[0,i]  
  
w = [0.15, 0.20, 0.30, 0.15, 0.20]  
d1 = d1\*w  
  
d1['performance'] = d1.iloc[:].sum(axis=1)  
  
dn['performance'] = d1['performance']  
dn = dn.sort\_values(by=['performance'], ascending=True)  
  
dn['RunCumCost'] = dn['performance'].cumsum()  
TotSum = dn['performance'].sum()  
dn['RunCostPerc'] = (dn['RunCumCost']/TotSum)\*100  
  
def ABC\_segmentation(perc):  
 '''  
 top A - top 20%, C - last 50% and B - between A & C   
 '''  
 if perc > 80 :  
 return 'A'  
 elif perc >= 50 and perc <= 80:  
 return 'B'  
 elif perc < 50:  
 return 'C'  
  
dn['Class'] = dn['RunCostPerc'].apply(ABC\_segmentation)  
  
ax = sns.countplot(x = dn['Class'],data = dn,label= 'Count')  
dn['Class'].value\_counts()  
  
dn['productid'] = dn.index  
dn = dn.sort\_values(by=['productid'], ascending=True)  
del dn['productid']  
  
SAW\_Class = dn['Class']  
  
C,B,A = dn['Class'].value\_counts()  
print(round(100\*A/dn['Class'].value\_counts().sum(),2),"% ->","A:",A)  
print(round(100\*B/dn['Class'].value\_counts().sum(),2),"% ->","B:",B)  
print(round(100\*C/dn['Class'].value\_counts().sum(),2),"% ->","C:",C)  
print("Total: ",dn['Class'].value\_counts().sum())  
dn.head()

14.43 % -> A: 14431  
25.85 % -> B: 25850  
59.72 % -> C: 59719  
Total: 100000

Out [3]:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | mfg | sell | demand | fcost | rma | performance | RunCumCost | RunCostPerc | Class |
| 0 | 71 | 156.91 | 1595 | 49.7 | 3 | 0.500506 | 20035.145963 | 40.033583 | C |
| 1 | 474 | 1047.54 | 6877 | 331.8 | 3 | 0.698912 | 45792.067588 | 91.500235 | A |
| 2 | 70 | 154.70 | 5182 | 49.0 | 3 | 0.696419 | 45583.448850 | 91.083379 | A |
| 3 | 417 | 921.57 | 3914 | 291.9 | 3 | 0.549959 | 27976.109958 | 55.900962 | B |
| 4 | 239 | 528.19 | 4496 | 167.3 | 2 | 0.521354 | 23532.483611 | 47.021851 | C |

![](data:image/png;base64;base64,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)

# Learning

In [4]:

iteration = 5  
row\_col = np.zeros([iteration,])  
  
acc = pd.DataFrame()  
acc['train\_Acc'] = row\_col  
acc['test\_Acc'] = row\_col  
acc['time'] = row\_col  
acc['test\_size'] = row\_col  
start\_time = 0  
end\_time = 0  
train\_score = 0  
test\_score = 0  
  
#split\_size   
n = .1

# ANN

In [5]:

for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class'] #.iloc[0:100,-1]   
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 y = to\_categorical(y)  
  
 X\_train,X\_test,y\_train,y\_test = train\_test\_split(X, y ,test\_size = n, random\_state=0)  
 X\_train,X\_val,y\_train,y\_val = train\_test\_split(X\_train, y\_train ,test\_size = n, random\_state=0)  
  
 sc = StandardScaler()  
 X\_train = sc.fit\_transform(X\_train)  
 X\_test = sc.fit\_transform(X\_test)  
 X\_val = sc.fit\_transform(X\_val)  
   
 #time start  
 start\_time = time.time()  
   
 model = Sequential()  
 model.add(Dense(5, activation='relu', input\_shape=(X\_train.shape[1],)))  
 model.add(Dense(3, activation='relu'))  
 model.add(Dense(3, activation='softmax'))  
 model.compile(loss='categorical\_crossentropy', optimizer='adam', metrics=['accuracy'])  
 model.fit(X\_train,y\_train,batch\_size = 128, epochs = 20, validation\_data = (X\_val,y\_val))  
  
 #time end  
 end\_time = time.time()  
   
 train\_score = model.evaluate(X\_train,y\_train,verbose=0)  
 test\_score = model.evaluate(X\_test,y\_test,verbose=0)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score[1]\*100  
 acc.iloc[i,1] = train\_score[1]\*100  
   
 #test size  
 acc.iloc[i,3] = n\*100  
   
 if n == .1:  
 n = .2  
 else :  
 n = .1

Epoch 1/20  
633/633 [==============================] - 2s 2ms/step - loss: 0.7534 - accuracy: 0.7458 - val\_loss: 0.2294 - val\_accuracy: 0.9703  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1681 - accuracy: 0.9828 - val\_loss: 0.0893 - val\_accuracy: 0.9870  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0762 - accuracy: 0.9922 - val\_loss: 0.0601 - val\_accuracy: 0.9887  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0525 - accuracy: 0.9948 - val\_loss: 0.0462 - val\_accuracy: 0.9922  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0408 - accuracy: 0.9960 - val\_loss: 0.0393 - val\_accuracy: 0.9893  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0343 - accuracy: 0.9958 - val\_loss: 0.0340 - val\_accuracy: 0.9914  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0287 - accuracy: 0.9969 - val\_loss: 0.0291 - val\_accuracy: 0.9940  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0255 - accuracy: 0.9972 - val\_loss: 0.0268 - val\_accuracy: 0.9932  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0229 - accuracy: 0.9974 - val\_loss: 0.0262 - val\_accuracy: 0.9919  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0210 - accuracy: 0.9973 - val\_loss: 0.0235 - val\_accuracy: 0.9932  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0193 - accuracy: 0.9976 - val\_loss: 0.0210 - val\_accuracy: 0.9943  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0176 - accuracy: 0.9978 - val\_loss: 0.0215 - val\_accuracy: 0.9931  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0158 - accuracy: 0.9979 - val\_loss: 0.0208 - val\_accuracy: 0.9921  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0158 - accuracy: 0.9973 - val\_loss: 0.0181 - val\_accuracy: 0.9942  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0149 - accuracy: 0.9979 - val\_loss: 0.0188 - val\_accuracy: 0.9923  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0139 - accuracy: 0.9975 - val\_loss: 0.0188 - val\_accuracy: 0.9923  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0133 - accuracy: 0.9980 - val\_loss: 0.0180 - val\_accuracy: 0.9930  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0125 - accuracy: 0.9979 - val\_loss: 0.0158 - val\_accuracy: 0.9942  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0121 - accuracy: 0.9981 - val\_loss: 0.0185 - val\_accuracy: 0.9931  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0120 - accuracy: 0.9977 - val\_loss: 0.0158 - val\_accuracy: 0.9938  
Epoch 1/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.9427 - accuracy: 0.6090 - val\_loss: 0.4895 - val\_accuracy: 0.8090  
Epoch 2/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.4188 - accuracy: 0.8294 - val\_loss: 0.2606 - val\_accuracy: 0.8430  
Epoch 3/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2257 - accuracy: 0.9346 - val\_loss: 0.1551 - val\_accuracy: 0.9776  
Epoch 4/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1387 - accuracy: 0.9836 - val\_loss: 0.1045 - val\_accuracy: 0.9858  
Epoch 5/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0955 - accuracy: 0.9917 - val\_loss: 0.0763 - val\_accuracy: 0.9912  
Epoch 6/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0720 - accuracy: 0.9948 - val\_loss: 0.0594 - val\_accuracy: 0.9932  
Epoch 7/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0559 - accuracy: 0.9958 - val\_loss: 0.0484 - val\_accuracy: 0.9933  
Epoch 8/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0452 - accuracy: 0.9960 - val\_loss: 0.0406 - val\_accuracy: 0.9954  
Epoch 9/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0392 - accuracy: 0.9957 - val\_loss: 0.0351 - val\_accuracy: 0.9944  
Epoch 10/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0341 - accuracy: 0.9966 - val\_loss: 0.0311 - val\_accuracy: 0.9946  
Epoch 11/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0295 - accuracy: 0.9970 - val\_loss: 0.0275 - val\_accuracy: 0.9962  
Epoch 12/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0265 - accuracy: 0.9968 - val\_loss: 0.0251 - val\_accuracy: 0.9954  
Epoch 13/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0239 - accuracy: 0.9975 - val\_loss: 0.0230 - val\_accuracy: 0.9958  
Epoch 14/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0224 - accuracy: 0.9971 - val\_loss: 0.0226 - val\_accuracy: 0.9929  
Epoch 15/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0203 - accuracy: 0.9976 - val\_loss: 0.0225 - val\_accuracy: 0.9930  
Epoch 16/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0188 - accuracy: 0.9970 - val\_loss: 0.0209 - val\_accuracy: 0.9938  
Epoch 17/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0180 - accuracy: 0.9972 - val\_loss: 0.0189 - val\_accuracy: 0.9946  
Epoch 18/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0171 - accuracy: 0.9974 - val\_loss: 0.0169 - val\_accuracy: 0.9960  
Epoch 19/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0162 - accuracy: 0.9974 - val\_loss: 0.0179 - val\_accuracy: 0.9940  
Epoch 20/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0156 - accuracy: 0.9972 - val\_loss: 0.0174 - val\_accuracy: 0.9932  
Epoch 1/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.7680 - accuracy: 0.6386 - val\_loss: 0.4006 - val\_accuracy: 0.8244  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3377 - accuracy: 0.8852 - val\_loss: 0.1903 - val\_accuracy: 0.9661  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1582 - accuracy: 0.9798 - val\_loss: 0.1072 - val\_accuracy: 0.9837  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0929 - accuracy: 0.9929 - val\_loss: 0.0720 - val\_accuracy: 0.9931  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0645 - accuracy: 0.9956 - val\_loss: 0.0544 - val\_accuracy: 0.9933  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0488 - accuracy: 0.9966 - val\_loss: 0.0434 - val\_accuracy: 0.9930  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0385 - accuracy: 0.9969 - val\_loss: 0.0378 - val\_accuracy: 0.9919  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0320 - accuracy: 0.9968 - val\_loss: 0.0340 - val\_accuracy: 0.9918  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0276 - accuracy: 0.9971 - val\_loss: 0.0267 - val\_accuracy: 0.9949  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0235 - accuracy: 0.9973 - val\_loss: 0.0258 - val\_accuracy: 0.9940  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0213 - accuracy: 0.9978 - val\_loss: 0.0228 - val\_accuracy: 0.9938  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0194 - accuracy: 0.9975 - val\_loss: 0.0226 - val\_accuracy: 0.9924  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0176 - accuracy: 0.9976 - val\_loss: 0.0194 - val\_accuracy: 0.9943  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0160 - accuracy: 0.9978 - val\_loss: 0.0200 - val\_accuracy: 0.9921  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0157 - accuracy: 0.9979 - val\_loss: 0.0190 - val\_accuracy: 0.9940  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0140 - accuracy: 0.9980 - val\_loss: 0.0211 - val\_accuracy: 0.9914  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0137 - accuracy: 0.9974 - val\_loss: 0.0182 - val\_accuracy: 0.9930  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0128 - accuracy: 0.9980 - val\_loss: 0.0177 - val\_accuracy: 0.9932  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0121 - accuracy: 0.9980 - val\_loss: 0.0174 - val\_accuracy: 0.9931  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0119 - accuracy: 0.9978 - val\_loss: 0.0141 - val\_accuracy: 0.9943  
Epoch 1/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.9685 - accuracy: 0.5783 - val\_loss: 0.5623 - val\_accuracy: 0.7966  
Epoch 2/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.5131 - accuracy: 0.8115 - val\_loss: 0.4289 - val\_accuracy: 0.8266  
Epoch 3/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.4060 - accuracy: 0.8380 - val\_loss: 0.3751 - val\_accuracy: 0.8359  
Epoch 4/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.3617 - accuracy: 0.8440 - val\_loss: 0.3439 - val\_accuracy: 0.8392  
Epoch 5/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.3318 - accuracy: 0.8499 - val\_loss: 0.3241 - val\_accuracy: 0.8409  
Epoch 6/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.3143 - accuracy: 0.8510 - val\_loss: 0.3106 - val\_accuracy: 0.8408  
Epoch 7/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.3020 - accuracy: 0.8505 - val\_loss: 0.3000 - val\_accuracy: 0.8433  
Epoch 8/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2945 - accuracy: 0.8500 - val\_loss: 0.2920 - val\_accuracy: 0.8435  
Epoch 9/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2836 - accuracy: 0.8534 - val\_loss: 0.2859 - val\_accuracy: 0.8410  
Epoch 10/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2808 - accuracy: 0.8486 - val\_loss: 0.2800 - val\_accuracy: 0.8432  
Epoch 11/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2743 - accuracy: 0.8490 - val\_loss: 0.2755 - val\_accuracy: 0.8410  
Epoch 12/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2695 - accuracy: 0.8497 - val\_loss: 0.2715 - val\_accuracy: 0.8382  
Epoch 13/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2652 - accuracy: 0.8489 - val\_loss: 0.2639 - val\_accuracy: 0.8421  
Epoch 14/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2561 - accuracy: 0.8474 - val\_loss: 0.2540 - val\_accuracy: 0.8372  
Epoch 15/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2458 - accuracy: 0.8422 - val\_loss: 0.2335 - val\_accuracy: 0.8833  
Epoch 16/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2165 - accuracy: 0.9107 - val\_loss: 0.1559 - val\_accuracy: 0.9770  
Epoch 17/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1491 - accuracy: 0.9742 - val\_loss: 0.1289 - val\_accuracy: 0.9760  
Epoch 18/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1261 - accuracy: 0.9772 - val\_loss: 0.1138 - val\_accuracy: 0.9778  
Epoch 19/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1145 - accuracy: 0.9796 - val\_loss: 0.1053 - val\_accuracy: 0.9797  
Epoch 20/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1052 - accuracy: 0.9831 - val\_loss: 0.0998 - val\_accuracy: 0.9756  
Epoch 1/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.8508 - accuracy: 0.5980 - val\_loss: 0.2921 - val\_accuracy: 0.9246  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2249 - accuracy: 0.9502 - val\_loss: 0.1180 - val\_accuracy: 0.9813  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0981 - accuracy: 0.9884 - val\_loss: 0.0714 - val\_accuracy: 0.9903  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0628 - accuracy: 0.9925 - val\_loss: 0.0526 - val\_accuracy: 0.9933  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0472 - accuracy: 0.9950 - val\_loss: 0.0439 - val\_accuracy: 0.9899  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0386 - accuracy: 0.9962 - val\_loss: 0.0370 - val\_accuracy: 0.9920  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0330 - accuracy: 0.9960 - val\_loss: 0.0319 - val\_accuracy: 0.9939  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0277 - accuracy: 0.9972 - val\_loss: 0.0300 - val\_accuracy: 0.9918  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0242 - accuracy: 0.9976 - val\_loss: 0.0266 - val\_accuracy: 0.9928  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0222 - accuracy: 0.9970 - val\_loss: 0.0241 - val\_accuracy: 0.9937  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0204 - accuracy: 0.9978 - val\_loss: 0.0242 - val\_accuracy: 0.9930  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0193 - accuracy: 0.9972 - val\_loss: 0.0229 - val\_accuracy: 0.9934  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0184 - accuracy: 0.9975 - val\_loss: 0.0237 - val\_accuracy: 0.9917  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0165 - accuracy: 0.9977 - val\_loss: 0.0194 - val\_accuracy: 0.9939  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0157 - accuracy: 0.9979 - val\_loss: 0.0197 - val\_accuracy: 0.9936  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0151 - accuracy: 0.9974 - val\_loss: 0.0193 - val\_accuracy: 0.9927  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0144 - accuracy: 0.9977 - val\_loss: 0.0188 - val\_accuracy: 0.9932  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0135 - accuracy: 0.9975 - val\_loss: 0.0188 - val\_accuracy: 0.9930  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0130 - accuracy: 0.9977 - val\_loss: 0.0160 - val\_accuracy: 0.9943  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0127 - accuracy: 0.9979 - val\_loss: 0.0180 - val\_accuracy: 0.9933

In [6]:

acc = acc.round(2)  
acc

Out [6]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 99.81 | 99.81 | 16.34 | 10.0 |
| 1 | 99.84 | 99.84 | 13.22 | 20.0 |
| 2 | 99.80 | 99.80 | 15.70 | 10.0 |
| 3 | 97.95 | 97.95 | 13.45 | 20.0 |
| 4 | 99.81 | 99.81 | 15.58 | 10.0 |

In [7]:

ANNAcc = acc.mean()  
ANNAcc

Out [7]:

train\_Acc 99.442  
test\_Acc 99.442  
time 14.858  
test\_size 14.000  
dtype: float64

# SVM

In [8]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class']  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
   
 #time start  
 start\_time = time.time()  
   
   
 model = SVC(kernel='poly')  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)  
 test\_score = model.score(X\_test,y\_test)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score\*100  
 acc.iloc[i,1] = test\_score\*100  
   
 #test size  
 acc.iloc[i,3] = n\*100  
  
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [9]:

acc = acc.round(2)  
acc

Out [9]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 64.60 | 65.28 | 528.50 | 10.0 |
| 1 | 64.59 | 64.84 | 297.06 | 20.0 |
| 2 | 64.60 | 65.28 | 281.57 | 10.0 |
| 3 | 64.59 | 64.84 | 354.49 | 20.0 |
| 4 | 64.60 | 65.28 | 376.64 | 10.0 |

In [10]:

SVMAcc = acc.mean()  
SVMAcc

Out [10]:

train\_Acc 64.596  
test\_Acc 65.104  
time 367.652  
test\_size 14.000  
dtype: float64

# KNN

In [11]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class']  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
  
   
 #time start  
 start\_time = time.time()  
   
 model = KNeighborsClassifier(n\_neighbors=3)  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)\*100  
 test\_score = model.score(X\_test,y\_test)\*100  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score  
 acc.iloc[i,1] = test\_score  
   
 #test size  
 acc.iloc[i,3] = n\*100  
   
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [12]:

acc = acc.round(2)  
acc

Out [12]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 80.44 | 63.32 | 0.13 | 10.0 |
| 1 | 80.33 | 63.04 | 0.11 | 20.0 |
| 2 | 80.44 | 63.32 | 0.13 | 10.0 |
| 3 | 80.33 | 63.04 | 0.11 | 20.0 |
| 4 | 80.44 | 63.32 | 0.13 | 10.0 |

In [13]:

KNNAcc = acc.mean()  
KNNAcc

Out [13]:

train\_Acc 80.396  
test\_Acc 63.208  
time 0.122  
test\_size 14.000  
dtype: float64

# GPC

In [14]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class'] #.iloc[0:100,-1]  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
  
   
 #time start  
 start\_time = time.time()  
   
 model = GaussianProcessClassifier(multi\_class='one\_vs\_one')  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)\*100  
 test\_score = model.score(X\_test,y\_test)\*100  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score  
 acc.iloc[i,1] = test\_score  
   
 #test size  
 acc.iloc[i,3] = n\*100  
  
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [15]:

acc = acc.round(2)  
acc

Out [15]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 100.0 | 61.8 | 86.91 | 10.0 |
| 1 | 100.0 | 63.1 | 65.36 | 20.0 |
| 2 | 100.0 | 61.8 | 86.40 | 10.0 |
| 3 | 100.0 | 63.1 | 65.02 | 20.0 |
| 4 | 100.0 | 61.8 | 85.79 | 10.0 |

In [16]:

GPCAcc = acc.mean()  
GPCAcc

Out[16]:

train\_Acc 100.000  
test\_Acc 62.320  
time 77.896  
test\_size 14.000  
dtype: float64

In [17]:

performance = {  
 "Performance" : ['Avg Train Accuracy','Avg Test Accuracy','Avg Run Time','Avg Test size'],  
 "ANN" : ANNAcc,  
 "SVM" : SVMAcc,  
 "KNN" : KNNAcc,  
 "GPC" : GPCAcc  
}  
Performance = pd.DataFrame(performance)  
Performance.round(2)

Out[17]:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Performance | ANN | SVM | KNN | GPC |
| train\_Acc | Avg Train Accuracy | 99.44 | 64.60 | 80.40 | 100.00 |
| test\_Acc | Avg Test Accuracy | 99.44 | 65.10 | 63.21 | 62.32 |
| time | Avg Run Time | 14.86 | 367.65 | 0.12 | 77.90 |
| test\_size | Avg Test size | 14.00 | 14.00 | 14.00 | 14.00 |

In [18]:

p1 = Performance.iloc[0:3,1:5].T  
p2 = pd.DataFrame(columns = p1.columns)  
p2 = p2.T  
p2["max"] = 0  
p2["min"] = 0  
p2 = p2.T  
for i in range(len(p2.columns)):  
 p2.iloc[0,i] = p1.iloc[:,i].max()  
 p2.iloc[1,i] = p1.iloc[:,i].min()  
  
# max-min normalizer = 0  
# linear normalizer = 1  
normalizer = 0  
  
if normalizer == 0 :  
 for i in range(len(p1.columns)):  
 if i==2: #Non Beneficial  
 p1.iloc[:,i] = (p2.iloc[0,i]-p1.iloc[:,i])/(p2.iloc[0,i] - p2.iloc[1,i])  
  
 else: #Beneficial  
 p1.iloc[:,i] = (p1.iloc[:,i]-p2.iloc[1,i])/(p2.iloc[0,i] - p2.iloc[1,i])  
  
else:  
 for i in range(len(p1.columns)):  
 if i==2: #Non Beneficial  
 p1.iloc[:,i] = p2.iloc[1,i]/p1.iloc[:,i]  
  
 else: #Beneficial  
 p1.iloc[:,i] = p1.iloc[:,i]/ p2.iloc[0,i]  
  
weight = np.array([0.5,0.3,0.2]).reshape(3,1)  
p1["p-w"] = np.dot(p1,weight)  
p1

Out[18]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | p-w |
| ANN | 0.984239 | 1.000000 | 0.959905 | 0.984101 |
| SVM | 0.000000 | 0.074996 | 0.000000 | 0.022499 |
| KNN | 0.446277 | 0.023921 | 1.000000 | 0.430315 |
| GPC | 1.000000 | 0.000000 | 0.788387 | 0.657677 |

In [19]:

p1.round(2)

Out[19]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | p-w |
| ANN | 0.98 | 1.00 | 0.96 | 0.98 |
| SVM | 0.00 | 0.07 | 0.00 | 0.02 |
| KNN | 0.45 | 0.02 | 1.00 | 0.43 |
| GPC | 1.00 | 0.00 | 0.79 | 0.66 |

3.VIKORML\_v4.0,100k

# Importing Libraries

In [1]:

import pandas as pd  
import numpy as np  
import seaborn as sns  
  
import tensorflow as tf  
import keras  
from keras.utils import to\_categorical  
from keras.models import Sequential  
from keras.optimizers import SGD  
from keras.layers import Dense  
  
from sklearn.svm import SVC  
from sklearn.gaussian\_process import GaussianProcessClassifier  
from sklearn.neighbors import KNeighborsClassifier  
  
from sklearn.model\_selection import cross\_val\_score  
from sklearn.model\_selection import StratifiedKFold  
from sklearn.preprocessing import LabelEncoder  
from sklearn.model\_selection import train\_test\_split  
from sklearn.preprocessing import StandardScaler  
import time

# Importing Data

In [2]:

data = pd.read\_csv('../input/thesis/dumy100000.csv')

# MCDM

# VIKOR

In [3]:

dn = 0  
dn = data.copy()  
del dn['Unnamed: 0']  
d1 = dn.copy()  
  
d2 = pd.DataFrame(columns = d1.columns)  
d2 = d2.T  
d2["max"] = 0  
d2["min"] = 0  
d2 = d2.T  
  
for i in range(len(d2.columns)):  
 d2.iloc[0,i] = d1.iloc[:,i].max()  
 d2.iloc[1,i] = d1.iloc[:,i].min()  
  
# max-min normalizer = 0  
# linear normalizer = 1  
normalizer = 0  
  
if normalizer == 0 :  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = (d2.iloc[0,i]-d1.iloc[:,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
 else: #Beneficial  
 d1.iloc[:,i] = (d1.iloc[:,i]-d2.iloc[1,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
else:  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = d2.iloc[1,i]/d1.iloc[:,i]  
  
 else: #Beneficial  
 d1.iloc[:,i] = d1.iloc[:,i]/ d2.iloc[0,i]  
  
w = [0.15, 0.20, 0.30, 0.15, 0.20]  
d1 = d1\*w  
  
d1['si'] = d1.iloc[:].sum(axis=1)  
  
d1['ri'] = d1.iloc[:,0:-2].max(axis=1)  
  
s\_best = d1['si'].min()  
s\_worst = d1['si'].max()  
r\_best = d1['ri'].min()  
r\_worst = d1['ri'].max()  
neu = 0.5  
  
d1['qi'] = d1.apply(lambda row: neu\*((row.si-s\_best)/(s\_worst-s\_best))+(1-neu)\*((row.ri-r\_best)/(r\_worst-r\_best)) , axis =1 )  
  
dn['qi'] = d1['qi']  
  
dn = dn.sort\_values(by=['qi'], ascending=False)  
  
dn['RunCumCost'] = dn['qi'].cumsum()  
TotSum = dn['qi'].sum()  
dn['RunCostPerc'] = (dn['RunCumCost']/TotSum)\*100  
  
dn['Rank'] = dn['RunCostPerc'].rank()  
dn['RunItemCum'] = dn['Rank'].cumsum()  
TotItemSum = dn['Rank'].sum()  
dn['RunItemPerc'] = (dn['RunItemCum']/TotItemSum)\*100  
  
def ABC\_segmentation(perc):  
 '''  
 top A - top 20%, C - last 50% and B - between A & C  
   
 '''  
 if perc > 80 :  
 return 'A'  
 elif perc >= 50 and perc <= 80:  
 return 'B'  
 elif perc < 50:  
 return 'C'  
  
dn['Class'] = dn['RunItemPerc'].apply(ABC\_segmentation)  
  
ax = sns.countplot(x = dn['Class'],data = dn,label= 'Count')  
dn['Class'].value\_counts()  
  
dn['productid'] = dn.index  
dn = dn.sort\_values(by=['productid'], ascending=True)  
del dn['productid']  
VIKOR\_Class = dn['Class']  
  
C,B,A = dn['Class'].value\_counts()  
print(round(100\*A/dn['Class'].value\_counts().sum(),2),"% ->","A:",A)  
print(round(100\*B/dn['Class'].value\_counts().sum(),2),"% ->","B:",B)  
print(round(100\*C/dn['Class'].value\_counts().sum(),2),"% ->","C:",C)  
print("Total: ",dn['Class'].value\_counts().sum())  
dn.head()

10.56 % -> A: 10558  
18.73 % -> B: 18732  
70.71 % -> C: 70710  
Total: 100000

Out [3]:

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | mfg | sell | demand | fcost | rma | qi | RunCumCost | RunCostPerc | Rank | RunItemCum | RunItemPerc | Class |
| 0 | 71 | 156.91 | 1595 | 49.7 | 3 | 0.383965 | 36257.514659 | 76.779078 | 59291.0 | 1.757741e+09 | 35.154468 | C |
| 1 | 474 | 1047.54 | 6877 | 331.8 | 3 | 0.901189 | 1962.408386 | 4.155605 | 2101.0 | 2.208151e+06 | 0.044163 | C |
| 2 | 70 | 154.70 | 5182 | 49.0 | 3 | 0.683190 | 16176.765170 | 34.255992 | 20391.0 | 2.079066e+08 | 4.158091 | C |
| 3 | 417 | 921.57 | 3914 | 291.9 | 3 | 0.473220 | 29837.401955 | 63.183818 | 44227.0 | 9.780359e+08 | 19.560522 | C |
| 4 | 239 | 528.19 | 4496 | 167.3 | 2 | 0.449204 | 31487.105629 | 66.677238 | 47806.0 | 1.142731e+09 | 22.854386 | C |

![](data:image/png;base64;base64,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)

# Machine Learning

In [4]:

iteration = 5  
row\_col = np.zeros([iteration,])  
  
acc = pd.DataFrame()  
acc['train\_Acc'] = row\_col  
acc['test\_Acc'] = row\_col  
acc['time'] = row\_col  
acc['test\_size'] = row\_col  
start\_time = 0  
end\_time = 0  
train\_score = 0  
test\_score = 0  
  
#split\_size   
n = .1

# ANN

In [5]:

for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class'] #.iloc[0:100,-1]   
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 y = to\_categorical(y)  
  
 X\_train,X\_test,y\_train,y\_test = train\_test\_split(X, y ,test\_size = n, random\_state=0)  
 X\_train,X\_val,y\_train,y\_val = train\_test\_split(X\_train, y\_train ,test\_size = n, random\_state=0)  
  
 sc = StandardScaler()  
 X\_train = sc.fit\_transform(X\_train)  
 X\_test = sc.fit\_transform(X\_test)  
 X\_val = sc.fit\_transform(X\_val)  
   
 #time start  
 start\_time = time.time()  
   
 model = Sequential()  
 model.add(Dense(5, activation='relu', input\_shape=(X\_train.shape[1],)))  
 model.add(Dense(3, activation='relu'))  
 model.add(Dense(3, activation='softmax'))  
 model.compile(loss='categorical\_crossentropy', optimizer='adam', metrics=['accuracy'])  
 model.fit(X\_train,y\_train,batch\_size = 128, epochs = 20, validation\_data = (X\_val,y\_val))  
  
 #time end  
 end\_time = time.time()  
   
 train\_score = model.evaluate(X\_train,y\_train,verbose=0)  
 test\_score = model.evaluate(X\_test,y\_test,verbose=0)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score[1]\*100  
 acc.iloc[i,1] = train\_score[1]\*100  
   
 #test size  
 acc.iloc[i,3] = n\*100  
   
 if n == .1:  
 n = .2  
 else :  
 n = .1

Epoch 1/20  
633/633 [==============================] - 2s 2ms/step - loss: 1.0209 - accuracy: 0.6256 - val\_loss: 0.7108 - val\_accuracy: 0.8104  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.6138 - accuracy: 0.8121 - val\_loss: 0.4350 - val\_accuracy: 0.8699  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.4056 - accuracy: 0.8741 - val\_loss: 0.3378 - val\_accuracy: 0.9120  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3225 - accuracy: 0.9158 - val\_loss: 0.2827 - val\_accuracy: 0.9413  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2719 - accuracy: 0.9421 - val\_loss: 0.2448 - val\_accuracy: 0.9486  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2371 - accuracy: 0.9522 - val\_loss: 0.2171 - val\_accuracy: 0.9506  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2119 - accuracy: 0.9535 - val\_loss: 0.1937 - val\_accuracy: 0.9550  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1900 - accuracy: 0.9585 - val\_loss: 0.1756 - val\_accuracy: 0.9593  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1723 - accuracy: 0.9609 - val\_loss: 0.1611 - val\_accuracy: 0.9614  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1580 - accuracy: 0.9638 - val\_loss: 0.1467 - val\_accuracy: 0.9646  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1448 - accuracy: 0.9652 - val\_loss: 0.1356 - val\_accuracy: 0.9669  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1334 - accuracy: 0.9689 - val\_loss: 0.1255 - val\_accuracy: 0.9678  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1232 - accuracy: 0.9709 - val\_loss: 0.1171 - val\_accuracy: 0.9704  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1146 - accuracy: 0.9724 - val\_loss: 0.1097 - val\_accuracy: 0.9728  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1061 - accuracy: 0.9747 - val\_loss: 0.1027 - val\_accuracy: 0.9758  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0990 - accuracy: 0.9782 - val\_loss: 0.0969 - val\_accuracy: 0.9780  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0931 - accuracy: 0.9796 - val\_loss: 0.0905 - val\_accuracy: 0.9812  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0876 - accuracy: 0.9833 - val\_loss: 0.0865 - val\_accuracy: 0.9807  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0828 - accuracy: 0.9846 - val\_loss: 0.0803 - val\_accuracy: 0.9854  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0792 - accuracy: 0.9862 - val\_loss: 0.0770 - val\_accuracy: 0.9852  
Epoch 1/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.8669 - accuracy: 0.7046 - val\_loss: 0.4532 - val\_accuracy: 0.7095  
Epoch 2/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.4191 - accuracy: 0.7153 - val\_loss: 0.3306 - val\_accuracy: 0.8292  
Epoch 3/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.3122 - accuracy: 0.8450 - val\_loss: 0.2526 - val\_accuracy: 0.9375  
Epoch 4/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2432 - accuracy: 0.9365 - val\_loss: 0.2012 - val\_accuracy: 0.9465  
Epoch 5/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1964 - accuracy: 0.9455 - val\_loss: 0.1635 - val\_accuracy: 0.9549  
Epoch 6/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1596 - accuracy: 0.9546 - val\_loss: 0.1372 - val\_accuracy: 0.9614  
Epoch 7/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1345 - accuracy: 0.9600 - val\_loss: 0.1175 - val\_accuracy: 0.9652  
Epoch 8/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1162 - accuracy: 0.9639 - val\_loss: 0.1038 - val\_accuracy: 0.9698  
Epoch 9/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1061 - accuracy: 0.9668 - val\_loss: 0.0932 - val\_accuracy: 0.9716  
Epoch 10/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0936 - accuracy: 0.9691 - val\_loss: 0.0847 - val\_accuracy: 0.9722  
Epoch 11/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0861 - accuracy: 0.9712 - val\_loss: 0.0791 - val\_accuracy: 0.9749  
Epoch 12/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0797 - accuracy: 0.9739 - val\_loss: 0.0735 - val\_accuracy: 0.9762  
Epoch 13/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0749 - accuracy: 0.9744 - val\_loss: 0.0687 - val\_accuracy: 0.9778  
Epoch 14/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0701 - accuracy: 0.9762 - val\_loss: 0.0667 - val\_accuracy: 0.9769  
Epoch 15/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0682 - accuracy: 0.9752 - val\_loss: 0.0636 - val\_accuracy: 0.9768  
Epoch 16/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0660 - accuracy: 0.9775 - val\_loss: 0.0606 - val\_accuracy: 0.9786  
Epoch 17/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0611 - accuracy: 0.9779 - val\_loss: 0.0589 - val\_accuracy: 0.9786  
Epoch 18/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0603 - accuracy: 0.9781 - val\_loss: 0.0570 - val\_accuracy: 0.9786  
Epoch 19/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0583 - accuracy: 0.9788 - val\_loss: 0.0550 - val\_accuracy: 0.9798  
Epoch 20/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0576 - accuracy: 0.9782 - val\_loss: 0.0542 - val\_accuracy: 0.9796  
Epoch 1/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.7402 - accuracy: 0.7131 - val\_loss: 0.4188 - val\_accuracy: 0.8168  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3886 - accuracy: 0.8318 - val\_loss: 0.3316 - val\_accuracy: 0.8464  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3143 - accuracy: 0.8536 - val\_loss: 0.2703 - val\_accuracy: 0.8578  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2516 - accuracy: 0.8627 - val\_loss: 0.1985 - val\_accuracy: 0.9459  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1814 - accuracy: 0.9529 - val\_loss: 0.1469 - val\_accuracy: 0.9579  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1400 - accuracy: 0.9586 - val\_loss: 0.1231 - val\_accuracy: 0.9597  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1201 - accuracy: 0.9613 - val\_loss: 0.1098 - val\_accuracy: 0.9628  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1083 - accuracy: 0.9627 - val\_loss: 0.1003 - val\_accuracy: 0.9640  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0990 - accuracy: 0.9654 - val\_loss: 0.0940 - val\_accuracy: 0.9660  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0953 - accuracy: 0.9666 - val\_loss: 0.0903 - val\_accuracy: 0.9689  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0897 - accuracy: 0.9677 - val\_loss: 0.0870 - val\_accuracy: 0.9696  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0869 - accuracy: 0.9685 - val\_loss: 0.0850 - val\_accuracy: 0.9696  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0850 - accuracy: 0.9688 - val\_loss: 0.0820 - val\_accuracy: 0.9699  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0819 - accuracy: 0.9708 - val\_loss: 0.0795 - val\_accuracy: 0.9713  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0809 - accuracy: 0.9717 - val\_loss: 0.0761 - val\_accuracy: 0.9751  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0796 - accuracy: 0.9718 - val\_loss: 0.0744 - val\_accuracy: 0.9732  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0791 - accuracy: 0.9722 - val\_loss: 0.0715 - val\_accuracy: 0.9750  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0737 - accuracy: 0.9738 - val\_loss: 0.0690 - val\_accuracy: 0.9757  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0718 - accuracy: 0.9737 - val\_loss: 0.0664 - val\_accuracy: 0.9768  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0695 - accuracy: 0.9752 - val\_loss: 0.0640 - val\_accuracy: 0.9778  
Epoch 1/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.9272 - accuracy: 0.4306 - val\_loss: 0.3135 - val\_accuracy: 0.8944  
Epoch 2/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2534 - accuracy: 0.9097 - val\_loss: 0.1559 - val\_accuracy: 0.9413  
Epoch 3/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.1480 - accuracy: 0.9421 - val\_loss: 0.1221 - val\_accuracy: 0.9492  
Epoch 4/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1232 - accuracy: 0.9488 - val\_loss: 0.1076 - val\_accuracy: 0.9537  
Epoch 5/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1085 - accuracy: 0.9538 - val\_loss: 0.0960 - val\_accuracy: 0.9624  
Epoch 6/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0971 - accuracy: 0.9619 - val\_loss: 0.0875 - val\_accuracy: 0.9671  
Epoch 7/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0903 - accuracy: 0.9656 - val\_loss: 0.0815 - val\_accuracy: 0.9702  
Epoch 8/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0831 - accuracy: 0.9694 - val\_loss: 0.0762 - val\_accuracy: 0.9733  
Epoch 9/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0773 - accuracy: 0.9720 - val\_loss: 0.0727 - val\_accuracy: 0.9733  
Epoch 10/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0742 - accuracy: 0.9743 - val\_loss: 0.0684 - val\_accuracy: 0.9762  
Epoch 11/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0708 - accuracy: 0.9743 - val\_loss: 0.0651 - val\_accuracy: 0.9774  
Epoch 12/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0700 - accuracy: 0.9749 - val\_loss: 0.0631 - val\_accuracy: 0.9778  
Epoch 13/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0642 - accuracy: 0.9769 - val\_loss: 0.0594 - val\_accuracy: 0.9780  
Epoch 14/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0607 - accuracy: 0.9780 - val\_loss: 0.0588 - val\_accuracy: 0.9781  
Epoch 15/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0604 - accuracy: 0.9786 - val\_loss: 0.0551 - val\_accuracy: 0.9806  
Epoch 16/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0569 - accuracy: 0.9803 - val\_loss: 0.0522 - val\_accuracy: 0.9821  
Epoch 17/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0564 - accuracy: 0.9800 - val\_loss: 0.0507 - val\_accuracy: 0.9821  
Epoch 18/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0533 - accuracy: 0.9815 - val\_loss: 0.0498 - val\_accuracy: 0.9817  
Epoch 19/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0506 - accuracy: 0.9828 - val\_loss: 0.0477 - val\_accuracy: 0.9839  
Epoch 20/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0506 - accuracy: 0.9824 - val\_loss: 0.0474 - val\_accuracy: 0.9834  
Epoch 1/20  
633/633 [==============================] - 1s 2ms/step - loss: 0.7782 - accuracy: 0.7044 - val\_loss: 0.3759 - val\_accuracy: 0.7664  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3260 - accuracy: 0.8550 - val\_loss: 0.2296 - val\_accuracy: 0.9407  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2068 - accuracy: 0.9501 - val\_loss: 0.1607 - val\_accuracy: 0.9570  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1489 - accuracy: 0.9611 - val\_loss: 0.1219 - val\_accuracy: 0.9681  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1158 - accuracy: 0.9673 - val\_loss: 0.0978 - val\_accuracy: 0.9724  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0943 - accuracy: 0.9727 - val\_loss: 0.0821 - val\_accuracy: 0.9764  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0816 - accuracy: 0.9740 - val\_loss: 0.0714 - val\_accuracy: 0.9777  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0713 - accuracy: 0.9777 - val\_loss: 0.0634 - val\_accuracy: 0.9806  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0656 - accuracy: 0.9782 - val\_loss: 0.0574 - val\_accuracy: 0.9826  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0594 - accuracy: 0.9802 - val\_loss: 0.0534 - val\_accuracy: 0.9838  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0551 - accuracy: 0.9811 - val\_loss: 0.0495 - val\_accuracy: 0.9848  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0514 - accuracy: 0.9828 - val\_loss: 0.0471 - val\_accuracy: 0.9867  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0489 - accuracy: 0.9835 - val\_loss: 0.0449 - val\_accuracy: 0.9860  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0472 - accuracy: 0.9837 - val\_loss: 0.0417 - val\_accuracy: 0.9876  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0440 - accuracy: 0.9848 - val\_loss: 0.0403 - val\_accuracy: 0.9866  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0426 - accuracy: 0.9850 - val\_loss: 0.0392 - val\_accuracy: 0.9880  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0423 - accuracy: 0.9849 - val\_loss: 0.0378 - val\_accuracy: 0.9878  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0411 - accuracy: 0.9858 - val\_loss: 0.0367 - val\_accuracy: 0.9880  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0390 - accuracy: 0.9865 - val\_loss: 0.0361 - val\_accuracy: 0.9877  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0374 - accuracy: 0.9866 - val\_loss: 0.0348 - val\_accuracy: 0.9884

In [6]:

acc = acc.round(2)  
acc

Out [6]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 98.67 | 98.67 | 18.15 | 10.0 |
| 1 | 97.79 | 97.79 | 14.77 | 20.0 |
| 2 | 97.56 | 97.56 | 17.19 | 10.0 |
| 3 | 98.35 | 98.35 | 15.23 | 20.0 |
| 4 | 98.72 | 98.72 | 17.28 | 10.0 |

In [7]:

ANNAcc = acc.mean()  
ANNAcc

Out [7]:

train\_Acc 98.218  
test\_Acc 98.218  
time 16.524  
test\_size 14.000  
dtype: float64

# SVM

In [8]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class']  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
   
 sc = StandardScaler()  
 X\_train = sc.fit\_transform(X\_train)  
 X\_test = sc.fit\_transform(X\_test)  
   
 #time start  
 start\_time = time.time()  
   
   
 model = SVC(kernel='poly')  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)  
 test\_score = model.score(X\_test,y\_test)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score\*100  
 acc.iloc[i,1] = test\_score\*100  
   
 #test size  
 acc.iloc[i,3] = n\*100  
  
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [9]:

acc = acc.round(2)  
acc

Out [9]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 91.96 | 91.99 | 179.31 | 10.0 |
| 1 | 91.88 | 92.12 | 121.68 | 20.0 |
| 2 | 91.96 | 91.99 | 121.11 | 10.0 |
| 3 | 91.88 | 92.12 | 203.21 | 20.0 |
| 4 | 91.96 | 91.99 | 149.56 | 10.0 |

In [10]:

SVMAcc = acc.mean()  
SVMAcc

Out [10]:

train\_Acc 91.928  
test\_Acc 92.042  
time 154.974  
test\_size 14.000  
dtype: float64

# KNN

In [11]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class']  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
  
   
 #time start  
 start\_time = time.time()  
   
 model = KNeighborsClassifier(n\_neighbors=3)  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)\*100  
 test\_score = model.score(X\_test,y\_test)\*100  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score  
 acc.iloc[i,1] = test\_score  
   
 #test size  
 acc.iloc[i,3] = n\*100  
   
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [12]:

acc = acc.round(2)  
acc

Out [12]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 88.07 | 77.34 | 0.13 | 10.0 |
| 1 | 88.08 | 76.98 | 0.11 | 20.0 |
| 2 | 88.07 | 77.34 | 0.12 | 10.0 |
| 3 | 88.08 | 76.98 | 0.11 | 20.0 |
| 4 | 88.07 | 77.34 | 0.34 | 10.0 |

In [13]:

KNNAcc = acc.mean()  
KNNAcc

Out [13]:

train\_Acc 88.074  
test\_Acc 77.196  
time 0.162  
test\_size 14.000  
dtype: float64

# GPC

In [14]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class'] #.iloc[0:100,-1]  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
  
 #time start  
 start\_time = time.time()  
   
 model = GaussianProcessClassifier(multi\_class='one\_vs\_one')  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)  
 test\_score = model.score(X\_test,y\_test)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score\*100  
 acc.iloc[i,1] = test\_score\*100  
   
 #test size  
 acc.iloc[i,3] = n\*100  
  
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [15]:

acc = acc.round(2)  
acc

Out [15]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 100.0 | 73.20 | 98.25 | 10.0 |
| 1 | 100.0 | 73.75 | 73.01 | 20.0 |
| 2 | 100.0 | 73.20 | 96.54 | 10.0 |
| 3 | 100.0 | 73.75 | 74.31 | 20.0 |
| 4 | 100.0 | 73.20 | 99.64 | 10.0 |

In [16]:

GPCAcc = acc.mean()  
GPCAcc

Out[16]:

train\_Acc 100.00  
test\_Acc 73.42  
time 88.35  
test\_size 14.00  
dtype: float64

In [17]:

performance = {  
 "Performance" : ['Avg Train Accuracy','Avg Test Accuracy','Avg Run Time','Avg Test size'],  
 "ANN" : ANNAcc,  
 "SVM" : SVMAcc,  
 "KNN" : KNNAcc,  
 "GPC" : GPCAcc  
}  
Performance = pd.DataFrame(performance)  
Performance

Out[17]:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Performance | ANN | SVM | KNN | GPC |
| train\_Acc | Avg Train Accuracy | 98.218 | 91.928 | 88.074 | 100.00 |
| test\_Acc | Avg Test Accuracy | 98.218 | 92.042 | 77.196 | 73.42 |
| time | Avg Run Time | 16.524 | 154.974 | 0.162 | 88.35 |
| test\_size | Avg Test size | 14.000 | 14.000 | 14.000 | 14.00 |

In [18]:

p1 = Performance.iloc[0:3,1:5].T  
p2 = pd.DataFrame(columns = p1.columns)  
p2 = p2.T  
p2["max"] = 0  
p2["min"] = 0  
p2 = p2.T  
for i in range(len(p2.columns)):  
 p2.iloc[0,i] = p1.iloc[:,i].max()  
 p2.iloc[1,i] = p1.iloc[:,i].min()  
  
# max-min normalizer = 0  
# linear normalizer = 1  
normalizer = 0  
  
if normalizer == 0 :  
 for i in range(len(p1.columns)):  
 if i==2: #Non Beneficial  
 p1.iloc[:,i] = (p2.iloc[0,i]-p1.iloc[:,i])/(p2.iloc[0,i] - p2.iloc[1,i])  
  
 else: #Beneficial  
 p1.iloc[:,i] = (p1.iloc[:,i]-p2.iloc[1,i])/(p2.iloc[0,i] - p2.iloc[1,i])  
  
else:  
 for i in range(len(p1.columns)):  
 if i==2: #Non Beneficial  
 p1.iloc[:,i] = p2.iloc[1,i]/p1.iloc[:,i]  
  
 else: #Beneficial  
 p1.iloc[:,i] = p1.iloc[:,i]/ p2.iloc[0,i]  
   
weight = [0.5,0.3,0.2]  
p1 = p1\*weight  
  
p1['si'] = p1.iloc[:].sum(axis=1)  
  
p1['ri'] = p1.iloc[:,0:-2].max(axis=1)  
  
s\_best = p1['si'].min()  
s\_worst = p1['si'].max()  
r\_best = p1['ri'].min()  
r\_worst = p1['ri'].max()  
neu = 0.5  
  
p1['p-w'] = p1.apply(lambda row: neu\*((row.si-s\_best)/(s\_worst-s\_best))+(1-neu)\*((row.ri-r\_best)/(r\_worst-r\_best)) , axis =1 )  
  
  
p1 = p1.sort\_values(by=['p-w'], ascending=False)  
p1

Out[18]:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | si | ri | p-w |
| ANN | 0.425289 | 0.300000 | 0.178862 | 0.904151 | 0.425289 | 0.917777 |
| GPC | 0.500000 | 0.000000 | 0.086071 | 0.586071 | 0.500000 | 0.758470 |
| SVM | 0.161580 | 0.225284 | 0.000000 | 0.386864 | 0.225284 | 0.304867 |
| KNN | 0.000000 | 0.045681 | 0.200000 | 0.245681 | 0.045681 | 0.000000 |

In [19]:

p1.round(2)

Out[19]:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | si | ri | p-w |
| ANN | 0.43 | 0.30 | 0.18 | 0.90 | 0.43 | 0.92 |
| GPC | 0.50 | 0.00 | 0.09 | 0.59 | 0.50 | 0.76 |
| SVM | 0.16 | 0.23 | 0.00 | 0.39 | 0.23 | 0.30 |
| KNN | 0.00 | 0.05 | 0.20 | 0.25 | 0.05 | 0.00 |

4.ComboML\_v4.0,100k

# Importing Libraries

In [1]:

import pandas as pd  
import numpy as np  
import seaborn as sns  
  
import tensorflow as tf  
import keras  
from keras.utils import to\_categorical  
from keras.models import Sequential  
from keras.optimizers import SGD  
from keras.layers import Dense  
  
from sklearn.svm import SVC  
from sklearn.gaussian\_process import GaussianProcessClassifier  
from sklearn.neighbors import KNeighborsClassifier  
  
from sklearn.model\_selection import cross\_val\_score  
from sklearn.model\_selection import StratifiedKFold  
from sklearn.preprocessing import LabelEncoder  
from sklearn.model\_selection import train\_test\_split  
from sklearn.preprocessing import StandardScaler  
import time

# Importing Data

In [2]:

data = pd.read\_csv('../input/thesis/dumy100000.csv')

# MCDM

# AHP

In [3]:

d\_m = pd.read\_csv('../input/pairwise/pairWiseMatrix.csv',index\_col=0)  
  
for i in range(5):  
 d\_m.iloc[:,i]=d\_m.iloc[:,i]/d\_m.iloc[:,i].sum()  
  
d\_m['criteria\_weight'] = d\_m.mean(axis=1)  
  
dmat = pd.read\_csv('../input/pairwise/pairWiseMatrix.csv',index\_col=0)  
  
for i in range(5):  
 dmat.iloc[:,i] = dmat.iloc[:,i] \* d\_m.iloc[i,5]  
  
dmat['weighted\_sum\_value'] = dmat.sum(axis=1)  
  
dmat['weighted\_sum\_value/criteria\_weight'] = dmat['weighted\_sum\_value']/d\_m['criteria\_weight']  
  
lamda = dmat['weighted\_sum\_value/criteria\_weight'].mean()  
r = len(d\_m.index)  
CI = (lamda-r)/(r-1)  
k= pd.read\_csv('../input/pairwise/RCI.csv')  
for i in range(15):  
 if i==r-1:  
 RI=k.iloc[i,1]  
  
CR=CI/RI  
  
if CR < 0.1:  
 print("The Matrix is Consistent.")  
else:  
 print("The Matrix is In-Consistent.")  
  
dn = 0  
dn = data.copy()  
del dn['Unnamed: 0']  
d1 = dn.copy()  
  
d2 = pd.DataFrame(columns = d1.columns)  
d2 = d2.T  
d2["max"] = 0  
d2["min"] = 0  
d2 = d2.T  
  
for i in range(len(d2.columns)):  
 d2.iloc[0,i] = d1.iloc[:,i].max()  
 d2.iloc[1,i] = d1.iloc[:,i].min()  
  
# max-min normalizer = 0  
# linear normalizer = 1  
normalizer = 0  
  
if normalizer == 0 :  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = (d2.iloc[0,i]-d1.iloc[:,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
 else: #Beneficial  
 d1.iloc[:,i] = (d1.iloc[:,i]-d2.iloc[1,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
else:  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = d2.iloc[1,i]/d1.iloc[:,i]  
  
 else: #Beneficial  
 d1.iloc[:,i] = d1.iloc[:,i]/ d2.iloc[0,i]  
  
w = np.array(d\_m["criteria\_weight"]).reshape(1,5)  
d1 = d1\*w  
  
d1['performance'] = d1.iloc[:].sum(axis=1)  
  
dn['performance'] = d1['performance']  
dn = dn.sort\_values(by=['performance'], ascending=True)  
  
dn['RunCumCost'] = dn['performance'].cumsum()  
TotSum = dn['performance'].sum()  
dn['RunCostPerc'] = (dn['RunCumCost']/TotSum)\*100  
  
dn['Rank'] = dn['RunCostPerc'].rank()  
dn['RunItemCum'] = dn['Rank'].cumsum()  
TotItemSum = dn['Rank'].sum()  
dn['RunItemPerc'] = (dn['RunItemCum']/TotItemSum)\*100  
  
def ABC\_segmentation(perc):  
 '''  
 top A - top 20%, C - last 50% and B - between A & C  
   
 '''  
 if perc > 80 :  
 return 'A'  
 elif perc >= 50 and perc <= 80:  
 return 'B'  
 elif perc < 50:  
 return 'C'  
  
dn['Class'] = dn['RunCostPerc'].apply(ABC\_segmentation)  
  
ax = sns.countplot(x = dn['Class'],data = dn,label= 'Count')  
dn['Class'].value\_counts()  
  
dn['productid'] = dn.index  
dn = dn.sort\_values(by=['productid'], ascending=True)  
del dn['productid']  
AHP\_Class = dn['Class']  
  
C,B,A = dn['Class'].value\_counts()  
print(round(100\*A/dn['Class'].value\_counts().sum(),2),"% ->","A:",A)  
print(round(100\*B/dn['Class'].value\_counts().sum(),2),"% ->","B:",B)  
print(round(100\*C/dn['Class'].value\_counts().sum(),2),"% ->","C:",C)  
print("Total: ",dn['Class'].value\_counts().sum())  
dn.head()

The Matrix is Consistent.  
13.65 % -> A: 13648  
24.95 % -> B: 24953  
61.4 % -> C: 61399  
Total: 100000

Out [3]:

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | mfg | sell | demand | fcost | rma | performance | RunCumCost | RunCostPerc | Rank | RunItemCum | RunItemPerc | Class |
| 0 | 71 | 156.91 | 1595 | 49.7 | 3 | 0.276224 | 1494.307675 | 2.985227 | 6658.0 | 2.216781e+07 | 0.443352 | C |
| 1 | 474 | 1047.54 | 6877 | 331.8 | 3 | 0.873845 | 49945.574810 | 99.777899 | 99874.0 | 4.987458e+09 | 99.748160 | A |
| 2 | 70 | 154.70 | 5182 | 49.0 | 3 | 0.471743 | 15481.763973 | 30.928423 | 42637.0 | 9.089782e+08 | 18.179382 | C |
| 3 | 417 | 921.57 | 3914 | 291.9 | 3 | 0.668061 | 40135.751226 | 80.180495 | 86488.0 | 3.740130e+09 | 74.801858 | A |
| 4 | 239 | 528.19 | 4496 | 167.3 | 2 | 0.486306 | 17225.943313 | 34.412827 | 46278.0 | 1.070850e+09 | 21.416781 | C |

![](data:image/png;base64;base64,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)

# SAW

In [4]:

dn = 0  
dn = data.copy()  
del dn['Unnamed: 0']  
d1 = dn.copy()  
  
d2 = pd.DataFrame(columns = d1.columns)  
d2 = d2.T  
d2["max"] = 0  
d2["min"] = 0  
d2 = d2.T  
  
for i in range(len(d2.columns)):  
 d2.iloc[0,i] = d1.iloc[:,i].max()  
 d2.iloc[1,i] = d1.iloc[:,i].min()  
  
# max-min normalizer = 0  
# linear normalizer = 1  
normalizer = 0  
  
if normalizer == 0 :  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = (d2.iloc[0,i]-d1.iloc[:,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
 else: #Beneficial  
 d1.iloc[:,i] = (d1.iloc[:,i]-d2.iloc[1,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
else:  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = d2.iloc[1,i]/d1.iloc[:,i]  
  
 else: #Beneficial  
 d1.iloc[:,i] = d1.iloc[:,i]/ d2.iloc[0,i]  
  
w = [0.15, 0.20, 0.30, 0.15, 0.20]  
d1 = d1\*w  
  
d1['performance'] = d1.iloc[:].sum(axis=1)  
  
dn['performance'] = d1['performance']  
dn = dn.sort\_values(by=['performance'], ascending=True)  
  
dn['RunCumCost'] = dn['performance'].cumsum()  
TotSum = dn['performance'].sum()  
dn['RunCostPerc'] = (dn['RunCumCost']/TotSum)\*100  
  
def ABC\_segmentation(perc):  
 '''  
 top A - top 20%, C - last 50% and B - between A & C  
   
 '''  
 if perc > 80 :  
 return 'A'  
 elif perc >= 50 and perc <= 80:  
 return 'B'  
 elif perc < 50:  
 return 'C'  
  
dn['Class'] = dn['RunCostPerc'].apply(ABC\_segmentation)  
  
ax = sns.countplot(x = dn['Class'],data = dn,label= 'Count')  
dn['Class'].value\_counts()  
  
dn['productid'] = dn.index  
dn = dn.sort\_values(by=['productid'], ascending=True)  
del dn['productid']  
  
SAW\_Class = dn['Class']  
  
C,B,A = dn['Class'].value\_counts()  
print(round(100\*A/dn['Class'].value\_counts().sum(),2),"% ->","A:",A)  
print(round(100\*B/dn['Class'].value\_counts().sum(),2),"% ->","B:",B)  
print(round(100\*C/dn['Class'].value\_counts().sum(),2),"% ->","C:",C)  
print("Total: ",dn['Class'].value\_counts().sum())  
dn.head()

14.43 % -> A: 14431  
25.85 % -> B: 25850  
59.72 % -> C: 59719  
Total: 100000

Out [4]:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | mfg | sell | demand | fcost | rma | performance | RunCumCost | RunCostPerc | Class |
| 0 | 71 | 156.91 | 1595 | 49.7 | 3 | 0.500506 | 20035.145963 | 40.033583 | C |
| 1 | 474 | 1047.54 | 6877 | 331.8 | 3 | 0.698912 | 45792.067588 | 91.500235 | A |
| 2 | 70 | 154.70 | 5182 | 49.0 | 3 | 0.696419 | 45583.448850 | 91.083379 | A |
| 3 | 417 | 921.57 | 3914 | 291.9 | 3 | 0.549959 | 27976.109958 | 55.900962 | B |
| 4 | 239 | 528.19 | 4496 | 167.3 | 2 | 0.521354 | 23532.483611 | 47.021851 | C |

![](data:image/png;base64;base64,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)

# VIKOR

In [5]:

dn = 0  
dn = data.copy() #pd.read\_csv('file:///home/shatiil/shatiil/DataScience/Thesis/1.DATA/dumy10000.csv')  
del dn['Unnamed: 0']  
d1 = dn.copy()  
  
d2 = pd.DataFrame(columns = d1.columns)  
d2 = d2.T  
d2["max"] = 0  
d2["min"] = 0  
d2 = d2.T  
  
for i in range(len(d2.columns)):  
 d2.iloc[0,i] = d1.iloc[:,i].max()  
 d2.iloc[1,i] = d1.iloc[:,i].min()  
  
# max-min normalizer = 0  
# linear normalizer = 1  
normalizer = 0  
  
if normalizer == 0 :  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = (d2.iloc[0,i]-d1.iloc[:,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
 else: #Beneficial  
 d1.iloc[:,i] = (d1.iloc[:,i]-d2.iloc[1,i])/(d2.iloc[0,i] - d2.iloc[1,i])  
  
else:  
 for i in range(len(d1.columns)):  
 if i==0 or i==3: #Non Beneficial  
 d1.iloc[:,i] = d2.iloc[1,i]/d1.iloc[:,i]  
  
 else: #Beneficial  
 d1.iloc[:,i] = d1.iloc[:,i]/ d2.iloc[0,i]  
  
w = [0.15, 0.20, 0.30, 0.15, 0.20]  
d1 = d1\*w  
  
d1['si'] = d1.iloc[:].sum(axis=1)  
  
d1['ri'] = d1.iloc[:,0:-2].max(axis=1)  
  
s\_best = d1['si'].min()  
s\_worst = d1['si'].max()  
r\_best = d1['ri'].min()  
r\_worst = d1['ri'].max()  
neu = 0.5  
  
d1['qi'] = d1.apply(lambda row: neu\*((row.si-s\_best)/(s\_worst-s\_best))+(1-neu)\*((row.ri-r\_best)/(r\_worst-r\_best)) , axis =1 )  
  
dn['qi'] = d1['qi']  
  
dn = dn.sort\_values(by=['qi'], ascending=False)  
  
dn['RunCumCost'] = dn['qi'].cumsum()  
TotSum = dn['qi'].sum()  
dn['RunCostPerc'] = (dn['RunCumCost']/TotSum)\*100  
  
dn['Rank'] = dn['RunCostPerc'].rank()  
dn['RunItemCum'] = dn['Rank'].cumsum()  
TotItemSum = dn['Rank'].sum()  
dn['RunItemPerc'] = (dn['RunItemCum']/TotItemSum)\*100  
  
def ABC\_segmentation(perc):  
 '''  
 top A - top 20%, C - last 50% and B - between A & C  
   
 '''  
 if perc > 80 :  
 return 'A'  
 elif perc >= 50 and perc <= 80:  
 return 'B'  
 elif perc < 50:  
 return 'C'  
  
dn['Class'] = dn['RunItemPerc'].apply(ABC\_segmentation)  
  
ax = sns.countplot(x = dn['Class'],data = dn,label= 'Count')  
dn['Class'].value\_counts()  
  
dn['productid'] = dn.index  
dn = dn.sort\_values(by=['productid'], ascending=True)  
del dn['productid']  
VIKOR\_Class = dn['Class']  
  
C,B,A = dn['Class'].value\_counts()  
print(round(100\*A/dn['Class'].value\_counts().sum(),2),"% ->","A:",A)  
print(round(100\*B/dn['Class'].value\_counts().sum(),2),"% ->","B:",B)  
print(round(100\*C/dn['Class'].value\_counts().sum(),2),"% ->","C:",C)  
print("Total: ",dn['Class'].value\_counts().sum())  
dn.head()

10.56 % -> A: 10558  
18.73 % -> B: 18732  
70.71 % -> C: 70710  
Total: 100000

Out [5]:

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | mfg | sell | demand | fcost | rma | qi | RunCumCost | RunCostPerc | Rank | RunItemCum | RunItemPerc | Class |
| 0 | 71 | 156.91 | 1595 | 49.7 | 3 | 0.383965 | 36257.514659 | 76.779078 | 59291.0 | 1.757741e+09 | 35.154468 | C |
| 1 | 474 | 1047.54 | 6877 | 331.8 | 3 | 0.901189 | 1962.408386 | 4.155605 | 2101.0 | 2.208151e+06 | 0.044163 | C |
| 2 | 70 | 154.70 | 5182 | 49.0 | 3 | 0.683190 | 16176.765170 | 34.255992 | 20391.0 | 2.079066e+08 | 4.158091 | C |
| 3 | 417 | 921.57 | 3914 | 291.9 | 3 | 0.473220 | 29837.401955 | 63.183818 | 44227.0 | 9.780359e+08 | 19.560522 | C |
| 4 | 239 | 528.19 | 4496 | 167.3 | 2 | 0.449204 | 31487.105629 | 66.677238 | 47806.0 | 1.142731e+09 | 22.854386 | C |
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# COMBO

In [6]:

Data = {  
 "AHP\_Class" : AHP\_Class,   
 "SAW\_Class" : SAW\_Class,   
 "VIKOR\_Class" : VIKOR\_Class  
 }  
combo = pd.DataFrame(Data)  
combo.head()

Out [6]:

|  |  |  |  |
| --- | --- | --- | --- |
|  | AHP\_Class | SAW\_Class | VIKOR\_Class |
| 0 | C | C | C |
| 1 | A | A | C |
| 2 | C | A | C |
| 3 | A | B | C |
| 4 | C | C | C |

In [7]:

combo['ComboClass'] = 0  
m\_c = 1  
for i in range(len(combo.index)):  
   
 if combo.iloc[i,0] == combo.iloc[i,1] or combo.iloc[i,0] == combo.iloc[i,2]:  
 combo.iloc[i,3] = combo.iloc[i,0]  
   
 elif combo.iloc[i,1] == combo.iloc[i,0] or combo.iloc[i,1] == combo.iloc[i,2]:  
 combo.iloc[i,3] = combo.iloc[i,1]  
   
 else :  
 combo.iloc[i,3] = "ABC"#combo.iloc[i,m\_c] #  
combo.head()

Out[7]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | AHP\_Class | SAW\_Class | VIKOR\_Class | ComboClass |
| 0 | C | C | C | C |
| 1 | A | A | C | A |
| 2 | C | A | C | C |
| 3 | A | B | C | ABC |
| 4 | C | C | C | C |

In [8]:

combo['ComboClass'].value\_counts()

Out[8]:

C 76227  
ABC 11252  
B 7438  
A 5083  
Name: ComboClass, dtype: int64

In [9]:

m\_c = 1 #ANN-SAW with best accuracy  
for i in range(len(combo.index)):  
   
 if combo.iloc[i,-1] == 'ABC':  
 combo.iloc[i,-1] = combo.iloc[i,m\_c]  
combo.head()

Out[9]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | AHP\_Class | SAW\_Class | VIKOR\_Class | ComboClass |
| 0 | C | C | C | C |
| 1 | A | A | C | A |
| 2 | C | A | C | C |
| 3 | A | B | C | B |
| 4 | C | C | C | C |

In [10]:

combo['ComboClass'].value\_counts()

Out [10]:

C 76227  
B 13543  
A 10230  
Name: ComboClass, dtype: int64

In [11]:

ax = sns.countplot(x = combo['ComboClass'],data = combo,label= 'Count')  
C,B,A = combo['ComboClass'].value\_counts()  
print(round(100\*A/combo['ComboClass'].value\_counts().sum(),2),"% ->","A:",A)  
print(round(100\*B/combo['ComboClass'].value\_counts().sum(),2),"% ->","B:",B)  
print(round(100\*C/combo['ComboClass'].value\_counts().sum(),2),"% ->","C:",C)  
print("Total: " ,combo['ComboClass'].value\_counts().sum())  
combo.head()

10.23 % -> A: 10230  
13.54 % -> B: 13543  
76.23 % -> C: 76227  
Total: 100000

Out[11]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | AHP\_Class | SAW\_Class | VIKOR\_Class | ComboClass |
| 0 | C | C | C | C |
| 1 | A | A | C | A |
| 2 | C | A | C | C |
| 3 | A | B | C | B |
| 4 | C | C | C | C |

![](data:image/png;base64;base64,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)

In [12]:

dn = 0  
dn = data.copy()  
dn['ComboClass'] = combo['ComboClass']  
del dn['Unnamed: 0']  
dn.head()

Out [12]:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | mfg | sell | demand | fcost | rma | ComboClass |
| 0 | 71 | 156.91 | 1595 | 49.7 | 3 | C |
| 1 | 474 | 1047.54 | 6877 | 331.8 | 3 | A |
| 2 | 70 | 154.70 | 5182 | 49.0 | 3 | C |
| 3 | 417 | 921.57 | 3914 | 291.9 | 3 | B |
| 4 | 239 | 528.19 | 4496 | 167.3 | 2 | C |

# Machine Learning

In [13]:

iteration = 5  
row\_col = np.zeros([iteration,])  
  
acc = pd.DataFrame()  
acc['train\_Acc'] = row\_col  
acc['test\_Acc'] = row\_col  
acc['time'] = row\_col  
acc['test\_size'] = row\_col  
start\_time = 0  
end\_time = 0  
train\_score = 0  
test\_score = 0  
  
#split\_size   
n = .1

# ANN

In [14]:

for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['ComboClass'] #.iloc[0:100,-1]   
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 y = to\_categorical(y)  
  
 X\_train,X\_test,y\_train,y\_test = train\_test\_split(X, y ,test\_size = n, random\_state=0)  
 X\_train,X\_val,y\_train,y\_val = train\_test\_split(X\_train, y\_train ,test\_size = n, random\_state=0)  
  
 sc = StandardScaler()  
 X\_train = sc.fit\_transform(X\_train)  
 X\_test = sc.fit\_transform(X\_test)  
 X\_val = sc.fit\_transform(X\_val)  
   
 #time start  
 start\_time = time.time()  
   
 model = Sequential()  
 model.add(Dense(5, activation='relu', input\_shape=(X\_train.shape[1],)))  
 model.add(Dense(3, activation='relu'))  
 model.add(Dense(3, activation='softmax'))  
 model.compile(loss='categorical\_crossentropy', optimizer='adam', metrics=['accuracy'])  
 model.fit(X\_train,y\_train,batch\_size = 128, epochs = 20, validation\_data = (X\_val,y\_val))  
  
 #time end  
 end\_time = time.time()  
   
 train\_score = model.evaluate(X\_train,y\_train,verbose=0)  
 test\_score = model.evaluate(X\_test,y\_test,verbose=0)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score[1]  
 acc.iloc[i,1] = train\_score[1]  
   
 #test size  
 acc.iloc[i,3] = n\*100  
   
 if n == .1:  
 n = .2  
 else :  
 n = .1

Epoch 1/20  
633/633 [==============================] - 2s 2ms/step - loss: 0.7664 - accuracy: 0.5902 - val\_loss: 0.3453 - val\_accuracy: 0.8377  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3121 - accuracy: 0.8528 - val\_loss: 0.2387 - val\_accuracy: 0.9223  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2101 - accuracy: 0.9391 - val\_loss: 0.1385 - val\_accuracy: 0.9640  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1204 - accuracy: 0.9688 - val\_loss: 0.0967 - val\_accuracy: 0.9722  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0864 - accuracy: 0.9749 - val\_loss: 0.0777 - val\_accuracy: 0.9736  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0712 - accuracy: 0.9772 - val\_loss: 0.0681 - val\_accuracy: 0.9754  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0629 - accuracy: 0.9792 - val\_loss: 0.0624 - val\_accuracy: 0.9754  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0578 - accuracy: 0.9800 - val\_loss: 0.0584 - val\_accuracy: 0.9769  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0532 - accuracy: 0.9810 - val\_loss: 0.0556 - val\_accuracy: 0.9768  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0510 - accuracy: 0.9806 - val\_loss: 0.0538 - val\_accuracy: 0.9764  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0465 - accuracy: 0.9827 - val\_loss: 0.0521 - val\_accuracy: 0.9754  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0465 - accuracy: 0.9819 - val\_loss: 0.0503 - val\_accuracy: 0.9779  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0437 - accuracy: 0.9831 - val\_loss: 0.0511 - val\_accuracy: 0.9763  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0429 - accuracy: 0.9829 - val\_loss: 0.0491 - val\_accuracy: 0.9766  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0425 - accuracy: 0.9830 - val\_loss: 0.0473 - val\_accuracy: 0.9780  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0416 - accuracy: 0.9835 - val\_loss: 0.0489 - val\_accuracy: 0.9764  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0412 - accuracy: 0.9834 - val\_loss: 0.0462 - val\_accuracy: 0.9786  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0405 - accuracy: 0.9832 - val\_loss: 0.0454 - val\_accuracy: 0.9792  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0401 - accuracy: 0.9833 - val\_loss: 0.0455 - val\_accuracy: 0.9783  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0391 - accuracy: 0.9839 - val\_loss: 0.0470 - val\_accuracy: 0.9773  
Epoch 1/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.9987 - accuracy: 0.4787 - val\_loss: 0.4389 - val\_accuracy: 0.7568  
Epoch 2/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.3852 - accuracy: 0.7739 - val\_loss: 0.3018 - val\_accuracy: 0.8502  
Epoch 3/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.2799 - accuracy: 0.8650 - val\_loss: 0.2297 - val\_accuracy: 0.8883  
Epoch 4/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.2152 - accuracy: 0.9123 - val\_loss: 0.1759 - val\_accuracy: 0.9323  
Epoch 5/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.1681 - accuracy: 0.9383 - val\_loss: 0.1515 - val\_accuracy: 0.9396  
Epoch 6/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1484 - accuracy: 0.9421 - val\_loss: 0.1351 - val\_accuracy: 0.9460  
Epoch 7/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.1334 - accuracy: 0.9449 - val\_loss: 0.1225 - val\_accuracy: 0.9506  
Epoch 8/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.1201 - accuracy: 0.9516 - val\_loss: 0.1109 - val\_accuracy: 0.9566  
Epoch 9/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.1095 - accuracy: 0.9548 - val\_loss: 0.0999 - val\_accuracy: 0.9612  
Epoch 10/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0972 - accuracy: 0.9599 - val\_loss: 0.0894 - val\_accuracy: 0.9657  
Epoch 11/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0871 - accuracy: 0.9654 - val\_loss: 0.0810 - val\_accuracy: 0.9702  
Epoch 12/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0801 - accuracy: 0.9701 - val\_loss: 0.0757 - val\_accuracy: 0.9737  
Epoch 13/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0746 - accuracy: 0.9741 - val\_loss: 0.0691 - val\_accuracy: 0.9761  
Epoch 14/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0702 - accuracy: 0.9757 - val\_loss: 0.0648 - val\_accuracy: 0.9786  
Epoch 15/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0660 - accuracy: 0.9777 - val\_loss: 0.0587 - val\_accuracy: 0.9825  
Epoch 16/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0586 - accuracy: 0.9839 - val\_loss: 0.0547 - val\_accuracy: 0.9849  
Epoch 17/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0551 - accuracy: 0.9846 - val\_loss: 0.0494 - val\_accuracy: 0.9884  
Epoch 18/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0527 - accuracy: 0.9856 - val\_loss: 0.0469 - val\_accuracy: 0.9891  
Epoch 19/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0488 - accuracy: 0.9879 - val\_loss: 0.0461 - val\_accuracy: 0.9866  
Epoch 20/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0471 - accuracy: 0.9877 - val\_loss: 0.0427 - val\_accuracy: 0.9889  
Epoch 1/20  
633/633 [==============================] - 1s 2ms/step - loss: 0.7476 - accuracy: 0.7289 - val\_loss: 0.3408 - val\_accuracy: 0.7602  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3026 - accuracy: 0.8423 - val\_loss: 0.2284 - val\_accuracy: 0.9554  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2048 - accuracy: 0.9633 - val\_loss: 0.1590 - val\_accuracy: 0.9672  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1466 - accuracy: 0.9712 - val\_loss: 0.1249 - val\_accuracy: 0.9701  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1152 - accuracy: 0.9722 - val\_loss: 0.1035 - val\_accuracy: 0.9698  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0963 - accuracy: 0.9724 - val\_loss: 0.0908 - val\_accuracy: 0.9713  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0825 - accuracy: 0.9743 - val\_loss: 0.0823 - val\_accuracy: 0.9716  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0745 - accuracy: 0.9753 - val\_loss: 0.0775 - val\_accuracy: 0.9709  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0681 - accuracy: 0.9758 - val\_loss: 0.0724 - val\_accuracy: 0.9718  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0636 - accuracy: 0.9767 - val\_loss: 0.0694 - val\_accuracy: 0.9713  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0606 - accuracy: 0.9773 - val\_loss: 0.0678 - val\_accuracy: 0.9730  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0606 - accuracy: 0.9763 - val\_loss: 0.0647 - val\_accuracy: 0.9734  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0577 - accuracy: 0.9774 - val\_loss: 0.0638 - val\_accuracy: 0.9729  
Epoch 14/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0565 - accuracy: 0.9775 - val\_loss: 0.0645 - val\_accuracy: 0.9709  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0546 - accuracy: 0.9783 - val\_loss: 0.0614 - val\_accuracy: 0.9742  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0527 - accuracy: 0.9791 - val\_loss: 0.0617 - val\_accuracy: 0.9731  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0537 - accuracy: 0.9783 - val\_loss: 0.0602 - val\_accuracy: 0.9749  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0527 - accuracy: 0.9792 - val\_loss: 0.0594 - val\_accuracy: 0.9737  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0509 - accuracy: 0.9796 - val\_loss: 0.0578 - val\_accuracy: 0.9741  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0507 - accuracy: 0.9793 - val\_loss: 0.0580 - val\_accuracy: 0.9766  
Epoch 1/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.7736 - accuracy: 0.6611 - val\_loss: 0.3769 - val\_accuracy: 0.7568  
Epoch 2/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.3439 - accuracy: 0.7778 - val\_loss: 0.3008 - val\_accuracy: 0.8654  
Epoch 3/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2823 - accuracy: 0.8747 - val\_loss: 0.2666 - val\_accuracy: 0.8739  
Epoch 4/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.2562 - accuracy: 0.8769 - val\_loss: 0.2426 - val\_accuracy: 0.8751  
Epoch 5/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2279 - accuracy: 0.8842 - val\_loss: 0.2228 - val\_accuracy: 0.8809  
Epoch 6/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.2115 - accuracy: 0.8879 - val\_loss: 0.1811 - val\_accuracy: 0.9556  
Epoch 7/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.1632 - accuracy: 0.9608 - val\_loss: 0.1219 - val\_accuracy: 0.9751  
Epoch 8/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.1129 - accuracy: 0.9769 - val\_loss: 0.0938 - val\_accuracy: 0.9775  
Epoch 9/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0864 - accuracy: 0.9836 - val\_loss: 0.0772 - val\_accuracy: 0.9829  
Epoch 10/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0749 - accuracy: 0.9839 - val\_loss: 0.0672 - val\_accuracy: 0.9838  
Epoch 11/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0661 - accuracy: 0.9845 - val\_loss: 0.0600 - val\_accuracy: 0.9846  
Epoch 12/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0590 - accuracy: 0.9849 - val\_loss: 0.0547 - val\_accuracy: 0.9845  
Epoch 13/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0537 - accuracy: 0.9865 - val\_loss: 0.0515 - val\_accuracy: 0.9839  
Epoch 14/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0504 - accuracy: 0.9855 - val\_loss: 0.0470 - val\_accuracy: 0.9851  
Epoch 15/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0479 - accuracy: 0.9860 - val\_loss: 0.0447 - val\_accuracy: 0.9854  
Epoch 16/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0453 - accuracy: 0.9872 - val\_loss: 0.0417 - val\_accuracy: 0.9868  
Epoch 17/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0417 - accuracy: 0.9881 - val\_loss: 0.0396 - val\_accuracy: 0.9881  
Epoch 18/20  
500/500 [==============================] - 1s 2ms/step - loss: 0.0398 - accuracy: 0.9877 - val\_loss: 0.0382 - val\_accuracy: 0.9872  
Epoch 19/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0386 - accuracy: 0.9886 - val\_loss: 0.0387 - val\_accuracy: 0.9856  
Epoch 20/20  
500/500 [==============================] - 1s 1ms/step - loss: 0.0378 - accuracy: 0.9878 - val\_loss: 0.0350 - val\_accuracy: 0.9893  
Epoch 1/20  
633/633 [==============================] - 1s 2ms/step - loss: 0.7733 - accuracy: 0.6439 - val\_loss: 0.3701 - val\_accuracy: 0.7602  
Epoch 2/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.3244 - accuracy: 0.8036 - val\_loss: 0.2370 - val\_accuracy: 0.9373  
Epoch 3/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.2160 - accuracy: 0.9452 - val\_loss: 0.1764 - val\_accuracy: 0.9496  
Epoch 4/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1609 - accuracy: 0.9579 - val\_loss: 0.1406 - val\_accuracy: 0.9582  
Epoch 5/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1283 - accuracy: 0.9639 - val\_loss: 0.1177 - val\_accuracy: 0.9621  
Epoch 6/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.1077 - accuracy: 0.9687 - val\_loss: 0.1022 - val\_accuracy: 0.9641  
Epoch 7/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0919 - accuracy: 0.9725 - val\_loss: 0.0898 - val\_accuracy: 0.9686  
Epoch 8/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0829 - accuracy: 0.9738 - val\_loss: 0.0812 - val\_accuracy: 0.9698  
Epoch 9/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0746 - accuracy: 0.9757 - val\_loss: 0.0748 - val\_accuracy: 0.9709  
Epoch 10/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0655 - accuracy: 0.9788 - val\_loss: 0.0690 - val\_accuracy: 0.9730  
Epoch 11/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0617 - accuracy: 0.9780 - val\_loss: 0.0648 - val\_accuracy: 0.9737  
Epoch 12/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0580 - accuracy: 0.9789 - val\_loss: 0.0625 - val\_accuracy: 0.9732  
Epoch 13/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0559 - accuracy: 0.9791 - val\_loss: 0.0610 - val\_accuracy: 0.9719  
Epoch 14/20  
633/633 [==============================] - 1s 2ms/step - loss: 0.0537 - accuracy: 0.9799 - val\_loss: 0.0567 - val\_accuracy: 0.9762  
Epoch 15/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0507 - accuracy: 0.9810 - val\_loss: 0.0565 - val\_accuracy: 0.9740  
Epoch 16/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0492 - accuracy: 0.9806 - val\_loss: 0.0554 - val\_accuracy: 0.9750  
Epoch 17/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0477 - accuracy: 0.9810 - val\_loss: 0.0534 - val\_accuracy: 0.9756  
Epoch 18/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0473 - accuracy: 0.9809 - val\_loss: 0.0520 - val\_accuracy: 0.9762  
Epoch 19/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0460 - accuracy: 0.9811 - val\_loss: 0.0539 - val\_accuracy: 0.9733  
Epoch 20/20  
633/633 [==============================] - 1s 1ms/step - loss: 0.0453 - accuracy: 0.9817 - val\_loss: 0.0519 - val\_accuracy: 0.9737

In [15]:

acc = acc.round(2)  
acc

Out [15]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 0.98 | 0.98 | 18.95 | 10.0 |
| 1 | 0.99 | 0.99 | 16.02 | 20.0 |
| 2 | 0.98 | 0.98 | 18.02 | 10.0 |
| 3 | 0.99 | 0.99 | 15.62 | 20.0 |
| 4 | 0.98 | 0.98 | 18.16 | 10.0 |

In [16]:

ANNAcc = acc.mean()  
ANNAcc

Out [16]:

train\_Acc 0.984  
test\_Acc 0.984  
time 17.354  
test\_size 14.000  
dtype: float64

# SVM

In [17]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['ComboClass']  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
   
 #time start  
 start\_time = time.time()  
   
   
 model = SVC(kernel='poly')  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)  
 test\_score = model.score(X\_test,y\_test)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score  
 acc.iloc[i,1] = test\_score  
   
 #test size  
 acc.iloc[i,3] = n\*100  
  
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [18]:

acc = acc.round(2)  
acc

Out [18]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 0.77 | 0.78 | 212.65 | 10.0 |
| 1 | 0.77 | 0.78 | 175.65 | 20.0 |
| 2 | 0.77 | 0.78 | 212.85 | 10.0 |
| 3 | 0.77 | 0.78 | 175.44 | 20.0 |
| 4 | 0.77 | 0.78 | 212.13 | 10.0 |

In [19]:

SVMAcc = acc.mean()  
SVMAcc

Out[19]:

train\_Acc 0.770  
test\_Acc 0.780  
time 197.744  
test\_size 14.000  
dtype: float64

# KNN

In [20]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['ComboClass']  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
  
   
 #time start  
 start\_time = time.time()  
   
 model = KNeighborsClassifier(n\_neighbors=3)  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)  
 test\_score = model.score(X\_test,y\_test)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score  
 acc.iloc[i,1] = test\_score  
   
 #test size  
 acc.iloc[i,3] = n\*100  
   
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [21]:

acc = acc.round(2)  
acc

Out[21]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 0.87 | 0.76 | 0.11 | 10.0 |
| 1 | 0.87 | 0.75 | 0.10 | 20.0 |
| 2 | 0.87 | 0.76 | 0.11 | 10.0 |
| 3 | 0.87 | 0.75 | 0.10 | 20.0 |
| 4 | 0.87 | 0.76 | 0.11 | 10.0 |

In [22]:

KNNAcc = acc.mean()  
KNNAcc

Out [22]:

train\_Acc 0.870  
test\_Acc 0.756  
time 0.106  
test\_size 14.000  
dtype: float64

# GPC

In [23]:

n = .1  
for i in range(iteration):  
   
 X = dn.iloc[:,0:5].astype('float32')  
 y = dn['Class'] #.iloc[0:100,-1]  
  
 encoder = LabelEncoder()  
 encoder.fit(y)  
 y = encoder.transform(y)  
  
 X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = n, random\_state=0)  
  
   
 #time start  
 start\_time = time.time()  
   
 model = GaussianProcessClassifier(multi\_class='one\_vs\_one')  
 model.fit(X\_train,y\_train)  
   
 #time end  
 end\_time = time.time()  
  
 train\_score = model.score(X\_train,y\_train)  
 test\_score = model.score(X\_test,y\_test)  
   
 #time calculation   
 acc.iloc[i,2] = end\_time - start\_time  
   
 #Accuracy  
 acc.iloc[i,0] = train\_score  
 acc.iloc[i,1] = test\_score  
   
 #test size  
 acc.iloc[i,3] = n\*100  
  
 if n == .1:  
 n = .2  
 else :  
 n = .1  
 print(i+1," run")

1 run  
2 run  
3 run  
4 run  
5 run

In [24]:

acc = acc.round(2)  
acc

Out[24]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | test\_size |
| 0 | 1.0 | 0.75 | 144.81 | 10.0 |
| 1 | 1.0 | 0.76 | 102.65 | 20.0 |
| 2 | 1.0 | 0.75 | 138.78 | 10.0 |
| 3 | 1.0 | 0.76 | 102.15 | 20.0 |
| 4 | 1.0 | 0.75 | 152.64 | 10.0 |

In [25]:

GPCAcc = acc.mean()  
GPCAcc

Out[25]:

train\_Acc 1.000  
test\_Acc 0.754  
time 128.206  
test\_size 14.000  
dtype: float64

In [26]:

performance = {  
 "Performance" : ['Avg Train Accuracy','Avg Test Accuracy','Avg Run Time','Avg Test size'],  
 "ANN" : ANNAcc,  
 "SVM" : SVMAcc,  
 "KNN" : KNNAcc,  
 "GPC" : GPCAcc  
}  
Performance = pd.DataFrame(performance)  
Performance = Performance.round(2)  
Performance

Out [26]:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Performance | ANN | SVM | KNN | GPC |
| train\_Acc | Avg Train Accuracy | 0.98 | 0.77 | 0.87 | 1.00 |
| test\_Acc | Avg Test Accuracy | 0.98 | 0.78 | 0.76 | 0.75 |
| time | Avg Run Time | 17.35 | 197.74 | 0.11 | 128.21 |
| test\_size | Avg Test size | 14.00 | 14.00 | 14.00 | 14.00 |

In [27]:

p1 = Performance.iloc[0:3,1:5].T  
p2 = pd.DataFrame(columns = p1.columns)  
p2 = p2.T  
p2["max"] = 0  
p2["min"] = 0  
p2 = p2.T  
for i in range(len(p2.columns)):  
 p2.iloc[0,i] = p1.iloc[:,i].max()  
 p2.iloc[1,i] = p1.iloc[:,i].min()  
  
# max-min normalizer = 0  
# linear normalizer = 1  
normalizer = 0  
  
if normalizer == 0 :  
 for i in range(len(p1.columns)):  
 if i==2: #Non Beneficial  
 p1.iloc[:,i] = (p2.iloc[0,i]-p1.iloc[:,i])/(p2.iloc[0,i] - p2.iloc[1,i])  
 else: #Beneficial  
 p1.iloc[:,i] = (p1.iloc[:,i]-p2.iloc[1,i])/(p2.iloc[0,i] - p2.iloc[1,i])  
  
else:  
 for i in range(len(p1.columns)):  
 if i==2: #Non Beneficial  
 p1.iloc[:,i] = p2.iloc[1,i]/p1.iloc[:,i]  
  
 else: #Beneficial  
 p1.iloc[:,i] = p1.iloc[:,i]/ p2.iloc[0,i]  
  
weight = np.array([0.5,0.3,0.2]).reshape(3,1)  
p1["p-w"] = np.dot(p1,weight)  
p1

Out[27]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | p-w |
| ANN | 0.913043 | 1.000000 | 0.912766 | 0.939075 |
| SVM | 0.000000 | 0.130435 | 0.000000 | 0.039130 |
| KNN | 0.434783 | 0.043478 | 1.000000 | 0.430435 |
| GPC | 1.000000 | 0.000000 | 0.351819 | 0.570364 |

In [28]:

p1.round(2)

Out [28]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | train\_Acc | test\_Acc | time | p-w |
| ANN | 0.91 | 1.00 | 0.91 | 0.94 |
| SVM | 0.00 | 0.13 | 0.00 | 0.04 |
| KNN | 0.43 | 0.04 | 1.00 | 0.43 |
| GPC | 1.00 | 0.00 | 0.35 | 0.57 |